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**list 轉 tuple 請範例**

1. **將整個列表轉換為元組**

my\_list = [1, 2, 3, 4, 5]

my\_tuple = tuple(my\_list)

print(my\_tuple) *# 輸出: (1, 2, 3, 4, 5)*

1. **將列表中的每個元素轉換為一個單獨的元組**

my\_list = ['apple', 'banana', 'cherry']

my\_tuples = [tuple(item) for item in my\_list]

print(my\_tuples) *# 輸出: [('apple',), ('banana',), ('cherry',)]*

1. **使用\*運算符將列表轉換為元組**

my\_list = [10, 20, 30]

my\_tuple = (10, 20, 30)

print(my\_tuple) *# 輸出: (10, 20, 30)*

my\_tuple = \*my\_list, *# 使用\*運算符將列表轉換為元組*

print(my\_tuple) *# 輸出: (10, 20, 30)*

1. **使用zip()函數將兩個列表轉換為一個元組列表**

names = ['Alice', 'Bob', 'Charlie']

ages = [25, 30, 35]

people = list(zip(names, ages))

print(people) *# 輸出: [('Alice', 25), ('Bob', 30), ('Charlie', 35)]*

1. **使用map()函數將列表中的每個元素都轉換為元組**

my\_tuples = list(map(tuple, my\_list))

print(my\_tuples) *# 輸出: [('a',), ('b',), ('c',), ('d',)]*

**tuple 轉 list範例**

1. **將整個元組轉換為列表**

my\_tuple = (1, 2, 3, 4, 5)

my\_list = list(my\_tuple)

print(my\_list) *# 輸出: [1, 2, 3, 4, 5]*

1. **將元組中的每個元素轉換為單獨的列表**

my\_tuple = ('apple', 'banana', 'cherry')

my\_lists = [list(item) for item in my\_tuple]

print(my\_lists) *# 輸出: [['a', 'p', 'p', 'l', 'e'], ['b', 'a', 'n', 'a', 'n', 'a'], ['c', 'h', 'e', 'r', 'r', 'y']]*

1. **使用\*運算符將元組轉換為列表**

my\_tuple = (10, 20, 30)

my\_list = [10, 20, 30]

print(my\_list) *# 輸出: [10, 20, 30]*

my\_list = list(\*my\_tuple) *# 使用\*運算符將元組轉換為列表*

print(my\_list) *# 輸出: [10, 20, 30]*

1. **使用zip()函數將兩個元組轉換為一個列表**

names = ('Alice', 'Bob', 'Charlie')

ages = (25, 30, 35)

people = list(zip(names, ages))

print(people) *# 輸出: [('Alice', 25), ('Bob', 30), ('Charlie', 35)]*

1. **使用map()函數將元組中的每個元素都轉換為列表**

my\_tuple = ('a', 'b', 'c', 'd')

my\_lists = list(map(list, my\_tuple))

print(my\_lists) *# 輸出: [['a'], ['b'], ['c'], ['d']]*

**list 轉 dict 範例**

1. **使用字典理解式(dict comprehension)**

*# 列表中的每個元素都是一對鍵值對*

pairs = [('apple', 1), ('banana', 2), ('orange', 3)]

my\_dict = {k: v for k, v in pairs}

print(my\_dict) *# 輸出: {'apple': 1, 'banana': 2, 'orange': 3}*

1. **使用zip()函數和兩個列表**

keys = ['a', 'b', 'c']

values = [1, 2, 3]

my\_dict = dict(zip(keys, values))

print(my\_dict) *# 輸出: {'a': 1, 'b': 2, 'c': 3}*

1. **使用dict()構造函數和列表中的元組**

pairs = [('name', 'Alice'), ('age', 25), ('city', 'New York')]

my\_dict = dict(pairs)

print(my\_dict) *# 輸出: {'name': 'Alice', 'age': 25, 'city': 'New York'}*

1. **使用enumerate()函數和列表**

colors = ['red', 'green', 'blue']

my\_dict = dict(enumerate(colors))

print(my\_dict) *# 輸出: {0: 'red', 1: 'green', 2: 'blue'}*

1. **使用映射函數(mapping function)**

people = [{'name': 'Alice', 'age': 25}, {'name': 'Bob', 'age': 30}]

my\_dict = dict((p['name'], p['age']) for p in people)

print(my\_dict) *# 輸出: {'Alice': 25, 'Bob': 30}*

1. **使用fromkeys()方法**

keys = ['a', 'b', 'c']

my\_dict = dict.fromkeys(keys, 0) *# 所有鍵對應的值都是0*

print(my\_dict) *# 輸出: {'a': 0, 'b': 0, 'c': 0}*

**dict 轉 list 範例**

1. **將字典的鍵轉換為列表**

my\_dict = {'apple': 1, 'banana': 2, 'orange': 3}

keys\_list = list(my\_dict.keys())

print(keys\_list) *# 輸出: ['apple', 'banana', 'orange']*

1. **將字典的值轉換為列表**

my\_dict = {'apple': 1, 'banana': 2, 'orange': 3}

values\_list = list(my\_dict.values())

print(values\_list) *# 輸出: [1, 2, 3]*

1. **將字典的鍵值對轉換為列表的元組**

my\_dict = {'apple': 1, 'banana': 2, 'orange': 3}

items\_list = list(my\_dict.items())

print(items\_list) *# 輸出: [('apple', 1), ('banana', 2), ('orange', 3)]*

1. **使用列表理解式(list comprehension)**

my\_dict = {'Alice': 25, 'Bob': 30, 'Charlie': 35}

names\_list = [name for name in my\_dict.keys()]

ages\_list = [age for age in my\_dict.values()]

items\_list = [(name, age) for name, age in my\_dict.items()]

print(names\_list) *# 輸出: ['Alice', 'Bob', 'Charlie']*

print(ages\_list) *# 輸出: [25, 30, 35]*

print(items\_list) *# 輸出: [('Alice', 25), ('Bob', 30), ('Charlie', 35)]*

1. **使用zip()函數**

my\_dict = {'a': 1, 'b': 2, 'c': 3}

keys\_list = list(my\_dict.keys())

values\_list = list(my\_dict.values())

items\_list = list(zip(keys\_list, values\_list))

print(keys\_list) *# 輸出: ['a', 'b', 'c']*

print(values\_list) *# 輸出: [1, 2, 3]*

print(items\_list) *# 輸出: [('a', 1), ('b', 2), ('c', 3)]*

**tuple 轉 dict範例**

1. **使用dict()構造函數**

tuples = [('name', 'Alice'), ('age', 25), ('city', 'New York')]

my\_dict = dict(tuples)

print(my\_dict) *# 輸出: {'name': 'Alice', 'age': 25, 'city': 'New York'}*

1. **使用zip()函數和兩個元組**

keys = ('a', 'b', 'c')

values = (1, 2, 3)

my\_dict = dict(zip(keys, values))

print(my\_dict) *# 輸出: {'a': 1, 'b': 2, 'c': 3}*

1. **使用字典理解式(dict comprehension)**

my\_dict = {k: v for k, v in tuples}

print(my\_dict) *# 輸出: {'apple': 1, 'banana': 2, 'orange': 3}*

1. **使用enumerate()函數和單個元組**

colors = ('red', 'green', 'blue')

my\_dict = dict(enumerate(colors))

print(my\_dict) *# 輸出: {0: 'red', 1: 'green', 2: 'blue'}*

1. **使用zip()函數和多個元組**

keys = ('name', 'age', 'city')

values1 = ('Alice', 25)

values2 = ('New York',)

my\_dict = dict(zip(keys, values1 + values2))

print(my\_dict) *# 輸出: {'name': 'Alice', 'age': 25, 'city': 'New York'}*

在上述範例中,我們利用了dict()構造函數、zip()函數、字典理解式和enumerate()函數等方法將元組轉換為字典。

**dict 轉 tuple範例**

1. **將字典的鍵轉換為元組**

my\_dict = {'apple': 1, 'banana': 2, 'orange': 3}

keys\_tuple = tuple(my\_dict.keys())

print(keys\_tuple) *# 輸出: ('apple', 'banana', 'orange')*

1. **將字典的值轉換為元組**

my\_dict = {'apple': 1, 'banana': 2, 'orange': 3}

values\_tuple = tuple(my\_dict.values())

print(values\_tuple) *# 輸出: (1, 2, 3)*

1. **將字典的鍵值對轉換為元組**

my\_dict = {'apple': 1, 'banana': 2, 'orange': 3}

items\_tuple = tuple(my\_dict.items())

print(items\_tuple) *# 輸出: (('apple', 1), ('banana', 2), ('orange', 3))*

1. **使用列表推導式(list comprehension)和tuple()**

my\_dict = {'Alice': 25, 'Bob': 30, 'Charlie': 35}

names\_tuple = tuple(name for name in my\_dict.keys())

ages\_tuple = tuple(age for age in my\_dict.values())

items\_tuple = tuple((name, age) for name, age in my\_dict.items())

print(names\_tuple) *# 輸出: ('Alice', 'Bob', 'Charlie')*

print(ages\_tuple) *# 輸出: (25, 30, 35)*

print(items\_tuple) *# 輸出: (('Alice', 25), ('Bob', 30), ('Charlie', 35))*

1. **使用zip()函數和tuple()**

my\_dict = {'a': 1, 'b': 2, 'c': 3}

keys\_list = list(my\_dict.keys())

values\_list = list(my\_dict.values())

keys\_tuple = tuple(keys\_list)

values\_tuple = tuple(values\_list)

items\_tuple = tuple(zip(keys\_tuple, values\_tuple))

print(keys\_tuple) *# 輸出: ('a', 'b', 'c')*

print(values\_tuple) *# 輸出: (1, 2, 3)*

print(items\_tuple) *# 輸出: (('a', 1), ('b', 2), ('c', 3))*

**list 的高级用法**

1. **列表推導式(List Comprehension)**

這是一種簡潔的方式來創建列表,可以替代傳統的 for 循環。

squares = [x\*\*2 for x in range(10)] *# [0, 1, 4, 9, 16, 25, 36, 49, 64, 81]*

even\_squares = [x\*\*2 for x in range(10) if x % 2 == 0] *# [0, 4, 16, 36, 64]*

1. **嵌套列表推導式**

可以使用多個 for 循環創建嵌套列表。

matrix = [[j for j in range(5)] for i in range(3)]

*# [[0, 1, 2, 3, 4], [0, 1, 2, 3, 4], [0, 1, 2, 3, 4]]*

1. **列表解析(List Unpacking)**

可以將可迭代對象拆分為單獨的元素,賦值給列表。

a, \*b, c = [1, 2, 3, 4, 5]

print(a) *# 1*

print(b) *# [2, 3, 4]*

print(c) *# 5*

1. **切片(Slicing)**

可以使用切片語法來獲取列表的子序列。

my\_list = [0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

print(my\_list[2:8]) *# [2, 3, 4, 5, 6, 7]*

print(my\_list[::-1]) *# [9, 8, 7, 6, 5, 4, 3, 2, 1, 0]*

1. **列表方法**

列表提供了許多實用的方法,如 append()、insert()、remove()、sort()、reverse() 等。

my\_list = [1, 3, 5]

my\_list.append(7) *# [1, 3, 5, 7]*

my\_list.insert(1, 4) *# [1, 4, 3, 5, 7]*

my\_list.remove(3) *# [1, 4, 5, 7]*

my\_list.sort(reverse=True) *# [7, 5, 4, 1]*

1. **列表作為堆疊(Stack)使用**

列表可以充當堆疊(LIFO)數據結構,使用 append() 和 pop() 方法。

stack = []

stack.append(1)

stack.append(2)

stack.append(3)

print(stack.pop()) *# 3*

print(stack.pop()) *# 2*

print(stack.pop()) *# 1*

1. **列表作為隊列(Queue)使用**

使用 append() 和 pop(0) 方法,列表也可以充當隊列(FIFO)數據結構。

queue = []

queue.append(1)

queue.append(2)

queue.append(3)

print(queue.pop(0)) *# 1*

print(queue.pop(0)) *# 2*

print(queue.pop(0)) *# 3*

**multi-list 的高級用法**

在 Python 中，多維列表（multi-list）是指包含多個列表的數據結構。它們可以用於存儲複雜的數據，例如多個維度的數據或具有不同數據類型的數據。

以下是 Python 中多列表的高級用法：

* **列表生成**：用於創建樹形結構或表示具有多個級別的數據

buf= [[0 for x in range(2)] for y in range(5)] # [[0, 0], [0, 0], [0, 0], [0, 0], [0, 0]]

buf= [[() for x in range(2)] for y in range(5)] # [[(), ()], [(), ()], [(), ()], [(), ()], [(), ()]]

buf= [[(x) for x in range(2)] for y in range(5)] # [[0, 1], [0, 1], [0, 1], [0, 1], [0, 1]]

buf= [[(y) for x in range(2)] for y in range(5)] # [[0, 0], [1, 1], [2, 2], [3, 3], [4, 4]]

buf= [[(x,y) for x in range(2)] for y in range(5)] # [[(0, 0), (1, 0)], [(0, 1), (1, 1)], [(0, 2), (1, 2)], [(0, 3), (1, 3)], [(0, 4), (1, 4)]]

buf= [[y\*(x==0) for x in range(2)] for y in range(5)] # [[0, 0], [1, 0], [2, 0], [3, 0], [4, 0]]

buf= [[[z for x in range(2)] for y in range(3)] for z in range(4)] #

[[[0, 0], [0, 0], [0, 0]],

[[1, 1], [1, 1], [1, 1]],

[[2, 2], [2, 2], [2, 2]],

[[3, 3], [3, 3], [3, 3]]]

* **巢狀列表**：嵌套列表是指包含其他列表的列表。這可以用於創建樹形結構或表示具有多個級別的數據。

data = [

[1, 2, 3],

[4, 5, 6],

[7, 8, 9],

]

for row in data:

for element in row:

print(element)

* **列表推導式**：列表推導式是一種簡潔的方法來創建列表。它們可以用於從其他列表生成新列表。

data = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]

squares = [x \* x for row in data for x in row]

print(squares) # 輸出：[1, 4, 9, 16, 25, 36, 49, 64, 81]

* **列表解析**：列表解析是一種更通用的方法來創建列表。它們可以用於從其他列表或反覆運算器生成新列表。

data = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]

even\_squares = [x \* x for row in data for x in row if x % 2 == 0]

print(even\_squares) # 輸出：[4, 16, 36, 64]

* **zip() 函式**：zip() 函式可用於將多個清單中的元素組合在一起。這可以用於創建並行列表或將數據從多個列表組合在一起。

names = ["Alice", "Bob", "Charlie"]

ages = [30, 25, 22]

profiles = zip(names, ages)

for name, age in profiles:

print(f"{name} is {age} years old.")

* **map() 函式**：map() 函式可用於將函式應用於清單中的每個元素。這可以用於對清單中的所有元素執行相同的操作。

data = [1, 2, 3, 4, 5]

doubles = map(lambda x: x \* 2, data)

print(list(doubles)) # 輸出：[2, 4, 6, 8, 10]

* **filter() 函式**：filter() 函式可用於從清單中篩選元素。這可以用於僅保留符合特定條件的元素。

data = [1, 2, 3, 4, 5]

evens = filter(lambda x: x % 2 == 0, data)

print(list(evens)) # 輸出：[2, 4]

* **reduce() 函式**：reduce() 函式可用於將清單中的元素組合在一起。這可以用於計算總和、平均值或其他聚合統計量。

data = [1, 2, 3, 4, 5]

total = reduce(lambda x, y: x + y, data)

print(total) # 輸出：15

**python 中 dict高级用法**

Python 中的字典(dict)是一種非常強大和靈活的數據結構,除了基本的鍵值對存儲和訪問功能外,還有一些高級用法值得了解:

1. **字典推導式(Dictionary Comprehension)**

這類似於列表和集合推導式,可以快速創建字典。

squares = {x: x\*\*2 for x in range(6)} *# {0: 0, 1: 1, 2: 4, 3: 9, 4: 16, 5: 25}*

1. **合併字典**

Python 3.9後可以使用 | 運算符合併字典,在此之前可以使用 update() 方法。

dict1 = {'a': 1, 'b': 2}

dict2 = {'c': 3, 'd': 4}

merged = dict1 | dict2 *# Python 3.9+: {'a': 1, 'b': 2, 'c': 3, 'd': 4}*

dict1.update(dict2) *# 將 dict2 合併到 dict1 中*

1. **defaultdict**

defaultdict 是 dict 的一個子類,可以為缺失的鍵提供一個默認值。

from collections import defaultdict

fruits = defaultdict(int) *# 缺失的鍵將初始化為0*

fruits['apple'] += 1

fruits['banana'] += 2

print(fruits) *# defaultdict(<class 'int'>, {'apple': 1, 'banana': 2})*

1. **計數器(Counter)**

Counter 是一個子類,用於計算可哈希對象的出現次數。

from collections import Counter

colors = Counter(['red', 'blue', 'red', 'green', 'blue', 'blue'])

print(colors) *# Counter({'blue': 3, 'red': 2, 'green': 1})*

1. **有序字典(OrderedDict)**

OrderedDict 是 dict 的子類,記錄了鍵值對插入的順序。

from collections import OrderedDict

od = OrderedDict()

od['a'] = 1

od['b'] = 2

od['c'] = 3

print(od) *# OrderedDict([('a', 1), ('b', 2), ('c', 3)])*

1. **視圖對象(View Objects)**

視圖對象提供了一種高效且動態的方式來獲取字典的鍵、值或鍵值對。

my\_dict = {'a': 1, 'b': 2, 'c': 3}

keys\_view = my\_dict.keys() *# dict\_keys(['a', 'b', 'c'])*

values\_view = my\_dict.values() *# dict\_values([1, 2, 3])*

items\_view = my\_dict.items() *# dict\_items([('a', 1), ('b', 2), ('c', 3)])*

1. **散列和集合操作**

字典支持許多集合操作,如聯合、交集、差集等。

dict1 = {'a': 1, 'b': 2}

dict2 = {'b': 3, 'c': 4}

common = dict1.keys() & dict2.keys() *# {'b'}*

all\_keys = dict1.keys() | dict2.keys() *# {'a', 'c', 'b'}*

**8.將函數作為 dict 的 value,實現鍵值對應的功能映射**

*# 定義一些函數*

def square(x):

return x \*\* 2

def cube(x):

return x \*\* 3

*# 將函數作為 value 存入 dict*

operations = {

'square': square,

'cube': cube

}

*# 使用時直接呼叫對應的函數*

print(operations['square'](3)) *# 輸出: 9*

print(operations['cube'](3)) *# 輸出: 27*

9.**配合 lambda 使用,實現簡單的回調功能**

*# 定義一個回調函數*

callbacks = {

'square': lambda x: x \*\* 2,

'cube': lambda x: x \*\* 3

}

*# 定義高階函數,接受回調函數作為參數*

def apply\_operation(operation, value, callback):

result = operation(value)

return callback(result)

print(apply\_operation(lambda x: x \* 2, 3, callbacks['square'])) *# 輸出: 36*

print(apply\_operation(lambda x: x \* 2, 3, callbacks['cube'])) *# 輸出: 216*

10.**實現簡單的策略模式**

*# 定義一些策略函數*

def strategy\_a(data):

*# 執行策略 A 的邏輯...*

return f'Strategy A: {data}'

def strategy\_b(data):

*# 執行策略 B 的邏輯...*

return f'Strategy B: {data}'

*# 將策略函數存入 dict*

strategies = {

'a': strategy\_a,

'b': strategy\_b

}

*# 根據鍵選擇策略*

strategy\_key = 'a'

strategy = strategies[strategy\_key]

result = strategy('some data')

print(result) *# 輸出: Strategy A: some data*

11.**實現簡單的狀態機**

*# 定義狀態轉換函數*

def state\_a(data):

print(f'Current state: A, Data: {data}')

return 'b'

def state\_b(data):

print(f'Current state: B, Data: {data}')

return 'a'

*# 將狀態轉換函數存入 dict*

state\_machine = {

'a': state\_a,

'b': state\_b

}

*# 執行狀態機*

current\_state = 'a'

data = 'hello'

while True:

current\_state = state\_machine[current\_state](data)

**12. 使用函數作為默認值**

dict 的默認值可以用函數來代替。這意味著，如果鍵不存在於 dict 中，則將調用函數來生成值。例如，以下代碼創建一個 dict，其中默認值是一個生成隨機數的函數：

import random

def random\_value():

return random.randint(1, 100)

defaults = {

'key1': random\_value,

'key2': 50,

}

print(defaults['key1']) # 可能輸出：37

print(defaults['key2']) # 輸出：50

**13. 使用函數根據鍵生成值**

dict 的值可以用函數來生成，具體取決於鍵。這意味著，對於每個鍵，函數將被調用一次，並使用鍵作為參數來生成值。例如，以下代碼創建一個 dict，其中值是鍵的平方：

def square(x):

return x \* x

squares = {key: square(key) for key in range(10)}

print(squares[3]) # 輸出：9

print(squares[5]) # 輸出：25

**14. 使用函數惰性計算值**

dict 的值可以用函數來惰性計算。這意味著，只有當值實際需要時才會調用函數。這對於計算昂貴或耗時的值的函數很有用。例如，以下代碼創建一個 dict，其中值是計算文件行數的函數：

def count\_lines(filename):

with open(filename) as f:

return sum(1 for line in f)

file\_counts = {filename: count\_lines for filename in ['data1.txt', 'data2.txt']}

print(file\_counts['data1.txt']) # 實際調用 count\_lines() 時才輸出行數

print(file\_counts['data2.txt']) # 實際調用 count\_lines() 時才輸出行數

使用函數作為 dict 值的優點包括：

* **提高代碼靈活性**：函數允許您根據需要動態生成值。
* **提高代碼可重用性**：函數可以重複使用來生成不同的值。
* **提高代碼效率**：惰性計算值可以避免不必要的計算。

但是，使用函數作為 dict 值也有一些缺點：

* **使代碼更難理解**：對於不熟悉函數用法的人來說，代碼可能更難理解。
* **可能導致性能問題**：如果函數很昂貴或耗時，則可能會導致性能問題。

這些高級用法可以幫助您更好地利用字典這種強大的數據結構,提高代碼的可讀性和效率。

**for 的高级用法**

1. **並行迭代(Parallel Iteration)**

可以同時遍歷多個可迭代對象。

names = ['Alice', 'Bob', 'Charlie']

ages = [25, 30, 35]

for name, age in zip(names, ages):

print(f"{name} is {age} years old.")

*# Output:*

*# Alice is 25 years old.*

*# Bob is 30 years old.*

*# Charlie is 35 years old.*

1. **enumerate() 函數**

可以獲取元素的索引和值。

fruits = ['apple', 'banana', 'orange']

for i, fruit in enumerate(fruits, start=1):

print(f"{i}. {fruit}")

*# Output:*

*# 1. apple*

*# 2. banana*

*# 3. orange*

1. **嵌套循環(Nested Loops)**

可以使用多個嵌套的 for 循環來遍歷多維數據結構。

matrix = [[1, 2, 3], [4, 5, 6], [7, 8, 9]]

for row in matrix:

for element in row:

print(element, end=' ')

print()

*# Output:*

*# 1 2 3*

*# 4 5 6*

*# 7 8 9*

1. **迭代字典(Iterating Over Dictionaries)**

可以遍歷字典的鍵、值或鍵值對。

person = {'name': 'Alice', 'age': 25, 'city': 'New York'}

*# Iterate over keys*

for key in person:

print(key)

*# Iterate over values*

for value in person.values():

print(value)

*# Iterate over key-value pairs*

for key, value in person.items():

print(f"{key}: {value}")

1. **else 子句**

for 循環可以與 else 子句一起使用,在循環正常結束時執行。

fruits = ['apple', 'banana', 'orange']

for fruit in fruits:

print(fruit)

else:

print("All fruits have been printed.")

*# Output:*

*# apple*

*# banana*

*# orange*

*# All fruits have been printed.*

1. **break 和 continue 語句**

可以使用 break 語句終止循環,使用 continue 語句跳過當前迭代。

1. **生成器表達式(Generator Expressions)**

可以使用生成器表達式來創建迭代器,從而節省內存。

squares = (x\*\*2 for x in range(10))

for square in squares:

print(square, end=' ')

*# Output: 0 1 4 9 16 25 36 49 64 81*

**while 的高级用法**

1. **無限循環(Infinite Loops)**

當滿足特定條件時,可以使用 break 語句來終止無限循環。

while True:

user\_input = input("Enter 'q' to quit: ")

if user\_input == 'q':

break

print("You entered:", user\_input)

1. **else 子句**

與 for 循環類似, while 循環也可以與 else 子句一起使用,在循環正常結束時執行。

count = 0

while count < 5:

print(count)

count += 1

else:

print("Loop finished!")

1. **使用函數控制循環(Using Functions to Control Loops)**

可以使用函數來控制 while 循環的執行條件,實現更靈活的控制流。

def is\_prime(n):

if n < 2:

return False

for i in range(2, int(n \*\* 0.5) + 1):

if n % i == 0:

return False

return True

n = 2

while is\_prime(n):

print(n)

n += 1

1. **控制循環執行次數(Controlling Loop Iterations)**

可以使用額外的變量來控制 while 循環的執行次數。

count = 0

max\_iterations = 5

while count < max\_iterations:

print(count)

count += 1

1. **生成器函數(Generator Functions)**

可以使用生成器函數來生成無限序列,並在 while 循環中迭代它們。

def fibonacci():

a, b = 0, 1

while True:

yield a

a, b = b, a + b

fib = fibonacci()

for \_ in range(10):

print(next(fib), end=' ')

1. **併發和異步操作(Concurrency and Asynchronous Operations)**

while 循環常用於實現併發和異步操作,例如在網絡編程和事件驅動編程中。

1. **循環中斷和恢復(Breaking and Resuming Loops)**

可以使用 break 和 continue 語句來控制循環的流程,實現更細粒度的控制。

**python****模擬 goto 用法**

1. **使用標籤和函數**

雖然Python沒有goto語句,但我們可以使用函數來模擬類似的行為。這種方法利用函數的局部變量作為循環標籤。

def func():

print('Started')

label.val = 1

return

label.val = 2

print('Jumped')

label = type('', (), {'val':0})

func()

if label.val == 1:

print('First label')

elif label.val == 2:

print('Second label')

輸出:

Started

First label

1. **使用異常處理**

我們可以利用try/except塊和raise語句來實現類似goto的效果。這種方法雖然不太優雅,但在某些情況下可能是必要的。

try:

print('Started')

raise Exception('Jump')

except Exception as e:

print(e)

print('Jumped')

輸出:

Started

Jump

Jumped

1. **使用生成器**

利用生成器的yield語句,我們可以實現類似goto的功能,但這種方式相對複雜,不太直觀。

def jump():

print('Started')

jump\_position = yield

if jump\_position == 'JUMP':

print('Jumped')

j = jump()

next(j)

j.send('JUMP')

輸出:

Started

Jumped

**4. 使用嵌套 if 語句:**

您可以使用嵌套 if 語句模擬 goto，以便跳到程式碼的特定部分。此方法涉及創建一個嵌套結構的 if 語句，根據特定條件控制執行流程。

def 模擬\_goto(標籤):

if 標籤 == "開始":

# 在 "開始" 標籤處要執行的程式碼

pass

elif 標籤 == "迴圈":

# 在 "迴圈" 標籤處要執行的程式碼

pass

elif 標籤 == "結束":

# 在 "結束" 標籤處要執行的程式碼

pass

# 模擬跳轉到 "開始" 標籤

模擬\_goto("開始")

# 模擬跳轉到 "迴圈" 標籤

模擬\_goto("迴圈")

# 模擬跳轉到 "結束" 標籤

模擬\_goto("結束")

**5. 使用函數和字典:**

另一種方法是使用函數和字典來模擬 goto。此方法涉及創建一個字典來存儲與不同標籤關聯的程式碼塊，並使用函數跳轉到這些程式碼塊。

def goto(標籤):

標籤 = {

"開始": 開始\_程式碼,

"迴圈": 迴圈\_程式碼,

"結束": 結束\_程式碼

}

try:

標籤[標籤]()

except KeyError:

print(f"無效標籤：{標籤}")

def 開始\_程式碼():

# 在 "開始" 標籤處要執行的程式碼

pass

def 迴圈\_程式碼():

# 在 "迴圈" 標籤處要執行的程式碼

pass

def 結束\_程式碼():

# 在 "結束" 標籤處要執行的程式碼

pass

# 模擬跳轉到 "開始" 標籤

goto("開始")

# 模擬跳轉到 "迴圈" 標籤

goto("迴圈")

# 模擬跳轉到 "結束" 標籤

goto("結束")

**set 的高级用法**

1. **集合運算**

Python 支持數學集合的並集、交集、差集和對稱差集等運算。

set1 = {1, 2, 3}

set2 = {2, 3, 4}

*# 並集*

print(set1 | set2) *# {1, 2, 3, 4}*

*# 交集*

print(set1 & set2) *# {2, 3}*

*# 差集*

print(set1 - set2) *# {1}*

print(set2 - set1) *# {4}*

*# 對稱差集*

print(set1 ^ set2) *# {1, 4}*

1. **集合comprehension**

與列表comprehension類似,Python 也支持集合comprehension,用於快速創建集合。

squares = {x\*\*2 for x in range(10)} *# {0, 1, 4, 9, 16, 25, 36, 49, 64, 81}*

1. **集合作為高效的成員檢測工具**

由於集合是無序且不重複的,因此可以將其用作高效的成員檢測工具。

valid\_emails = {'alice@example.com', 'bob@example.com', 'charlie@example.com'}

while True:

email = input("Enter your email: ")

if email in valid\_emails:

print("Valid email")

else:

print("Invalid email")

1. **集合作為高效的去重工具**

利用集合不重複的特性,可以快速從一個序列中移除重複項。

duplicates = [1, 2, 3, 2, 4, 1, 5, 6, 6]

unique = set(duplicates) *# {1, 2, 3, 4, 5, 6}*

1. **集合的操作**

Python 還為集合提供了多種實用的操作,如 issubset()、issuperset()、union()、intersection()、difference()等。

set1 = {1, 2, 3}

set2 = {2, 3, 4}

print(set1.issubset(set2)) *# False*

print(set1.issuperset(set2)) *# False*

print(set1.union(set2)) *# {1, 2, 3, 4}*

print(set1.intersection(set2)) *# {2, 3}*

print(set1.difference(set2)) *# {1}*

1. **不可變集合(frozenset)**

Python 還提供了 frozenset，它是不可變的集合。frozenset 可以作為字典的鍵或其他集合的元素。

frozenset2 = frozenset({3, 4, 5})

dict1 = {frozenset1: 'abc', frozenset2: 'def'}

print(dict1) *# {frozenset({1, 2, 3}): 'abc', frozenset({3, 4, 5}): 'def'}*

**python模擬 switch/case 用法**

1. **使用字典映射**

這是模擬 switch/case 最直接的方式,通過將 case 值作為字典的鍵,將對應的操作作為值。

def switch(operator, a, b):

operations = {

'+': a + b,

'-': a - b,

'\*': a \* b,

'/': a / b

}

return operations.get(operator, 'Invalid operation')

result = switch('+', 2, 3)

print(result) *# 輸出: 5*

1. **使用單分派泛函數**

Python 的函數可以通過內置的 singledispatch 裝飾器實現單分派泛函數,根據參數的類型選擇執行不同的函數體。

from functools import singledispatch

@singledispatch

def operation(operator, a, b):

print('Invalid operation')

@operation.register(int)

def \_(operator, a, b):

operations = {

'+': a + b,

'-': a - b,

'\*': a \* b,

'/': a / b

}

return operations.get(operator, 'Invalid operation')

@operation.register(str)

def \_(operator, a, b):

if operator == 'concat':

return a + b

else:

return 'Invalid operation for strings'

result = operation('+', 2, 3)

print(result) *# 輸出: 5*

result = operation('concat', 'Hello', 'World')

print(result) *# 輸出: HelloWorld*

1. **使用類和多重繼承**

通過創建多個子類繼承同一個父類,然後在父類中根據子類的類型調用不同的方法。

class Operation:

def eval(self, a, b):

pass

class Addition(Operation):

def eval(self, a, b):

return a + b

class Subtraction(Operation):

def eval(self, a, b):

return a - b

def switch(operation, a, b):

operations = {

'+': Addition(),

'-': Subtraction()

}

return operations.get(operation, None).eval(a, b)

result = switch('+', 2, 3)

print(result) *# 輸出: 5*

result = switch('-', 5, 3)

print(result) *# 輸出: 2*

1. **使用 lambda 函數和字典映射**

通過將操作函數作為字典值存儲,根據 case 調用對應的 lambda 函數。

operations = {

'+': lambda a, b: a + b,

'-': lambda a, b: a - b,

'\*': lambda a, b: a \* b,

'/': lambda a, b: a / b

}

def switch(operator, a, b):

return operations.get(operator, lambda a, b: 'Invalid operation')(a, b)

result = switch('+', 2, 3)

print(result) *# 輸出: 5*

**函式 的高级用法(1)**

1. **高階函數(Higher-Order Functions)**

Python 中的函數可以作為參數傳遞給另一個函數,或者從函數返回另一個函數。這就是所謂的高階函數。

*# 將函數作為參數傳遞*

def apply\_operation(func, x, y):

return func(x, y)

def add(a, b):

return a + b

def multiply(a, b):

return a \* b

print(apply\_operation(add, 2, 3)) *# 輸出: 5*

print(apply\_operation(multiply, 2, 3))*# 輸出: 6*

*# 從函數返回另一個函數*

def create\_multiplier(n):

def multiplier(x):

return x \* n

return multiplier

double = create\_multiplier(2)

triple = create\_multiplier(3)

print(double(5)) *# 輸出: 10*

print(triple(5)) *# 輸出: 15*

1. **Lambda 函數(Lambda Functions)**

Lambda 函數是一種小型匿名函數,常用於簡單的單行函數定義。它們通常與高階函數一起使用。

*# 使用 lambda 函數作為參數*

numbers = [1, 2, 3, 4, 5]

doubled = list(map(lambda x: x \* 2, numbers))

print(doubled) *# 輸出: [2, 4, 6, 8, 10]*

*# 使用 lambda 函數進行排序*

students = [('Alice', 25), ('Bob', 30), ('Charlie', 20)]

sorted\_students = sorted(students, key=lambda x: x[1])

print(sorted\_students) *# 輸出: [('Charlie', 20), ('Alice', 25), ('Bob', 30)]*

1. **閉包(Closures)**

閉包是一種函數,它記住了自己被定義時的環境。這使得它可以訪問外部函數中的變量。

def outer\_function(x):

y = 4

def inner\_function(z):

print(f"x = {x}, y = {y}, z = {z}")

return x + y + z

return inner\_function

func = outer\_function(2)

result = func(3) *# 輸出: x = 2, y = 4, z = 3*

print(result) *# 輸出: 9*

1. **裝飾器(Decorators)**

裝飾器是一種特殊的閉包,用於修改函數的行為。它們可以在不更改原始函數源代碼的情況下擴展其功能。

def log\_args(func):

def wrapper(\*args, \*\*kwargs):

print(f"Calling {func.\_\_name\_\_} with args={args} and kwargs={kwargs}")

return func(\*args, \*\*kwargs)

return wrapper

@log\_args

def add(x, y):

return x + y

result = add(2, 3)

*# 輸出: Calling add with args=(2, 3) and kwargs={}*

*# 輸出: 5*

1. **生成器函數(Generator Functions)**

生成器函數是一種特殊的函數,可以暫停和恢復它們的執行狀態,從而實現迭代器協議。

def count\_up\_to(n):

i = 0

while i < n:

yield i

i += 1

counter = count\_up\_to(5)

print(list(counter)) *# 輸出: [0, 1, 2, 3, 4]*

1. **遞歸函數(Recursive Functions)**

Python 支持函數自身調用自身,這就是遞歸。適當使用可以使代碼更加簡潔和易於理解。

def factorial(n):

if n == 0:

return 1

else:

return n \* factorial(n - 1)

print(factorial(5)) *# 輸出: 120*

1. **函數註釋和類型提示**

Python 3 引入了函數註釋和類型提示,可以為函數參數和返回值添加類型信息,提高代碼的可讀性和維護性。

def greet(name: str) -> str:

"""

Greets the given name.

Args:

name (str): The name to greet.

Returns:

str: The greeting message.

"""

return f"Hello, {name}!"

print(greet("Alice")) *# 輸出: Hello, Alice!*

**函式 的高级用法(2)**

Python 函式（function）是一種基本的編程結構，可以將代碼分組為可重複使用的模組。Python 提供了許多高級功能來擴展函數的功能，以下是一些常見的高級用法：

1.函數參數

函數參數是指傳遞給函數的值，可以通過關鍵字參數或者位置參數來傳遞。關鍵字參數是通過名稱來傳遞參數，而位置參數則是按照順序傳遞參數。

範例：

def greet(name):

print("Hello, " + name)

greet("John") # Output: Hello, John

2.默認參數

默認參數是指在函數呼叫時未提供參數時，函數會使用默認值。這樣可以方便地呼叫函數，並且不需要每次都提供所有參數。

範例：

def greet(name="World"):

print("Hello, " + name)

greet() # Output: Hello, World

3.可變參數

可變參數是指函數可以接受任意數量的參數。這樣可以方便地處理不同數量的參數，並且可以使函數更加靈活。

範例：

def sum(\*numbers):

total = 0

for number in numbers:

total += number

return total

print(sum(1, 2, 3)) # Output: 6

4.返回值

返回值是指函數執行後返回的值。返回值可以是任意類型的值，包括數據、物件、函數等。

範例：

def add(a, b):

return a + b

result = add(1, 2)

print(result) # Output: 3

5.匿名函數

匿名函數是指沒有名稱的函數，可以直接創建並使用。這樣可以方便地創建臨時函數，並且可以使代碼更加簡潔。

範例：

func = lambda x: x \* 2

print(func(5)) # Output: 10

6.裝飾器

裝飾器是指用於修改函數行為的函數。裝飾器可以在函數執行前或執行後進行操作，從而實現對函數的控制。

範例：

def decorator(func):

def wrapper():

print("Before function call")

func()

print("After function call")

return wrapper

@decorator

def greet():

print("Hello, World!")

greet()

# Output:

# Before function call

# Hello, World!

# After function call

7.閉包

閉包是指引用了自由變量的函數。自由變量是指在函數外部定義的變量，閉包可以在函數內部訪問這些變量。閉包可以用於實現狀態保持和共用數據等功能。

範例：

def outer\_function():

x = 10

def inner\_function():

nonlocal x

x += 1

print(x)

return inner\_function

inner\_function = outer\_function()

inner\_function() # Output: 11

8.生成器

生成器是指可以一次生成多個值的函數。生成器可以用於實現反覆運算器、反覆運算器鏈等功能。

範例：

def fibonacci(n):

a, b = 0, 1

for \_ in range(n):

yield a

a, b = b, a+b

for num in fibonacci(10):

print(num)

# Output:

# 0

# 1

# 1

# 2

# 3

# 5

# 8

# 13

# 21

# 34

9.異常處理

異常處理是指當函數執行發生錯誤時，可以使用異常處理機制來處理錯誤。異常處理可以使代碼更加健壯，並且可以方便地排除錯誤。

範例：

try:

result = 1 / 0

except ZeroDivisionError as e:

print("Error:", e)

else:

print("Result:", result)

finally:

print("Finished")

# Output:

# Error: division by zero

# Finished

10.文檔注釋

文檔注釋是指在函數中添加的注釋，用於說明函數的功能和使用方法。文檔注釋可以使代碼更加易讀，並且可以方便地查看函數的資訊。

範例：

def greet(name):

"""

打招呼函數

:param name: 名稱

:return: None

"""

print("Hello, " + name)

greet("John") # Output: Hello, John

**Python 內建物件**

Python 內建物件是基本資料型態和函式，可以直接在 Python 解譯器或程式碼中使用，無需匯入任何其他模組。它們為構建更複雜的程式提供了基礎，對於理解語言的核心功能至關重要。

**內建物件的種類**

Python 內建物件可廣泛分為以下類別：

1. **數字**：這些物件代表數值值，包括整數、浮點數和複數。它們支援加、減、乘、除和比較等運算。

範例：10, 3.14, 1j

1. **字串**：這些物件代表字元序列，通常用引號括起來。它們支援連接、切片、索引和搜尋等運算。

範例："Hello, World!", 'Python Programming', r"C:\Users\username\myfile.txt"

1. **列表**：這些物件代表有序的項目集合，用方括號括起來。它們支援動態新增、刪除和修改元素。

範例：[1, 2, 3, 4], ["apple", "banana", "cherry"], [[1, 2], [3, 4], [5, 6]]

1. **元組**：這些物件代表不可變的有序項目集合，用括號括起來。創建後無法修改。

範例：(1, 2, 3), ("John", "Doe", 30), ((1, 2), (3, 4))

1. **集合**：這些物件代表無序的唯一項目集合，用大括號括起來。它們支援聯集、交集和差集等運算。

範例：{1, 2, 3, 4}, {"apple", "banana", "cherry"}, {(1, 2), (3, 4)}

1. **字典**：這些物件代表無序的鍵值對集合，用大括號括起來。它們在鍵和值之間提供映射。

範例：{"name": "Alice", "age": 30, "city": "New York"}, {"fruits": ["apple", "banana", "cherry"], "numbers": [1, 2, 3]}

1. **布林**：這些物件代表邏輯值，True 或 False。它們用於條件陳述式和布林表達式。

範例：True, False

1. **None**：此物件代表值不存在。它通常用作佔位符或指示變數未分配值。

範例：None

**存取內建物件**

內建物件可以直接在 Python 解譯器或程式碼中存取，無需明確匯入。您可以使用它們來執行各種操作並創建更複雜的資料結構。

**內建物件使用範例**

1. **算術運算**：

# 加法

result = 5 + 3

print(result) # 輸出：8

# 減法

difference = 10 - 4

print(difference) # 輸出：6

# 乘法

product = 2 \* 7

print(product) # 輸出：14

# 除法

quotient = 16 / 4

print(quotient) # 輸出：4.0

1. **字串操作**：

# 連接

greeting = "Hello" + " " + "World!"

print(greeting) # 輸出：Hello World!

# 切片

extracted\_string = "Python Programming"[5:17]

print(extracted\_string) # 輸出：on Programming

# 索引

first\_character = "Welcome"[0]

print(first\_character) # 輸出：W

# 搜尋

substring\_index = "Python is fun!".find("fun")

print(substring\_index) # 輸出：10

1. **列表操作**：

# 新增元素

numbers = [1, 2, 3]

numbers.append(4)

print(numbers) # 輸出：[1, 2, 3, 4]

share

more\_vert

**4. 元組操作**

元組是不可變的資料結構，因此不能像列表那樣新增、刪除或修改元素。但是，您可以使用索引和切片來存取元組中的元素。

# 創建元組

fruits = ("apple", "banana", "cherry")

# 索引

first\_fruit = fruits[0]

print(first\_fruit) # 輸出：apple

# 切片

tropical\_fruits = fruits[1:3]

print(tropical\_fruits) # 輸出：('banana', 'cherry')

**5. 集合操作**

集合是無序的唯一項目集合。它們支援聯集、交集、差集等運算。

# 創建集合

set1 = {1, 2, 3}

set2 = {3, 4, 5}

# 聯集

union = set1 | set2

print(union) # 輸出：{1, 2, 3, 4, 5}

# 交集

intersection = set1 & set2

print(intersection) # 輸出：{3}

# 差集

difference = set1 - set2

print(difference) # 輸出：{1, 2}

**6. 字典操作**

字典是無序的鍵值對集合。您可以使用鍵來存取字典中的值。

# 創建字典

student = {"name": "Alice", "age": 30, "city": "New York"}

# 存取值

name = student["name"]

print(name) # 輸出：Alice

# 更新值

student["age"] = 31

print(student) # 輸出：{'name': 'Alice', 'age': 31, 'city': 'New York'}

# 檢查鍵是否存在

if "city" in student:

print("city key exists") # 輸出：city key exists

**7. 布林運算**

布林運算用於組合布林值 (True 或 False)。

# 邏輯與

result = 10 > 5 and 3 == 2

print(result) # 輸出：False

# 邏輯或

result = 10 > 5 or 3 == 2

print(result) # 輸出：True

# 非

result = not (10 > 5)

print(result) # 輸出：False

**8. None 物件**

None 物件代表值不存在。它通常用作佔位符或指示變數未分配值。

# 檢查變數是否未定義

age = None

if age is None:

print("age is not defined") # 輸出：age is not defined

# 將變數設為 None

name = "Alice"

name = None

print(name) # 輸出：None

**\_\_init\_\_ ()與 \_\_new\_\_ ()區別**

在 Python 中，\_\_init\_\_() 和 \_\_new\_\_() 都是特殊方法（special method），它們在創建和初始化類別物件時扮演著重要角色。然而，它們之間存在著關鍵的區別。

**1. \_\_init\_\_() 方法**

\_\_init\_\_() 方法通常稱為 **初始化方法** 或 **建構子**（constructor）。它在創建類別物件時自動調用。\_\_init\_\_() 方法負責初始化物件的屬性和狀態。

舉例來說，假設我們有一個表示人的類別 Person：

class Person:

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

在這個例子中，\_\_init\_\_() 方法接受兩個參數：name 和 age。它將這些參數分配給物件的屬性 self.name 和 self.age。

**2. \_\_new\_\_() 方法**

\_\_new\_\_() 方法通常稱為 **新物件方法**。它在創建類別物件之前調用。\_\_new\_\_() 方法負責實際創建物件。

\_\_new\_\_() 方法必須返回一個物件。如果它返回 None，則物件創建失敗。

在某些情況下，您可能需要自訂 \_\_new\_\_() 方法。例如，您可以使用它來實現單例（singleton）模式或控制物件創建的邏輯。

**\_\_init\_\_() 和 \_\_new\_\_() 之間的區別**

以下是一些關鍵區別：

* **調用時機：** \_\_init\_\_() 在物件創建後調用，而 \_\_new\_\_() 在物件創建之前調用。
* **目的：** \_\_init\_\_() 負責初始化物件的屬性和狀態，而 \_\_new\_\_() 負責實際創建物件。
* **返回值：** \_\_init\_\_() 沒有返回值，而 \_\_new\_\_() 必須返回一個物件。

**總結**

\_\_init\_\_() 和 \_\_new\_\_() 都是 Python 中強大的工具，可讓您控制類別物件的創建和初始化。瞭解它們之間的區別對於編寫健壯且可維護的程式碼至關重要。

以下是一些額外的注意事項：

* 在大多數情況下，您無需自訂 \_\_new\_\_() 方法。\_\_init\_\_() 通常足以滿足初始化物件的需求。
* 如果您確實需要自訂 \_\_new\_\_() 方法，請務必小心謹慎。錯誤的實現可能會導致意外的行為或物件創建失敗。

**變量查找機制**

在 Python 中，變量查找機制是確定變量值的規則。當您在程式碼中使用變量時，Python 解釋器會遵循特定的步驟來查找該變量的值。

**作用域**

作用域是變量可見的範圍。Python 有四種作用域：

1. **局部作用域**：局部作用域是指函式或 lambda 表達式的內部。在局部作用域中，變量只能在該函式或 lambda 表達式內部使用。

def my\_function():

age = 30

print(age) # 輸出：30

my\_function()

在這個例子中，age 變量在 my\_function() 函式的局部作用域中定義。在函式外部，無法訪問該變量。

1. **全域作用域**：全域作用域是指整個程式碼的範圍。在全域作用域中，變量可以在程式碼的任何地方使用。

age = 25

def my\_function():

print(age) # 輸出：25

my\_function()

在這個例子中，age 變量在全域作用域中定義。它可以在 my\_function() 函式內部和程式碼的外部使用。

1. **嵌套作用域**：嵌套作用域是指在另一個作用域內的作用域。在嵌套作用域中，內部作用域的變量可以訪問外部作用域的變量。

def outer\_function():

age = 40

def inner\_function():

print(age) # 輸出：40

inner\_function()

outer\_function()

在這個例子中，age 變量在 outer\_function() 函式的局部作用域中定義。inner\_function() 函式位於 outer\_function() 函式的嵌套作用域中，因此它可以訪問 outer\_function() 函式的 age 變量。

1. **內建作用域**：內建作用域是指內建函式和變量的作用域。內建作用域在 Python 程式碼的任何地方都可用。

print("Hello, World!") # 使用內建的 print() 函式

在這個例子中，print() 函式是內建函式。它可以在程式碼的任何地方使用，無需匯入任何模組。

**變量查找順序**

當您在程式碼中使用變量時，Python 解釋器會按照以下順序查找該變量的值：

1. **局部作用域**：Python 解釋器首先會在當前函式或 lambda 表達式的局部作用域中查找變量。
2. **嵌套作用域**：如果在局部作用域中找不到變量，Python 解釋器會在嵌套作用域中查找變量。
3. **全域作用域**：如果在嵌套作用域中找不到變量，Python 解釋器會在全域作用域中查找變量。
4. **內建作用域**：如果在全域作用域中找不到變量，Python 解釋器會在內建作用域中查找變量。

如果在任何作用域中都找不到變量，則會發生 NameError 異常。

**理解變量查找機制的重要性**

理解變量查找機制對於編寫健壯且易於理解的 Python 程式碼至關重要。它可以幫助您避免變量命名衝突和 NameError 異常。

**MRO（方法解析順序）與多繼承**

**MRO（Method Resolution Order）**

在 Python 中，MRO（Method Resolution Order）是指方法解析順序。當您使用多繼承時，MRO 決定瞭解析器在類別中查找方法時遵循的順序。

多繼承允許一個類別繼承自多個父類別。這可以使您重用程式碼並從多個來源獲取功能。但是，它也可能導致歧義，因為多個父類別可能定義具有相同名稱的方法。

MRO 解決了這個問題。它定義瞭解析器在類別中查找方法時遵循的順序。這確保瞭解析器始終找到預期的方法。

**MRO 的計算**

MRO 的計算取決於類別的繼承結構。一般來說，MRO 包含以下元素：

* 當前類別本身
* 所有直接父類別（從左到右）
* 遞歸地，每個父類別的 MRO

MRO 的計算遵循以下步驟：

1. 創建一個空列表 mro。
2. 將當前類別添加到 mro 的末尾。
3. 對於每個直接父類別：
   * 如果父類別的 MRO 不在 mro 中，請將其添加到 mro 的末尾。
   * 否則，跳過此父類別。
4. 遞歸地，對於每個父類別的 MRO，重複步驟 3。

**MRO 的示例**

以下是一個簡單的多繼承示例：

class A:

def method1(self):

print("A.method1()")

class B:

def method1(self):

print("B.method1()")

class C(A, B):

pass

在此示例中，C 類別繼承自 A 類別和 B 類別。如果我們在 C 類別的實例上調用 method1() 方法，解析器將遵循以下 MRO 來查找該方法：

[C, A, B]

這意味著：

1. 解析器首先檢查 C 類別是否定義了 method1() 方法。
2. 如果 C 類別沒有定義 method1() 方法，則解析器將檢查 A 類別。
3. 如果 A 類別也沒有定義 method1() 方法，則解析器將檢查 B 類別。

在此示例中，B 類別定義了 method1() 方法，因此該方法將被調用。

**MRO 的重要性**

MRO 對於理解 Python 中多繼承的工作原理至關重要。它可以幫助您避免方法名稱衝突並預測解析器將如何查找方法。

以下是一些有關 MRO 的提示：

* 使用描述性方法名稱來提高程式碼的可讀性和可維護性。
* 了解 MRO 的計算方式，以便更好地理解多繼承的行為。
* 使用 super() 函式來明確指定您要調用的方法的父類別。

**描述符機制（descriptor protocol）**

描述符機制（descriptor protocol）是 Python 中一種強大的工具，可讓您自定義物件屬性和方法的行為。它允許您以一致和可預測的方式在不同物件上實現通用行為。

**描述符的種類**

描述符可以分為以下三種類別：

1. **資料描述符**：資料描述符控制物件屬性的存取。它們實現了 \_\_get\_\_()、\_\_set\_\_() 和 \_\_delete\_\_() 方法之一或全部。
   * \_\_get\_\_() 方法用於獲取屬性值。
   * \_\_set\_\_() 方法用於設定屬性值。
   * \_\_delete\_\_() 方法用於刪除屬性。
2. **非資料描述符**：非資料描述符不控制物件屬性的存取。它們僅實現了 \_\_get\_\_() 方法。
   * \_\_get\_\_() 方法用於獲取屬性值。
3. **類描述符**：類描述符控制類別屬性的存取。它們在類別上調用時而不是在類別實例上調用。它們實現了 \_\_get\_\_()、\_\_set\_\_() 和 \_\_delete\_\_() 方法之一或全部，但方法名稱會加上 \_\_class\_\_ 後綴。

**描述符的示例**

以下是一個簡單的資料描述符示例：

class AgeDescriptor:

def \_\_init\_\_(self, initial\_age):

self.age = initial\_age

def \_\_get\_\_(self, instance, owner):

print("Getting age...")

return self.age

def \_\_set\_\_(self, instance, value):

print("Setting age...")

self.age = value

class Person:

age = AgeDescriptor(25)

person = Person()

print(person.age) # 輸出：Getting age...25

person.age = 30

print(person.age) # 輸出：Setting age...30

在此示例中，AgeDescriptor 類別是一個資料描述符。它實現了 \_\_get\_\_() 和 \_\_set\_\_() 方法，以自定義物件 age 屬性的存取。

**描述符的用途**

描述符可以用於多種目的，包括：

* 實現屬性驗證和驗證
* 實現屬性緩存
* 實現代理（proxy）行為
* 實現元編程（metaprogramming）

**描述符的注意事項**

使用描述符時，請注意以下事項：

* 描述符可能使程式碼更難理解和維護。
* 描述符可能會導致意外的副作用。
* 應謹慎使用描述符。

**區別 \_\_getattr\_\_ ()與 \_\_getattribute\_\_ ()**

在Python中,\_\_getattr\_\_和\_\_getattribute\_\_都是用於獲取屬性值的特殊方法,但它們的作用和觸發時機是不同的。

1. \_\_getattr\_\_方法:
   * \_\_getattr\_\_是一個物件方法,當訪問一個不存在的屬性時被調用。
   * 只有在不存在所訪問的屬性時,Python才會嘗試調用\_\_getattr\_\_方法。
   * 通常用於實現延遲加載或代理屬性等功能。

範例:

class Person:

def \_\_init\_\_(self, name):

self.name = name

def \_\_getattr\_\_(self, attr):

print(f"嘗試訪問不存在的屬性: {attr}")

return None

p = Person("John")

print(p.name) *# 輸出: John*

print(p.age) *# 嘗試訪問不存在的屬性: age, 輸出: None*

1. \_\_getattribute\_\_方法:
   * \_\_getattribute\_\_也是一個物件方法,但它會在獲取任何屬性時被調用,無論屬性是否存在。
   * 這個方法可以用於實現屬性訪問的統一控制或記錄。
   * 如果在\_\_getattribute\_\_方法中直接訪問其他屬性,會導致無限遞迴,因此需要使用super().\_\_getattribute\_\_來獲取屬性值。

範例:

class Person:

def \_\_init\_\_(self, name):

self.name = name

def \_\_getattribute\_\_(self, attr):

print(f"獲取屬性: {attr}")

return super().\_\_getattribute\_\_(attr)

p = Person("John")

print(p.name) *# 獲取屬性: name, 輸出: John*

print(p.age) *# 獲取屬性: age, 輸出: AttributeError: 'Person' object has no attribute 'age'*

以下是一些關鍵區別：

* **調用時機：** \_\_getattr\_\_() 僅在物件中找不到屬性時調用，而 \_\_getattribute\_\_() 始終在存取物件屬性時調用。
* **目的：** \_\_getattr\_\_() 負責處理未定義屬性的訪問，而 \_\_getattribute\_\_() 負責實現物件屬性的實際存取。
* **參數：** \_\_getattr\_\_() 接收一個參數（屬性名稱），而 \_\_getattribute\_\_() 接收兩個參數（物件本身和屬性名稱）。
* **返回值：** \_\_getattr\_\_() 必須返回一個值。如果它返回 None，則會拋出 AttributeError 異常。\_\_getattribute\_\_() 必須返回屬性值。

總結:

* \_\_getattr\_\_用於處理不存在的屬性訪問,可以返回替代值或引發異常。
* \_\_getattribute\_\_用於控制所有屬性訪問的行為,可以實現屬性訪問的統一管理或記錄。
* 如果同時定義了這兩個方法,\_\_getattribute\_\_會先被調用。
* 在\_\_getattribute\_\_方法中訪問屬性時,需要使用super().\_\_getattribute\_\_來避免無限遞迴。

**property 裝飾器**

property 裝飾器是一種 Python 工具，可讓您將函式變為物件屬性。它允許您以更直觀和 Pythonic 的方式存取和設定屬性值。

**基本用法**

要使用 property 裝飾器，請在要變為屬性的函式之前添加 @property 裝飾器。例如：

class Person:

def \_\_init\_\_(self, name, age):

self.name = name

self.\_age = age # 使用下劃線開頭表示私有屬性

@property

def age(self):

return self.\_age

@age.setter

def age(self, value):

if value < 0:

raise ValueError("Age must be non-negative")

self.\_age = value

在此示例中，age 函式被裝飾為 property。這意味著它將成為 Person 類別的屬性。您可以使用 person.age 獲取或設定屬性值，就像它是一個普通的屬性一樣。

**property 的優點**

使用 property 裝飾器具有以下優點：

* **更直觀：** 您可以使用點號語法（.age）存取和設定屬性值，就像它們是普通的屬性一樣。
* **更 Pythonic：** 它允許您以更 Pythonic 的方式定義和使用屬性。
* **更靈活：** 您可以自訂屬性值的獲取和設定行為。

**進階用法**

property 裝飾器允許您自訂屬性值的獲取和設定行為。您可以使用 @property.getter 和 @property.setter 裝飾器來分別定義獲取器和設定器方法。例如：

class Person:

def \_\_init\_\_(self, name, age):

self.name = name

self.\_age = age

@property

def age(self):

return self.\_age

@age.getter

def age(self):

print("Getting age...")

return self.\_age

@age.setter

def age(self, value):

if value < 0:

raise ValueError("Age must be non-negative")

print("Setting age...")

self.\_age = value

在此示例中，age 函式被裝飾為 property。它還具有 @property.getter 和 @property.setter 裝飾器，用於自訂獲取器和設定器方法。這允許您在獲取或設定屬性值時執行自訂邏輯。

**property 的注意事項**

使用 property 裝飾器時，請注意以下事項：

* property 裝飾器不能用於靜態方法或類方法。
* 應謹慎使用 property 裝飾器，因為它們可能會使程式碼更難理解和維護。

**元類（metaclass）**

在 Python 中，元類是一種特殊類別，用於創建其他類別。它們提供了對類創建過程的更多控制和靈活性。

**理解元類**

要理解元類，首先要瞭解類別的創建過程。當您在 Python 中定義類別時，會發生以下情況：

1. Python 解釋器解析類別定義。
2. 解釋器創建一個新類別物件。
3. 解釋器將類別的屬性和方法添加到新類別物件中。
4. 返回新類別物件。

元類介入瞭類創建過程的第二步。當您使用元類創建類別時，元類會被用於創建新類別物件。這允許元類自訂類別的屬性和方法。

**元類的使用案例**

元類可以用於多種目的，包括：

* **實現自動化屬性：** 元類可以用於自動創建 getter 和 setter 方法，從而簡化屬性定義。
* **實現單例模式：** 元類可以用於確保類別只創建一個實例。
* **實現驗證：** 元類可以用於驗證類別屬性和方法的有效性。
* **實現擴展：** 元類可以用於為類別添加新功能。

Python中默認的元類是type。當你定義一個新類時,Python會自動調用type元類來創建該類對象。你也可以定義自己的元類,並讓新創建的類使用你自定義的元類。

以下是一個使用元類的基本示例:

*# 定義元類*

class MyMeta(type):

def \_\_new\_\_(cls, name, bases, attrs):

print(f"創建新類: {name}")

return super().\_\_new\_\_(cls, name, bases, attrs)

*# 使用自定義元類*

class MyClass(metaclass=MyMeta):

pass

*# 輸出: 創建新類: MyClass*

在這個例子中:

1. 我們定義了一個名為MyMeta的元類,繼承自type。
2. 在\_\_new\_\_方法中,我們列印出要創建的類的名稱。
3. 我們使用metaclass=MyMeta參數來指定MyClass使用我們自定義的MyMeta元類。
4. 當創建MyClass時,Python會先調用MyMeta的\_\_new\_\_方法,然後再創建MyClass對象。

元類的一個常見用途是在類定義時對類屬性進行處理或修改。下面是一個在類定義時自動將方法加上裝飾器的示例:

def debug(func):

def wrapper(\*args, \*\*kwargs):

print(f"Calling {func.\_\_name\_\_}")

return func(\*args, \*\*kwargs)

return wrapper

class MetaDebug(type):

def \_\_new\_\_(cls, name, bases, attrs):

for key, value in attrs.items():

if callable(value):

attrs[key] = debug(value)

return super().\_\_new\_\_(cls, name, bases, attrs)

class MyClass(metaclass=MetaDebug):

def foo(self):

pass

def bar(self):

pass

obj = MyClass()

obj.foo() *# 輸出: Calling foo*

obj.bar() *# 輸出: Calling bar*

在這個例子中:

1. 我們定義了一個debug裝飾器,用於列印方法調用的資訊。
2. 我們定義了一個MetaDebug元類,在\_\_new\_\_方法中遍歷類屬性,如果屬性是一個可調用對象(函數或方法),就用debug裝飾器包裹它。
3. 我們讓MyClass使用MetaDebug元類,這樣在創建MyClass時,所有的方法都會自動被debug裝飾器包裹。

元類是Python中一個很高級的特性,它提供了一種控制和定製類創建過程的方式。使用元類可以實現一些高級技術,如自動應用裝飾器、自動註冊類、單例模式等。但是,由於元類涉及到Python內部的類創建機制,因此它也是一個相對複雜的概念,需要深入理解Python的對象模型。

**物件協定（Object Protocol）**

在Python中,對象協議(Object Protocol)是一組特殊的方法,它們定義了對象應該如何在特定情況下表現。這些特殊方法可以被覆寫,從而定製對象的行為。遵循對象協議可以使Python對象能夠與內置函數和操作符更好地協作。

物件協定涵蓋了各種主題，包括：

* **屬性訪問：** 物件如何暴露其屬性以及如何獲取和設置屬性值。
* **方法調用：** 物件如何回應方法調用以及如何傳遞參數和返回值。
* **比較：** 物件如何與其他物件進行比較以及如何確定它們是否相等。
* **雜湊：** 物件如何被雜湊以及如何生成雜湊值。
* **字串表示：** 物件如何轉換為字串表示形式。

**物件協定的重要性**

物件協定對於 Python 的運行至關重要。它確保了所有物件都以一致和可預測的方式進行交互。這使得 Python 程式師可以輕鬆地編寫可重用和可維護的代碼。

**物件協定的組成部分**

物件協定由以下部分組成：

* **特殊方法（Special Methods）：** 特殊方法是用雙底線（\_\_）開頭的特殊方法。它們用於實現物件協定的各種方面，例如屬性訪問、方法調用、比較等。
* **描述符（Descriptors）：** 描述符是用於自訂物件屬性和方法行為的特殊物件。它們允許您以更靈活的方式控制物件的行為。
* **元類（Metaclass）：** 元類是用於創建其他類的特殊類。它們允許您控制類創建過程並為類添加新功能。

以下是一些常見的Python對象協議方法:

1. **構造和表示**

* \_\_new\_\_(cls, ...)：用於創建新實例對象。
* \_\_init\_\_(self, ...)：用於初始化實例對象。
* \_\_repr\_\_(self)：用於生成對象的字串表示形式,主要用於調試和日誌。
* \_\_str\_\_(self)：用於生成對象的可讀字串表示形式。

1. **容器類型**

* \_\_len\_\_(self)：實現len(obj)。
* \_\_getitem\_\_(self, key)：實現自定義對象的索引訪問，如obj[key]。
* \_\_setitem\_\_(self, key, value)：實現自定義對象的索引賦值，如obj[key] = value。
* \_\_delitem\_\_(self, key)：實現自定義對象的索引刪除，如del obj[key]。

1. **可反覆運算對象**

* \_\_iter\_\_(self)：返回一個反覆運算器對象。
* \_\_next\_\_(self)：從反覆運算器中獲取下一個值。

1. **上下文管理器**

* \_\_enter\_\_(self)：進入with語句的運行時上下文相關的設置。
* \_\_exit\_\_(self, exc\_type, exc\_value, traceback)：退出運行時上下文相關的釋放資源。

1. **算術運算**

* \_\_add\_\_(self, other)：實現self + other。
* \_\_sub\_\_(self, other)：實現self - other。
* \_\_mul\_\_(self, other)：實現self \* other。
* \_\_truediv\_\_(self, other)：實現self / other。

1. **比較運算**

* \_\_lt\_\_(self, other)：實現self < other。
* \_\_le\_\_(self, other)：實現self <= other。
* \_\_eq\_\_(self, other)：實現self == other。
* \_\_ne\_\_(self, other)：實現self != other。

這些只是對象協議中的一部分方法。通過實現這些特殊方法,我們可以定製對象的行為,使其與Python的內置功能和語法更加協調。

以下是一個實現自定義序列類型的示例:

class CustomSequence:

def \_\_init\_\_(self, data):

self.\_data = data

def \_\_len\_\_(self):

return len(self.\_data)

def \_\_getitem\_\_(self, index):

return self.\_data[index]

def \_\_repr\_\_(self):

return f"CustomSequence({self.\_data})"

seq = CustomSequence([1, 2, 3, 4, 5])

print(len(seq)) *# 5*

print(seq[2]) *# 3*

print(repr(seq)) *# CustomSequence([1, 2, 3, 4, 5])*

在這個示例中,我們定義了一個CustomSequence類,它實現了\_\_len\_\_、\_\_getitem\_\_和\_\_repr\_\_方法。因此,該類的實例可以像序列一樣使用len()函數獲取長度,使用索引訪問元素,並且在列印時有一個可讀的字串表示形式。

**操作符重載(Operator Overloading)**

在Python中,我們可以透過操作符重載(Operator Overloading)來實現中綴語法(Infix Notation)。中綴語法是一種將運算元置於運算符號之間的表示方式,例如2 + 3。Python允許我們為自定義類重載大多數的運算符,使得自定義對象可以像內置類型一樣參與各種運算。

要實現中綴語法,我們需要在自定義類中實現相應的特殊方法。以下是一個實現向量加法的例子:

class Vector:

def \_\_init\_\_(self, x, y):

self.x = x

self.y = y

def \_\_repr\_\_(self):

return f"Vector({self.x}, {self.y})"

def \_\_add\_\_(self, other):

x = self.x + other.x

y = self.y + other.y

return Vector(x, y)

v1 = Vector(2, 3)

v2 = Vector(5, 7)

v3 = v1 + v2 *# 使用中綴語法進行向量加法*

print(v3) *# 輸出: Vector(7, 10)*

在這個例子中:

1. 我們定義了一個Vector類,用於表示二維向量。
2. 在\_\_repr\_\_方法中,我們提供了一種可讀的向量表示方式。
3. 我們實現了\_\_add\_\_方法,這個方法接受另一個向量作為參數,並返回一個新的向量,表示兩個向量相加的結果。
4. 在創建v1和v2兩個向量後,我們使用v1 + v2的中綴語法進行向量加法運算,結果存儲在v3中。

Python允許我們為大多數的二元運算符重載特殊方法,包括\_\_add\_\_(+)、\_\_sub\_\_(-)、\_\_mul\_\_(\*)、\_\_truediv\_\_(/)等。我們還可以為一元運算符如\_\_neg\_\_(-)和\_\_pos\_\_(+)實現重載方法。

除了數學運算外,我們還可以重載其他運算符,如比較運算符(\_\_lt\_\_、\_\_le\_\_、\_\_eq\_\_等)、索引運算符(\_\_getitem\_\_)等,從而使自定義對象的行為更加類似於內置類型。

以下是一個實現可索引對象的例子:

class CustomList:

def \_\_init\_\_(self, data):

self.data = data

def \_\_len\_\_(self):

return len(self.data)

def \_\_getitem\_\_(self, index):

return self.data[index]

my\_list = CustomList([1, 2, 3, 4, 5])

print(len(my\_list)) *# 輸出: 5*

print(my\_list[2]) *# 輸出: 3*

在這個例子中,我們定義了一個CustomList類,並實現了\_\_len\_\_和\_\_getitem\_\_方法。因此,CustomList的實例可以像列表一樣使用len()函數獲取長度,並使用索引來訪問元素。

透過操作符重載,我們可以為自定義對象提供熟悉的語法和行為,使代碼更加簡潔、可讀性更高。但是,過度使用操作符重載可能會影響代碼的可讀性和可維護性,因此需要權衡利弊。

**迭代器協議（iterator protocol）**

Python 中的迭代器協議(Iterator Protocol)定義了一種方式,使得任何 Python 對象都可以成為一個迭代器(Iterator)。實現了迭代器協議的對象可以使用在for循環、列表推導式、生成器表達式等場景中。

要讓一個對象成為迭代器,它必須實現兩個特殊方法:

1. \_\_iter\_\_(self): 返回一個迭代器對象本身。
2. \_\_next\_\_(self): 返回迭代器的下一個元素。當沒有更多元素時,應該引發StopIteration異常。

讓我們通過一個簡單的例子來理解迭代器協議:

class CounterIterator:

def \_\_init\_\_(self, start, end):

self.start = start

self.end = end

def \_\_iter\_\_(self):

return self

def \_\_next\_\_(self):

if self.start >= self.end:

raise StopIteration

current = self.start

self.start += 1

return current

*# 使用迭代器*

counter = CounterIterator(1, 6)

for num in counter:

print(num)

*# 輸出:*

*# 1*

*# 2*

*# 3*

*# 4*

*# 5*

在這個例子中:

1. 我們定義了一個CounterIterator類,它實現了\_\_iter\_\_和\_\_next\_\_方法。
2. \_\_iter\_\_方法返回自身,這樣就可以讓對象成為一個迭代器。
3. \_\_next\_\_方法返回當前值,並更新計數器以準備返回下一個值。當計數超過終止值時,引發StopIteration異常。
4. 我們創建了一個CounterIterator對象,並使用for循環遍歷它。當遇到StopIteration異常時,循環結束。

Python 中有許多內置的可迭代對象(Iterable),如列表、字符串、集合等。它們實現了\_\_iter\_\_方法,可以返回一個迭代器對象。我們可以使用iter()函數從任何可迭代對象中獲取迭代器:

my\_list = [1, 2, 3, 4, 5]

iterator = iter(my\_list)

print(next(iterator)) *# 輸出: 1*

print(next(iterator)) *# 輸出: 2*

在上面的例子中,我們首先從列表中獲取一個迭代器,然後使用next()函數逐步獲取迭代器的下一個元素。

迭代器協議是 Python 中實現可迭代對象的基礎。它使得我們可以自定義迭代行為,並將自定義對象與Python的內置功能(如for循環)無縫集成。此外,生成器函數和生成器表達式也是基於迭代器協議實現的。

**生成器(Generator)**

Python 中的生成器(Generator)是一種特殊的迭代器,它可以用來生成一系列的值。生成器函數(Generator Function)是使用了yield關鍵字的函數,它會返回一個生成器對象。生成器是一種節省內存的方式,因為它只在需要時生成下一個值,而不是一次生成所有值。

以下是一個簡單的生成器函數示例:

def count\_up\_to(n):

i = 0

while i < n:

yield i

i += 1

*# 使用生成器*

counter = count\_up\_to(5)

print(next(counter)) *# 輸出: 0*

print(next(counter)) *# 輸出: 1*

print(next(counter)) *# 輸出: 2*

print(next(counter)) *# 輸出: 3*

print(next(counter)) *# 輸出: 4*

在這個例子中:

1. count\_up\_to是一個生成器函數,它使用yield關鍵字來生成值。
2. 每次調用next(counter)時,生成器函數會從上次中斷的地方繼續執行,直到遇到下一個yield語句。
3. 當遇到函數結束或者沒有更多yield語句時,將引發StopIteration異常,這標誌著生成器的終止。

生成器還可以透過生成器表達式(Generator Expression)來創建,語法類似於列表推導式:

*# 使用生成器表達式*

squares = (x\*\*2 for x in range(5))

print(next(squares)) *# 輸出: 0*

print(next(squares)) *# 輸出: 1*

print(next(squares)) *# 輸出: 4*

生成器的主要優點是節省內存,因為它們只在需要時生成下一個值,而不是一次性生成所有值。這對於處理大量數據或無限序列特別有用。

另外,生成器還可以用於實現協程(Coroutine)和管道(Pipeline)等高級編程模式。

以下是一個使用生成器實現管道的例子:

def counter(start, step):

current = start

while True:

yield current

current += step

def filter\_odd(numbers):

for num in numbers:

if num % 2 == 1:

yield num

def square(numbers):

for num in numbers:

yield num\*\*2

*# 創建管道*

count = counter(0, 1)

odds = filter\_odd(count)

squares = square(odds)

*# 獲取前5個平方值*

for i in range(5):

print(next(squares))

*# 輸出:*

*# 1*

*# 9*

*# 25*

*# 49*

*# 81*

在這個例子中,我們定義了三個生成器函數:counter、filter\_odd和square。它們通過管道的方式連接在一起,最終生成奇數的平方值序列。

生成器的**高级用法**:

### 1. 使用生成器表达式创建生成器

生成器表达式是一种简洁的方式来创建生成器。它们与列表推导式类似，但使用圆括号而不是方括号。例如，以下代码创建一个生成器，该生成器生成1到10之间的平方数：

squares = (x \* x for x in range(1, 11))

### 2. 使用生成器函数创建生成器

生成器函数是一种可以使用yield关键字创建生成器的函数。每次遇到yield关键字时，函数都会暂停执行并返回一个值。然后，当再次调用函数时，它将从上次暂停的地方继续执行。例如，以下代码创建一个生成器，该生成器生成斐波那契数列：

def fibonacci():

a, b = 0, 1

while True:

yield a

a, b = b, a + b

fibs = fibonacci()

### 3. 使用生成器进行管道操作

生成器可以用于创建管道操作，这是一种将多个操作组合在一起并将输出从一个操作传递到另一个操作的技术。例如，以下代码使用生成器从文件读取行，将每个行转换为大写，然后计算每个行的字符数：

def count\_chars(filename):

with open(filename) as f:

for line in f:

yield len(line.upper())

total\_chars = sum(count\_chars('data.txt'))

### 4. 使用生成器进行异步编程

生成器可以用于创建异步编程，这是一种允许程序在等待外部事件（例如网络请求或文件 I/O）时继续执行的技术。例如，以下代码使用生成器从多个网站异步下载数据：

import asyncio

async def download\_data(url):

async with aiohttp.ClientSession() as session:

async with session.get(url) as response:

return await response.read()

async def main():

urls = ['https://www.example1.com', 'https://www.example2.com', 'https://www.example3.com']

tasks = [asyncio.create\_task(download\_data(url)) for url in urls]

for task in tasks:

await task

print('All data downloaded!')

if \_\_name\_\_ == '\_\_main\_\_':

asyncio.run(main())

### 5. 使用生成器进行内存优化

生成器可以用于在处理大型数据集时优化内存使用。例如，以下代码使用生成器来计算一个大文件的行数：

def count\_lines(filename):

with open(filename) as f:

for line in f:

yield None # 每次迭代时生成 None，仅用于计数行数

total\_lines = sum(1 for \_ in count\_lines('data.txt'))

6.**利用生成器實現惰性求值(Lazy Evaluation)**

生成器可以用於實現惰性求值,即只有在需要時才會進行計算,這在處理大型數據集或無限序列時非常有用。

*# 生成無限斐波那契數列*

def fibonacci():

a, b = 0, 1

while True:

yield a

a, b = b, a + b

*# 惰性產生前20個斐波那契數*

fib = fibonacci()

print(list(next(fib) for \_ in range(20)))

7.**利用生成器實現管道(Pipeline)設計模式**

生成器可以用於實現管道設計模式,每個生成器負責處理一個步驟,然後將結果傳遞給下一個生成器,最終獲得所需的結果。

def read\_file(filename):

with open(filename) as f:

for line in f:

yield line.strip()

def filter\_comments(lines):

for line in lines:

if not line.startswith('#'):

yield line

def parse\_data(lines):

for line in lines:

yield [int(x) for x in line.split()]

*# 管道模式*

lines = read\_file('data.txt')

lines = filter\_comments(lines)

data = parse\_data(lines)

8.**利用生成器實現協同程式設計(Coroutine)**

生成器可以用於實現協同程式設計,即多個函數之間可以相互傳遞控制權和數據。

def consumer():

print('Consumer: Ready to receive data')

while True:

data = yield *# 暫停執行,並接收發送器發送的數據*

print(f'Consumer: Received {data}')

def producer(consumer\_generator):

print('Producer: Starting')

consumer = consumer\_generator

next(consumer) *# 啟動生成器*

for i in range(5):

print(f'Producer: Sending {i}')

consumer.send(i) *# 發送數據給生成器*

print('Producer: Stopping')

consumer.close() *# 關閉生成器*

consumer\_generator = consumer()

producer(consumer\_generator)

9.**利用生成器實現取代回調(Callback)函數**

在某些情況下,生成器可以用於取代回調函數,提高代碼的可讀性和可維護性。

*# 傳統回調函數*

def async\_task(callback):

*# 模擬異步操作*

result = perform\_async\_task()

callback(result)

def callback(result):

print(f'Result: {result}')

async\_task(callback)

*# 使用生成器*

def async\_task\_generator():

*# 模擬異步操作*

result = yield

print(f'Result: {result}')

generator = async\_task\_generator()

next(generator) *# 啟動生成器*

generator.send(perform\_async\_task()) *# 發送結果給生成器*

10.**利用生成器實現簡單的協程調度器**

生成器可以用於實現簡單的協程調度器,管理多個協程之間的執行順序和切換。

def scheduler():

tasks = []

while True:

task = yield

if not task:

break

tasks.append(task)

for t in tasks:

try:

next(t)

except StopIteration:

tasks.remove(t)

def task1():

for i in range(5):

print(f'Task 1: {i}')

yield

def task2():

for i in range(3):

print(f'Task 2: {i}')

yield

scheduler = scheduler()

next(scheduler)

scheduler.send(task1())

scheduler.send(task2())

scheduler.send(None)

**yield 使用說明**

在Python中,yield是一個用於創建產生器(generator)的關鍵字,它的作用是返回一個產生器反覆運算器對象,而不是一個完整的列表。產生器是一種特殊的反覆運算器,可以用來節省內存空間,同時也可以用來實現協同程式設計。以下是對yield的詳細說明:

1. **基本用法**

yield通常出現在一個函數中,當執行到yield語句時,函數會返回一個反覆運算器對象,而不是直接返回值。每當調用next()函數或在for循環中反覆運算該反覆運算器時,函數就會從上次離開的位置繼續執行,直到再次遇到yield語句。舉例如下:

def count\_up\_to(n):

i = 0

while i < n:

yield i

i += 1

counter = count\_up\_to(5)

print(list(counter)) *# 輸出: [0, 1, 2, 3, 4]*

1. **與生成器表達式的關係**

生成器表達式是創建簡單生成器的語法糖,它的工作原理與yield是一樣的,只是語法不同。以下是兩種方式的對比:

*# 使用生成器函數*

def square\_numbers(nums):

for n in nums:

yield n\*\*2

*# 使用生成器表達式*

square\_numbers = (n\*\*2 for n in [1, 2, 3, 4, 5])

1. **用於實現協同程式設計**

yield不僅可以用於返回值,還可以用於接收值,這樣就可以實現協同程式設計。當yield出現在賦值語句的右側時,它會從發送器對象接收值,從而實現協同程式之間的通信。

def consumer():

result = 0

while True:

value = yield result *# 接收發送器發送的值*

if value is None:

break

result += value

def producer(consumer):

consumer\_generator = consumer()

next(consumer\_generator) *# 啟動生成器*

for i in range(5):

consumer\_generator.send(i) *# 發送值給消費者*

consumer\_generator.send(None) *# 發送None以終止生成器*

consumer\_generator = consumer()

producer(consumer\_generator)

1. **與List Comprehension的比較**

與列表生成式相比,yield可以節省大量內存空間,因為它只產生一個元素,而不是一次性產生整個序列。這對於處理大型數據集或無限序列非常有用。

1. **與return的區別**

return會立即返回並結束函數的執行,而yield只是暫時中斷函數的執行,下次反覆運算時會從上次離開的位置繼續執行。這使得yield可以用於實現協同程式。

**yield 關鍵字**

yield 關鍵字是 Python 中一個強大的工具，可用於創建生成器。生成器是一種可以用於反覆運算的函數，但它不會一次生成所有結果，而是逐個生成結果。

要創建生成器，只需在函數中使用 yield 關鍵字。yield 關鍵字後面的表達式將在每次反覆運算時返回。

以下是一個簡單的生成器示例：

def my\_generator():

for i in range(5):

yield i \* 2

numbers = my\_generator()

for number in numbers:

print(number)

這個示例將創建一個生成器對象 numbers。每次反覆運算時，生成器都會返回一個新的值，即 i \* 2。

**生成器的優點**

生成器具有以下優點：

* **節省內存**：生成器不會一次生成所有結果，而是逐個生成結果。這意味著它們可以在處理大量數據時節省內存。
* **提高效率**：生成器可以提高效率，因為它們可以在生成結果的同時使用結果。這對於需要在處理數據時進行其他操作的情況很有用。

**生成器的用法**

生成器可以用於以下用途：

* **反覆運算大型數據集**：生成器非常適合反覆運算大型數據集，因為它們可以節省內存並提高效率。
* **實現無限序列**：生成器可以用於實現無限序列，例如斐波那契數列。
* **創建協程**：生成器可以用於創建協程，這是一種允許並發執行的函數。

**生成器的示例**

以下是一些生成器的示例：

* **斐波那契數列**：

def fibonacci\_generator():

a, b = 0, 1

while True:

yield a

a, b = b, a + b

fibonacci\_numbers = fibonacci\_generator()

for i in range(10):

print(next(fibonacci\_numbers))

* **無限反覆運算器**：

def infinite\_iterator(start=0):

while True:

yield start

start += 1

infinite\_numbers = infinite\_iterator()

for i in range(10):

print(next(infinite\_numbers))

* **簡單的 HTTP 請求**：

import requests

def request\_generator(urls):

for url in urls:

response = requests.get(url)

yield response.text

urls = [

"https://www.google.com",

"https://www.python.org",

"https://www.wikipedia.org",

]

for response\_text in request\_generator(urls):

print(response\_text)

**yield 關鍵字的高級用法**

yield 關鍵字可以用於更高級的用途，例如：

* **創建可擴展的反覆運算器**：生成器可以用於創建可擴展的反覆運算器，這意味著它們可以根據需要生成更多結果。
* **實現惰性求值**：生成器可以用於實現惰性求值，這意味著只有在需要時才計算結果。
* **創建管道**：生成器可以用於創建管道，這是一種將數據從一個函數傳遞到另一個函數的方法。

**結論**

yield 關鍵字是 Python 中一個強大的工具，可用於創建生成器。生成器可以用於反覆運算大型數據集、實現無限序列、創建協程等等。瞭解 yield 關鍵字的用法可以幫助您編寫更簡潔、高效和可重用的 Python 程式碼。

以下是一些使用 yield 關鍵字高級用法的實際示例：

* **創建一個可擴展的反覆運算器來生成斐波那契數列**：

def fibonacci\_generator(n):

if n <= 1:

raise ValueError("n must be greater than 1")

a, b = 0, 1

for i in range(n):

yield a

a, b = b, a + b

fibonacci\_numbers = fibonacci\_generator(10)

for number in fibonacci\_numbers:

print(number)

* **實現一個惰性求值反覆運算器來生成素數**

def prime\_generator():

primes = []

def is\_prime(num):

if num <= 1:

return False

if num <= 3:

return True

if num % 2 == 0 or num % 3 == 0:

return False

i = 5

while i \* i <= num:

if num % i == 0 or num % (i + 2) == 0:

return False

i += 6

return True

current\_num = 2

while True:

if is\_prime(current\_num):

yield current\_num

current\_num += 1

prime\_numbers = prime\_generator()

for i in range(10):

print(next(prime\_numbers))

* **創建一個管道來處理數據**：

import requests

def request\_generator(urls):

for url in urls:

response = requests.get(url)

yield response.text

def word\_counter(text):

words = text.split()

return len(words)

def main():

urls = [

"https://www.google.com",

"https://www.python.org",

"https://www.wikipedia.org",

]

for url in urls:

response\_text = next(request\_generator(urls))

word\_count = next(word\_counter(response\_text))

print(f"URL: {url}, Word Count: {word\_count}")

if \_\_name\_\_ == "\_\_main\_\_":

main()

這些只是使用 yield 關鍵字高級用法的幾個示例。

#### 來源

1. [github.com/Amz42/Competitive-Programming-And-DSA](https://github.com/Amz42/Competitive-Programming-And-DSA)
2. [blog.cyberhacktics.com/kringlecon-2019-frosty-keypad/](https://blog.cyberhacktics.com/kringlecon-2019-frosty-keypad/)

**終止 yield 生成的生成器**

**1. 拋出異常**

向生成器拋出異常是一種明確終止生成器的方法。這可以通過調用生成器的 throw() 方法來完成。例如，以下代碼創建一個生成器，該生成器在生成第 5 個值後引發異常：

def my\_generator():

for i in range(10):

if i == 5:

raise Exception('Generator terminated!')

yield i

g = my\_generator()

try:

for value in g:

print(value)

except Exception as e:

print(f'Error: {e}')

**2. 返回 None**

從生成器函數返回 None 是另一種終止生成器的方法。這將導致生成器在下次調用 next() 方法時引發 StopIteration 異常。例如，以下代碼創建一個生成器，該生成器在生成 5 個值後返回 None：

def my\_generator():

for i in range(10):

if i == 5:

return None

yield i

g = my\_generator()

for value in g:

print(value)

**3. 使用 StopIteration 異常**

直接引發 StopIteration 異常也是一種終止生成器的方法。這通常用於從生成器中指示沒有更多值可用。例如，以下代碼創建一個生成器，該生成器在生成 5 個值後引發 StopIteration 異常：

Python

def my\_generator():

for i in range(10):

if i == 5:

raise StopIteration()

yield i

g = my\_generator()

for value in g:

print(value)

**4. 使用 gen.close() 方法**

gen.close() 方法可用於顯式關閉生成器。這將釋放生成器持有的任何資源並阻止生成器生成任何更多值。例如，以下代碼創建一個生成器，然後使用 gen.close() 方法關閉它：

def my\_generator():

for i in range(10):

yield i

g = my\_generator()

for value in g:

print(value)

g.close()

5.**使用return語句**

在生成器函數中使用return語句也會終止生成器。當生成器返回時,它會引發StopIteration例外。不過,return語句通常不建議用於終止生成器,因為它可能會導致資源未能正常釋放。

def count\_up\_to(n):

i = 0

while i < n:

yield i

i += 1

return *# 終止生成器*

counter = count\_up\_to(5)

for num in counter:

print(num) *# 輸出: 0 1 2 3 4*

請注意，並非所有生成器都可以終止。例如，由無限序列（例如斐波那契數列）生成的生成器通常無法終止。

以下是一些有關在 Python 中終止生成器的其他注意事項：

* 如果生成器在引發異常或返回 None 之前已經生成了一些值，則這些值仍將可供反覆運算。
* 即使生成器已終止，也可以繼續調用其 next() 方法。但是，這將導致引發 StopIteration 異常。
* 使用 gen.close() 方法關閉生成器後，不得再調用其 next() 方法。

**協程、生成器、Greenlet、執行緒和進程**

協程、生成器、Greenlet、執行緒和進程都是併發程式設計機制，用於在單個CPU上執行多個任務。它們在功能和實現上存在一些關鍵差異。

**協程**

協程是羽量級執行緒，由使用者而不是作業系統調度。它們通常基於生成器實現，並使用 yield 關鍵字來暫停和恢復執行。協程的優點包括：

* **效率高：** 由於協程由用戶調度，因此它們比執行緒更羽量級，並且上下文切換開銷更低。
* **易於使用：** 協程可以使用生成器語法輕鬆實現，這使得它們易於理解和使用。

協程的缺點包括：

* **缺乏標準化：** 協程沒有標準化的實現，因此不同框架或庫之間的協程可能無法交互操作。
* **需要使用者級調度：** 協程需要使用者級調度，這可能使代碼更加複雜和難以調試。

**生成器**

生成器是一種特殊類型的反覆運算器，它可以按需生成序列中的元素。生成器通常用於創建惰性評估序列，這意味著序列中的元素只在需要時才會計算。生成器的優點包括：

* **記憶力效率：** 生成器在需要時才會生成元素，因此它們可以節省記憶體。
* **可伸縮性：** 生成器可以用於生成無限序列。

生成器的缺點包括：

* **缺乏並行性：** 生成器是單執行緒的，因此它們不能真正並存執行多個任務。
* **需要顯式控制：** 生成器需要顯式控制，這使得它們可能比其他併發機制更難使用。

**Greenlet**

Greenlet是另一種羽量級執行緒，類似于協程。它們由用戶調度，並且具有與協程相同的優點和缺點。Greenlet 的一個主要優點是它們具有標準化的 API，這使得它們比其他協程實現更容易交互操作。

**執行緒**

執行緒是作業系統管理的羽量級進程。它們具有自己的堆疊和寄存器，並且可以並存執行。執行緒的優點包括：

* **標準化：** 執行緒具有標準化的 API，這使得它們易於使用和交互操作。
* **真正的並行性：** 執行緒可以真正並存執行多個任務，這使得它們適用於CPU密集型任務。

執行緒的缺點包括：

* **開銷高：** 執行緒比協程或 Greenlet 更重，因為它們需要作業系統管理。
* **資源競爭：** 執行緒可能爭奪資源，例如CPU時間和記憶體，這可能導致鎖死和其他問題。

**進程**

進程是作業系統管理的資源隔離單元。它們具有自己的位址空間、堆疊和寄存器，並且可以完全獨立地運行。進程的優點包括：

* **資源隔離：** 進程相互隔離，因此它們不會爭奪資源或相互干擾。
* **健壯性：** 如果一個進程崩潰，它不會影響其他進程。

進程的缺點包括：

* **開銷高：** 進程是創建和維護最昂貴的併發機制。
* **通信開銷：** 進程之間需要通過消息傳遞進行通信，這可能比執行緒之間的通信更昂貴。

**比較**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **特性** | **協程** | **生成器** | **Greenlet** | **執行緒** | **進程** |
| 調度 | 用戶級 | 用戶級 | 用戶級 | 作業系統級 | 作業系統級 |
| 並行性 | 偽並行 | 偽並行 | 偽並行 | 真正並行 | 真正並行 |
| 開銷 | 低 | 低 | 低 | 中 | 高 |
| 資源競爭 | 可能 | 可能 | 可能 | 是 | 是 |
| 標準化 | 無 | 無 | 是 | 是 | 是 |
| 易用性 | 易 | 中 | 中 | 易 | 中 |

drive\_spreadsheet匯出到試算表

**示例**

以下是一個使用協程的簡單示例：

import asyncio

async def hello():

print("Hello, world!")

async def main():

await hello()

asyncio.run(main())

此示例定義了一個名為 hello() 的協程，該協程列印字串 "Hello, world!"。main() 函數也是一個協程，它調用 hello() 協程。asyncio.run() 函數用於運行 main() 協程。

以下是一個使用生成器的簡單示例：

def my\_generator(start, end):

for i in range(start, end + 1):

yield i

generator = my\_generator(1, 10)

for item in generator:

print(item) # 輸出：1 2 3 4 5 6 7 8 9 10

此示例定義了一個名為 my\_generator() 的函數，該函數返回一個生成器。生成器使用 yield 關鍵字來生成序列中的元素。for 迴圈將遍歷生成器中的每個元素。

以下是一個使用 Greenlet 的簡單示例：

from greenlet import greenlet

def hello():

print("Hello, world!")

g1 = greenlet(hello)

g1.switch()

此示例定義了一個名為 hello() 的函數，該函數列印字串 "Hello, world!"。greenlet() 函數用於創建 Greenlet 物件。g1.switch() 方法用於切換到 Greenlet 物件並運行其代碼。

以下是一個使用執行緒的簡單示例：

import threading

def hello():

print("Hello, world!")

thread = threading.Thread(target=hello)

thread.start()

thread.join()

此示例定義了一個名為 hello() 的函數，該函數列印字串 "Hello, world!"。threading.Thread() 函數用於創建執行緒物件。thread.start() 方法用於啟動執行緒。thread.join() 方法用於等待中的執行緒完成。

以下是一個使用進程的簡單示例：

import multiprocessing

def hello():

print("Hello, world!")

process = multiprocessing.Process(target=hello)

process.start()

process.join()

此示例定義了一個名為 hello() 的函數，該函數列印字串 "Hello, world!"。multiprocessing.Process() 函數用於創建進程物件。process.start() 方法用於啟動進程。process.join() 方法用於等待進程完成。

**總結**

協程、生成器、Greenlet、執行緒和進程都是併發程式設計機制，用於在單個CPU上執行多個任務。它們在功能和實現上存在一些關鍵差異。協程和 Greenlet 是羽量級執行緒，由用戶調度，並且比執行緒更羽量級。生成器是一種特殊類型的反覆運算器，它可以按需生成序列中的元素。執行緒是作業系統管理的羽量級進程，具有自己的堆疊和寄存器。進程是作業系統管理的資源隔離單元，具有自己的位址空間、堆疊和寄存器。

**全域解譯器鎖(GIL, Global Interpreter Lock)**

Python 的全域解譯器鎖(GIL, Global Interpreter Lock)是一種用於阻止多個執行緒同時執行 Python 位元組碼的機制。GIL 的目的是確保執行緒安全,但同時也帶來了一些局限性。

**GIL 的局限性**

1. **無法利用多核 CPU** 由於 GIL 的存在,Python 在同一時間只能有一個執行緒在運行。這意味著即使在多核 CPU 上運行,Python 也無法真正利用多核平行計算的優勢。這大大限制了 Python 在 CPU 密集型任務上的性能。
2. **執行緒切換開銷** 雖然 GIL 允許多個執行緒在同一個進程中運行,但是每當需要執行執行緒切換時,GIL 都必須被獲取和釋放。這種頻繁的鎖操作會帶來一定的開銷,影響程式的執行效率。
3. **阻塞執行緒會阻塞整個進程** 如果一個 Python 執行緒由於 I/O 操作或其他原因而被阻塞,GIL 將被持有,導致整個進程被阻塞。這可能會導致整個應用程式的回應速度變慢。

**示例**

下面是一個示例,說明 GIL 對 Python 多執行緒的影響:

import threading

import time

def compute\_intensive\_task(num):

result = sum(i\*\*2 for i in range(num))

print(f"Thread {threading.current\_thread().name} computed: {result}")

if \_\_name\_\_ == "\_\_main\_\_":

num = 10 \*\* 8 *# 1億*

start\_time = time.time()

*# 單執行緒*

compute\_intensive\_task(num)

print(f"Single-threaded execution time: {time.time() - start\_time:.2f} seconds")

*# 多執行緒*

threads = []

for \_ in range(4):

thread = threading.Thread(target=compute\_intensive\_task, args=(num,))

threads.append(thread)

thread.start()

for thread in threads:

thread.join()

print(f"Multi-threaded execution time: {time.time() - start\_time:.2f} seconds")

在這個例子中,我們定義了一個 CPU 密集型任務 compute\_intensive\_task。我們首先使用單執行緒執行該任務,然後嘗試使用 4 個執行緒並存執行相同的任務。

由於 GIL 的存在,即使啟動了多個執行緒,Python 也只能在一個 CPU 核心上執行。因此,多執行緒執行時間與單執行緒執行時間幾乎相同,無法體現多執行緒的並行優勢。

為了克服 GIL 的局限性,Python 提供了多進程模組,允許在多個進程中執行平行計算。此外,一些協力廠商庫(如 Numba、Cython)也提供了無 GIL 的解決方案,可以有效利用多核 CPU。

**淺拷貝（shallow copy）和深拷貝（deep copy）**

在Python中,當我們需要複製一個可變對象(如清單、字典等)時,需要注意淺拷貝(shallow copy)和深拷貝(deep copy)之間的區別。

**淺拷貝(shallow copy)**

淺拷貝創建一個新的對象,但它的元素是原始對象元素的參考。這意味著,如果原始對象中的任何可變元素發生變化,新對象中對應的元素也會發生變化。

示例:

import copy

original\_list = [[1, 2], [3, 4]]

shallow\_copy = copy.copy(original\_list)

*# 修改原始列表中的子列表*

original\_list[0].append(5)

print("Original list:", original\_list) *# [[1, 2, 5], [3, 4]]*

print("Shallow copy:", shallow\_copy) *# [[1, 2, 5], [3, 4]]*

在上面的示例中,對original\_list的修改也會影響到shallow\_copy。這是因為兩個列表共用相同的子列表對象。

**深拷貝(deep copy)**

深拷貝創建一個完全獨立的新對象,包括其中所有的子對象。這樣,無論原始對象發生任何變化,新對象都不會受到影響。

示例:

import copy

original\_list = [[1, 2], [3, 4]]

deep\_copy = copy.deepcopy(original\_list)

*# 修改原始列表中的子列表*

original\_list[0].append(5)

print("Original list:", original\_list) *# [[1, 2, 5], [3, 4]]*

print("Deep copy:", deep\_copy) *# [[1, 2], [3, 4]]*

在這個例子中,對original\_list的修改不會影響到deep\_copy。因為deep\_copy創建了一個完全獨立的對象,包括所有的子對象。

選擇使用淺拷貝還是深拷貝取決於你的具體需求。如果你只需要創建一個獨立的對象,且不需要修改其中的子對象,那麼淺拷貝就足夠了。但如果你需要創建一個完全獨立的對象,包括其中的所有子對象,那麼就需要使用深拷貝。

**ConfigParse 模組**

configparser是Python標準庫中用於讀寫配置文件的模組。它可以解析許多常見的配置文件格式,例如Windows INI文件、Unix系統的路徑文件,以及自定義的分層配置文件格式。

**使用說明**

1. **導入模組** 首先,需要導入configparser模組:

import configparser

1. **實例化ConfigParser對象** 可以實例化一個ConfigParser對象,並指定配置文件格式(可選):

config = configparser.ConfigParser(interpolation=None)

1. **讀取配置文件** 使用read()方法讀取配置文件:

config.read('config.ini')

1. **訪問配置項** 可以使用sections()獲取所有章節,options()獲取特定章節下的所有選項,get()獲取特定選項的值:

sections = config.sections() *# 獲取所有章節*

options = config.options('mysql') *# 獲取'mysql'章節下的所有選項*

host = config.get('mysql', 'host') *# 獲取'mysql'章節下'host'選項的值*

1. **修改配置項** 使用set()方法修改配置項的值:

config.set('mysql', 'port', '3307') *# 修改'mysql'章節下'port'選項的值為3307*

1. **新增配置項** 使用add\_section()新增章節,然後使用set()添加選項:

config.add\_section('redis')

config.set('redis', 'host', '127.0.0.1')

config.set('redis', 'port', '6379')

1. **保存配置文件** 使用write()方法將修改後的配置寫回文件:

with open('config.ini', 'w') as configfile:

config.write(configfile)

**範例**

假設我們有一個名為config.ini的配置文件,內容如下:

[mysql]

host = localhost

port = 3306

user = root

password = 123456

[redis]

host = 127.0.0.1

port = 6379

我們可以使用以下代碼讀取和修改配置:

import configparser

*# 實例化ConfigParser對象*

config = configparser.ConfigParser()

*# 讀取配置文件*

config.read('config.ini')

*# 訪問配置項*

mysql\_host = config.get('mysql', 'host')

print(f"MySQL Host: {mysql\_host}") *# 輸出: MySQL Host: localhost*

*# 修改配置項*

config.set('mysql', 'port', '3307')

*# 新增配置項*

config.set('redis', 'password', 'abcdef')

*# 保存配置文件*

with open('config.ini', 'w') as configfile:

config.write(configfile)

上述代碼將輸出MySQL Host: localhost,並將mysql章節下的port選項修改為3307,同時在redis章節下新增了password選項。最後將修改後的配置寫回config.ini文件。

configparser模組提供了一種方便的方式來讀寫配置文件,使得管理應用程序的配置變得更加簡單。

**argparse 模組**

argparse是Python的標準庫模組,用於方便地編寫命令行介面,解析命令行參數。它不僅可以處理位置參數和選項參數,還支持參數的類型檢查、自動生成幫助信息等功能。

**使用說明**

1. **導入模組**

import argparse

1. **創建ArgumentParser對象**

parser = argparse.ArgumentParser(description='Process some integers.')

1. **添加位置參數**

parser.add\_argument('integers', metavar='N', type=int, nargs='+',

help='an integer for the accumulator')

1. **添加選項參數**

parser.add\_argument('--sum', dest='accumulate', action='store\_const',

const=sum, default=max,

help='sum the integers (default: find the max)')

1. **解析參數**

args = parser.parse\_args()

1. **使用參數**

print(args.accumulate(args.integers))

**範例**

以下是一個簡單的示例程序,它可以接收一系列整數,並計算它們的總和或最大值:

import argparse

parser = argparse.ArgumentParser(description='Process some integers.')

parser.add\_argument('integers', metavar='N', type=int, nargs='+',

help='an integer for the accumulator')

parser.add\_argument('--sum', dest='accumulate', action='store\_const',

const=sum, default=max,

help='sum the integers (default: find the max)')

args = parser.parse\_args()

print(args.accumulate(args.integers))

運行該程序時,可以通過以下命令行參數來控制其行為:

$ python prog.py 1 2 3 4

4

$ python prog.py 1 2 3 4 --sum

10

在第一個例子中,程序默認計算給定整數的最大值,輸出為4。在第二個例子中,由於使用了--sum選項,程序計算了給定整數的總和,輸出為10。

如果運行程序時沒有提供任何參數或提供了錯誤的參數,argparse模組會自動顯示該程序的用法和幫助信息:

$ python prog.py

usage: prog.py [-h] [--sum] N [N ...]

prog.py: error: the following arguments are required: N

$ python prog.py --help

usage: prog.py [-h] [--sum] N [N ...]

Process some integers.

positional arguments:

N an integer for the accumulator

optional arguments:

-h, --help show this help message and exit

--sum sum the integers (default: find the max)

**進階用法**

argparse 模塊提供了一些更高級的功能，例如：

* 定義可選參數和必填參數
* 定義默認值
* 定義衝突參數組
* 定義子命令

**範例**

以下是一個更高級的示例，說明如何使用 argparse 模塊定義可選參數、默認值、衝突參數組和子命令：

import argparse

parser = argparse.ArgumentParser(description='My program')

parser.add\_argument('-v', '--verbose', action='store\_true', help='Enable verbose mode')

parser.add\_argument('-q', '--quiet', action='store\_true', help='Enable quiet mode')

parser.add\_argument('-f', '--file', type=str, default='data.txt', help='Input file')

subparsers = parser.add\_subparsers(title='Commands', description='Available commands')

add\_command = subparsers.add\_parser('add', help='Add two numbers')

add\_command.add\_argument('a', type=int, help='The first number')

add\_command.add\_argument('b', type=int, help='The second number')

mul\_command = subparsers.add\_parser('mul', help='Multiply two numbers')

mul\_command.add\_argument('a', type=int, help='The first number')

mul\_command.add\_argument('b', type=int, help='The second number')

args = parser.parse\_args()

if args.verbose and args.quiet:

parser.error('Cannot specify both verbose and quiet mode')

if args.command == 'add':

result = args.a + args.b

elif args.command == 'mul':

result = args.a \* args.b

else:

parser.error('Unknown command: ' + args.command)

print(result)

此代碼將創建一個 ArgumentParser 對象並添加以下命令行參數：

* -v 或 --verbose：啟用詳細模式
* -q 或 --quiet：啟用靜默模式
* -f 或 --file：指定輸入文件（默認值為 data.txt）

它還將定義兩個子命令：

* add：添加兩個數字
* mul：乘以兩個數字

如果用戶指定了 -v 和 -q 選項，則會發生錯誤，因為它們是衝突的。如果用戶指定了 add 子命令，則將添加兩個數字並打印結果。如果用戶指定了 mul 子命令，則將乘以兩個數字並打印結果。如果用戶指定了未知的子命令，則會發生錯誤。

argparse模組提供了強大而靈活的功能,可以輕鬆地構建命令行應用程序,同時還具有自動生成幫助文檔、類型檢查和參數驗證等優點。對於需要在命令行與用戶交互的Python程序,使用argparse可以大大提高開發效率。

**ElementTree 模組**

ElementTree 模塊是 Python 標準庫中用於解析和操作 XML 數據的模塊。它提供了簡單易用的 API 來處理 XML 文檔，使其成為開發人員處理 XML 數據的流行選擇。

**解析 XML 文件**

要使用 ElementTree 解析 XML 檔，請遵循以下步驟：

1. **導入 ElementTree 模塊：**

import xml.etree.ElementTree as ET

1. **解析 XML 文件：**

tree = ET.parse('my\_xml\_file.xml')

1. **獲取根項目：**

root = tree.getroot()

1. **訪問子元素和屬性：**

for child in root:

print(child.tag) # 訪問子元素標籤

print(child.attrib) # 訪問子元素屬性

**示例**

考慮以下 XML 檔：

<?xml version="1.0" encoding="UTF-8"?>

<employees>

<employee id="1">

<name>John Doe</name>

<age>30</age>

<department>IT</department>

</employee>

<employee id="2">

<name>Jane Doe</name>

<age>25</age>

<department>Sales</department>

</employee>

</employees>

要使用 ElementTree 解析此 XML 檔，您可以使用以下代碼：

import xml.etree.ElementTree as ET

tree = ET.parse('employees.xml')

root = tree.getroot()

for employee in root:

print(f"Employee ID: {employee.attrib['id']}")

print(f"Name: {employee.find('name').text}")

print(f"Age: {employee.find('age').text}")

print(f"Department: {employee.find('department').text}")

print()

此代碼將列印以下輸出：

Employee ID: 1

Name: John Doe

Age: 30

Department: IT

Employee ID: 2

Name: Jane Doe

Age: 25

Department: Sales

**操作 XML 數據**

ElementTree 模塊還提供了用於操作 XML 數據的方法，例如添加、修改和刪除元素和屬性。

**示例**

考慮以下 XML 檔：

<?xml version="1.0" encoding="UTF-8"?>

<employees>

<employee id="1">

<name>John Doe</name>

<age>30</age>

<department>IT</department>

</employee>

</employees>

要使用 ElementTree 將新員工添加到此 XML 檔中，您可以使用以下代碼：

import xml.etree.ElementTree as ET

tree = ET.parse('employees.xml')

root = tree.getroot()

new\_employee = ET.Element('employee', id='3')

new\_employee.set('id', '3')

new\_employee\_name = ET.Element('name')

new\_employee\_name.text = 'Peter Jones'

new\_employee\_age = ET.Element('age')

new\_employee\_age.text = '28'

new\_employee\_department = ET.Element('department')

new\_employee\_department.text = 'Marketing'

new\_employee.append(new\_employee\_name)

new\_employee.append(new\_employee\_age)

new\_employee.append(new\_employee\_department)

root.append(new\_employee)

tree.write('employees\_updated.xml')

此代碼將添加一名名為“Peter Jones”、年齡 28、部門為“Marketing”的新員工到 XML 檔中，並將更新後的檔保存為 employees\_updated.xml。

**JSON 模組**

JSON(JavaScript Object Notation)是一種輕量級的數據交換格式,它使用人類可讀的文本來表示對象和其他數據結構。Python 內置了對 JSON 的支持,提供了兩個核心模組: json 和 jsons。

**json 模組**

json 模組提供了將 Python 數據結構編碼為 JSON 數據,以及將 JSON 數據解碼為 Python 數據結構的功能。

1. **將 Python 數據編碼為 JSON**

import json

data = {'name': 'Alice', 'age': 25, 'skills': ['Python', 'Java']}

*# 將 Python 數據編碼為 JSON 字符串*

json\_str = json.dumps(data)

print(json\_str) *# {"name": "Alice", "age": 25, "skills": ["Python", "Java"]}*

1. **將 JSON 數據解碼為 Python 數據結構**

*# 從 JSON 字符串解碼為 Python 數據結構*

python\_data = json.loads(json\_str)

print(python\_data) *# {'name': 'Alice', 'age': 25, 'skills': ['Python', 'Java']}*

1. **處理文件**

*# 將 Python 數據寫入 JSON 文件*

with open('data.json', 'w') as f:

json.dump(data, f)

*# 從 JSON 文件中讀取數據*

with open('data.json', 'r') as f:

data = json.load(f)

**jsons 模組**

jsons 是一個第三方模組,它提供了更多的功能和靈活性。例如,它可以自動處理日期和時間對象、複雜的自定義對象等。

1. 安裝 jsons 模組

pip install jsons

1. 使用 jsons 模組

import jsons

from datetime import datetime

class Person:

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

person = Person('Alice', 25)

data = {'person': person, 'updated\_at': datetime.now()}

*# 將 Python 數據編碼為 JSON*

json\_str = jsons.dump(data)

print(json\_str)

*# 從 JSON 數據解碼為 Python 數據結構*

python\_data = jsons.loads(json\_str)

print(python\_data)

在上面的示例中,jsons 可以自動將自定義對象 Person 和 datetime 對象編碼為 JSON,並在解碼時還原為原始對象。

JSON 已經成為在不同語言和環境之間交換數據的事實標準。Python 的內置支持和第三方庫使得處理 JSON 數據變得非常簡單和高效。無論是在網絡應用程序、數據存儲還是其他領域,JSON 都是一種非常有用的數據格式。

**traceback 模組**

traceback是Python內置的模組,用於獲取和處理例外(exception)的堆棧跟踪(traceback)信息。堆棧跟踪記錄了引發異常時,程序執行到哪個位置,以及調用了哪些函數。這對於調試和錯誤處理非常有用。

**使用 traceback**

要使用 traceback 模塊，您可以使用以下方法：

1. traceback.format\_stack()：這個函數會返回一個格式化的堆疊追蹤列表。它會顯示文件名、行號和函數名等信息。您可以使用它來檢查代碼中的調用層次。
2. traceback.print\_stack()：這個函數會將堆疊追蹤信息打印到標準輸出（通常是終端）。它類似於 format\_stack()，但直接將信息打印出來。
3. traceback.extract\_tb()：這個函數從異常物件中提取堆疊追蹤信息。您可以使用它來獲取更詳細的信息，例如文件名、行號和函數名。
4. traceback.format\_exception()：這個函數會格式化異常信息，並返回一個字符串。它通常用於捕獲異常並將其記錄到日誌文件中。

**使用說明**

1. **獲取堆棧跟踪信息**

如果在代碼中捕獲到異常,可以使用traceback.format\_exc()獲取完整的堆棧跟踪信息:

import traceback

try:

*# 一些可能引發異常的代碼*

x = 1 / 0

except Exception as e:

*# 獲取堆棧跟踪信息*

tb = traceback.format\_exc()

print(tb)

輸出結果將包含異常類型、異常詳細信息以及完整的堆棧跟踪。

1. **打印堆棧跟踪信息**

你也可以使用traceback.print\_exc()直接將堆棧跟踪信息打印到控制檯或日誌文件中。

try:

*# 一些可能引發異常的代碼*

x = 1 / 0

except Exception:

traceback.print\_exc()

1. **獲取堆棧跟踪對象**

traceback.extract\_tb()可以獲取一個traceback對象,它包含了堆棧信息的列表。每個元素是一個元組,包含文件名、行號、函數名和源代碼行。

import traceback

try:

*# 一些可能引發異常的代碼*

x = 1 / 0

except Exception:

tb = traceback.extract\_tb(sys.exc\_info()[2])

for entry in tb:

print(entry)

1. **自定義異常處理**

你可以使用traceback模組自定義異常處理和記錄方式。例如,將堆棧跟踪信息寫入日誌文件。

import traceback

import logging

logging.basicConfig(filename='error.log', level=logging.ERROR)

try:

*# 一些可能引發異常的代碼*

x = 1 / 0

except Exception:

logging.error(traceback.format\_exc())

此外,traceback模組還提供了其他一些有用的函數,如walk\_tb()、print\_tb()等,用於遍歷和打印堆棧跟踪信息。

**logging 模組**

logging是Python內建的日誌記錄模組,提供了靈活且強大的日誌記錄功能。它可以捕獲來自不同來源的日誌信息,並以預定的格式將日誌信息輸出到各種目的地,例如控制終端、文件或網路日誌服務器等。

**使用 Logging**

要使用 logging 模塊，您首先需要創建一個記錄器。記錄器是記錄訊息的對象。您可以使用以下方法創建記錄器：

import logging

logger = logging.getLogger(\_\_name\_\_)

此代碼將創建一個名為 \_\_name\_\_ 的記錄器。\_\_name\_\_ 是當前模塊的名稱。

創建記錄器後，您可以使用以下方法記錄訊息：

logger.debug("This is a debug message")

logger.info("This is an info message")

logger.warning("This is a warning message")

logger.error("This is an error message")

logger.critical("This is a critical message")

這些方法將記錄訊息到記錄器的處理程序。處理程序是將訊息傳送到某個位置的對象，例如文件、控制台或網路。

**示例**

以下是一個將訊息記錄到文件的示例：

import logging

logger = logging.getLogger(\_\_name\_\_)

handler = logging.FileHandler('my\_log.txt')

handler.setFormatter(logging.Formatter('%(asctime)s:%(levelname)s:%(message)s'))

logger.addHandler(handler)

logger.debug("This is a debug message")

logger.info("This is an info message")

logger.warning("This is a warning message")

logger.error("This is an error message")

logger.critical("This is a critical message")

此代碼將創建一個名為 \_\_name\_\_ 的記錄器。然後，它將創建一個 FileHandler 物件，該物件將將訊息記錄到名為 my\_log.txt 的文件。最後，它將格式化程序添加到處理程序中，並將處理程序添加到記錄器中。

**使用說明**

1. **基本設置**

首先,需要導入logging模組並設置根記錄器的日誌級別:

import logging

*# 設置根記錄器的日誌級別*

logging.basicConfig(level=logging.DEBUG)

1. **記錄不同級別的日誌**

logging模組提供了多個級別的日誌記錄函數,例如debug()、info()、warning()、error()和critical()。

logging.debug('This is a debug message')

logging.info('This is an info message')

logging.warning('This is a warning message')

logging.error('This is an error message')

logging.critical('This is a critical message')

1. **自定義日誌格式**

你可以使用basicConfig()函數設置日誌格式:

logging.basicConfig(format='%(asctime)s - %(levelname)s - %(message)s', datefmt='%Y-%m-%d %H:%M:%S')

上述代碼將日誌輸出設置為:年-月-日 時:分:秒 - 日誌級別 - 日誌訊息。

1. **將日誌輸出到文件**

可以使用FileHandler將日誌輸出到文件中:

*# 創建一個FileHandler物件*

file\_handler = logging.FileHandler('app.log')

*# 設置日誌記錄器的日誌級別*

logger = logging.getLogger('app\_logger')

logger.setLevel(logging.DEBUG)

*# 將FileHandler物件添加到記錄器*

logger.addHandler(file\_handler)

*# 記錄日誌*

logger.debug('This is a debug message')

1. **記錄例外**

logging模組還提供了記錄例外的功能:

try:

result = 1 / 0

except ZeroDivisionError as e:

logging.error('An error occurred: %s', e)

**範例**

以下是一個使用logging模組的完整示例:

import logging

*# 設置記錄器*

logger = logging.getLogger('app\_logger')

logger.setLevel(logging.DEBUG)

*# 創建檔案處理器*

file\_handler = logging.FileHandler('app.log')

file\_handler.setLevel(logging.DEBUG)

*# 創建控制台處理器*

console\_handler = logging.StreamHandler()

console\_handler.setLevel(logging.WARNING)

*# 設置日誌格式*

formatter = logging.Formatter('%(asctime)s - %(levelname)s - %(message)s')

file\_handler.setFormatter(formatter)

console\_handler.setFormatter(formatter)

*# 添加處理器到記錄器*

logger.addHandler(file\_handler)

logger.addHandler(console\_handler)

*# 記錄日誌*

logger.debug('This is a debug message')

logger.info('This is an info message')

logger.warning('This is a warning message')

logger.error('This is an error message')

logger.critical('This is a critical message')

在這個例子中,我們創建了一個記錄器,並為它設置了兩個處理器:FileHandler和StreamHandler。FileHandler將所有級別的日誌記錄到文件app.log中,而StreamHandler只將WARNING級別及更高級別的日誌輸出到控制台。

使用logging模組可以讓你更好地管理和控制應用程序的日誌記錄行為,從而提高程序的可維護性和可追蹤性。

**threading 模組**

在Python中,threading模組提供了創建和管理線程的功能。利用線程可以實現多任務並行執行,從而提高程序的效率和響應能力。

**使用說明**

1. **創建線程**

可以通過繼承threading.Thread類並重寫run()方法來創建一個新的線程:

import threading

class MyThread(threading.Thread):

def \_\_init\_\_(self, name):

super().\_\_init\_\_()

self.name = name

def run(self):

print(f"線程 {self.name} 正在執行...")

*# 執行任務的代碼*

*# 創建並啟動線程*

thread1 = MyThread("Thread-1")

thread1.start()

也可以使用threading.Thread的子類threading.Thread來創建線程:

thread2 = threading.Thread(target=my\_func, args=('arg1', 'arg2'))

thread2.start()

1. **線程同步**

Python提供了多種同步機制,如Lock、Condition、Semaphore和Event等,用於協調多個線程之間的執行順序。

*# 使用Lock進行互斥鎖定*

mutex = threading.Lock()

mutex.acquire()

try:

*# 執行受保護的代碼塊*

pass

finally:

mutex.release()

1. **線程通信**

線程之間可以通過Queue對象來實現通信和數據共享:

import queue

queue = queue.Queue()

*# 在一個線程中往隊列中放入數據*

queue.put(item)

*# 在另一個線程中從隊列中取出數據*

data = queue.get()

1. **線程池**

threading.pool模組提供了ThreadPoolExecutor類,用於管理一組工作線程。這樣可以更加方便地提交任務並獲取結果。

from concurrent.futures import ThreadPoolExecutor

*# 創建包含4個工作線程的線程池*

executor = ThreadPoolExecutor(max\_workers=4)

*# 提交任務*

future = executor.submit(my\_func, arg1, arg2)

*# 獲取結果*

result = future.result()

**範例**

下面是一個使用threading模組的簡單示例:

import threading

import time

def worker():

print(f"線程 {threading.current\_thread().name} 正在執行...")

time.sleep(2)

print(f"線程 {threading.current\_thread().name} 執行完畢")

*# 創建並啟動兩個線程*

thread1 = threading.Thread(target=worker)

thread2 = threading.Thread(target=worker)

thread1.start()

thread2.start()

*# 等待兩個線程執行完畢*

thread1.join()

thread2.join()

print("所有線程執行完畢")

在這個例子中,我們定義了一個worker()函數,它模擬了一個耗時的任務。然後,我們創建了兩個線程,分別執行worker()函數。由於線程是並行執行的,因此程序可以更快地完成兩個任務。最後,我們使用join()方法等待線程執行完畢。

使用threading模組可以加速執行一些CPU密集型或I/O密集型的任務,從而提高程序的整體性能。但是,也需要注意線程安全問題,避免出現競態條件和死鎖等情況。

**使用 Threading**

要使用 threading 模塊，您首先需要創建一個線程對象。線程對象表示要執行的線程。您可以使用以下方法創建線程對象：

import threading

def my\_thread\_function():

print("This is running in a thread")

thread = threading.Thread(target=my\_thread\_function)

此代碼將創建一個名為 my\_thread\_function 的線程。target 參數指定要執行的函數。

創建線程對象後，您可以使用以下方法啟動線程：

Python

thread.start()

此代碼將啟動線程。

**示例**

以下是一個創建和啟動線程的示例：

import threading

def my\_thread\_function():

print("This is running in a thread")

thread = threading.Thread(target=my\_thread\_function)

thread.start()

print("This is running in the main thread")

此代碼將打印以下輸出：

This is running in the main thread

This is running in a thread

**線程同步**

當多個線程訪問共享資源時，需要使用線程同步來防止數據競爭。threading 模塊提供了以下同步機制：

* \*\*鎖：\*\*鎖允許一次只能有一個線程訪問共享資源。
* \*\*事件：\*\*事件用於通知一個或多個線程發生事件。
* \*\*條件變量：\*\*條件變量允許線程等待特定條件滿足。

**示例**

以下是一個使用鎖防止數據競爭的示例：

import threading

counter = 0

def my\_thread\_function():

global counter

for \_ in range(100000):

counter += 1

threads = []

for \_ in range(10):

thread = threading.Thread(target=my\_thread\_function)

threads.append(thread)

thread.start()

for thread in threads:

thread.join()

print(counter) # 輸出：1000000

此代碼將創建 10 個線程，每個線程將遞增 counter 變量 100,000 次。如果不使用鎖，counter 的最終值將小於 1,000,000，因為多個線程可能會同時嘗試遞增該變量。

**基礎用法：**

創建和啟動線程

import threading

import time

# 定義一個簡單的線程類

class MyThread(threading.Thread):

def run(self):

for \_ in range(5):

print(threading.current\_thread().name, "is running")

time.sleep(1)

# 創建兩個線程實例

thread1 = MyThread(name="Thread-1")

thread2 = MyThread(name="Thread-2")

# 啟動線程

thread1.start()

thread2.start()

# 主線程等待所有子線程結束

thread1.join()

thread2.join()

print("Main thread exiting")

#### 線程同步 - 使用鎖

import threading

# 共用資源

counter = 0

# 創建鎖

counter\_lock = threading.Lock()

# 定義一個簡單的線程類

class MyThread(threading.Thread):

def run(self):

global counter

for \_ in range(5):

with counter\_lock: # 使用鎖保護臨界區

counter += 1

print(threading.current\_thread().name, "Counter:", counter)

# 創建兩個線程實例

thread1 = MyThread(name="Thread-1")

thread2 = MyThread(name="Thread-2")

# 啟動線程

thread1.start()

thread2.start()

# 主線程等待所有子線程結束

thread1.join()

thread2.join()

print("Main thread exiting")

### 高級用法：

#### 使用線程池

import concurrent.futures

import time

# 定義一個簡單的任務函數

def task(name):

print(f"{name} is running")

time.sleep(2)

return f"{name} is done"

# 使用線程池

with concurrent.futures.ThreadPoolExecutor(max\_workers=3) as executor:

# 提交任務給線程池

future\_to\_name = {executor.submit(task, f"Thread-{i}"): f"Thread-{i}" for i in range(5)}

# 獲取任務結果

for future in concurrent.futures.as\_completed(future\_to\_name):

name = future\_to\_name[future]

try:

result = future.result()

print(f"{name}: {result}")

except Exception as e:

print(f"{name}: {e}")

#### 使用Condition進行線程間通信

import threading

import time

# 共用資源

shared\_resource = None

# 創建條件變數

condition = threading.Condition()

# 定義一個寫線程

class WriterThread(threading.Thread):

def run(self):

global shared\_resource

for \_ in range(5):

with condition:

shared\_resource = "Write data"

print("Writer wrote:", shared\_resource)

condition.notify() # 通知等待的線程

condition.wait() # 等待其他線程通知

# 定義一個讀線程

class ReaderThread(threading.Thread):

def run(self):

global shared\_resource

for \_ in range(5):

with condition:

while shared\_resource is None:

condition.wait() # 等待寫線程通知

print("Reader read:", shared\_resource)

shared\_resource = None

condition.notify() # 通知寫線程

# 創建寫線程和讀線程

writer\_thread = WriterThread()

reader\_thread = ReaderThread()

# 啟動線程

writer\_thread.start()

reader\_thread.start()

# 主線程等待所有子線程結束

writer\_thread.join()

reader\_thread.join()

print("Main thread exiting")

這些例子涵蓋了一些基礎和高級的多線程用法。請注意，在Python中由於全局解釋器鎖（GIL）的存在，多線程並不能充分利用多核處理器。如果需要充分利用多核處理器，可以考慮使用multiprocessing模組進行多進程編程。

**Queue 模組**

Queue是Python中一個線程安全的隊列模組,它支持線程間的數據安全傳輸。Queue模組提供了多種隊列類型,如Queue、LifoQueue、PriorityQueue等,用於不同的場景。以下是使用Queue的基本說明:

1. **導入模組**

from queue import Queue

1. **創建隊列實例**

q = Queue()

1. **插入數據** 使用put()方法插入數據到隊列中。

q.put(item) *# 插入數據*

1. **獲取數據** 使用get()方法從隊列中獲取數據,隊列為空時會阻塞。

data = q.get() *# 獲取數據*

使用get\_nowait()方法可以非阻塞地獲取數據,當隊列為空時會引發queue.Empty異常。

1. **查看隊列大小** 使用qsize()方法獲取隊列中數據的個數。

size = q.qsize()

1. **查看隊列是否為空** 使用empty()和full()方法檢查隊列狀態。

is\_empty = q.empty()

is\_full = q.full()

下面是一個使用Queue的簡單示例:

from queue import Queue

import threading

import time

def producer(q):

for i in range(5):

item = f"Item {i}"

q.put(item)

print(f"Producer inserted {item} into the queue")

time.sleep(1) *# 模擬耗時操作*

def consumer(q):

while True:

item = q.get()

print(f"Consumer got {item} from the queue")

q.task\_done() *# 通知隊列該項工作已完成*

*# 創建隊列*

q = Queue()

*# 創建生產者和消費者線程*

t1 = threading.Thread(target=producer, args=(q,))

t2 = threading.Thread(target=consumer, args=(q,))

*# 啟動線程*

t1.start()

t2.start()

*# 等待隊列中的所有項目被處理完畢*

q.join()

print("All items have been processed")

在上述示例中:

1. producer函數模擬生產者線程,每秒向隊列中插入一個項目。
2. consumer函數模擬消費者線程,不斷從隊列中獲取項目並處理。
3. 主線程創建隊列實例並啟動生產者和消費者線程。
4. q.join()確保隊列中的所有項目都被處理完畢。

使用Queue可以實現線程間的安全通信和數據共享。生產者線程將數據插入隊列,消費者線程從隊列中獲取數據進行處理。

Python 中的 queue 模塊除了基本的 FIFO 行為之外，還提供了一些高級用法，可以幫助您構建更複雜的應用程序。以下是一些高級用法示例：

**1. 使用優先級隊列**

queue 模塊提供了 PriorityQueue 類，可以用於實現優先級隊列。優先級隊列是一種數據結構，其中元素根據其優先級進行排序。優先級高的元素將首先出隊。

要使用 PriorityQueue，您需要創建一個 PriorityQueue 對象：

import queue

priority\_queue = queue.PriorityQueue()

然後，您可以使用 put() 方法將元素添加到隊列中。每個元素都必須包含一個優先級參數：

Python

priority\_queue.put((10, "High priority item"))

priority\_queue.put((5, "Medium priority item"))

priority\_queue.put((1, "Low priority item"))

您可以使用 get() 方法從隊列中刪除元素。刪除的元素將是優先級最高的元素：

high\_priority\_item = priority\_queue.get()

print(high\_priority\_item) # Output: (10, "High priority item")

medium\_priority\_item = priority\_queue.get()

print(medium\_priority\_item) # Output: (5, "Medium priority item")

low\_priority\_item = priority\_queue.get()

print(low\_priority\_item) # Output: (1, "Low priority item")

**2. 使用限製大小的隊列**

queue 模塊提供了 LifoQueue 和 Queue 類，可以用於實現限製大小的隊列。LifoQueue 是一種後進先出的隊列，而 Queue 是一種 FIFO 隊列。

要創建限製大小的隊列，您需要在創建隊列對象時指定最大大小：

import queue

limited\_queue = queue.LifoQueue(maxsize=3)

此代碼將創建一個後進先出的隊列，最大可容納 3 個元素。

您可以使用 put() 方法向隊列中添加元素。如果隊列已滿，put() 方法將引發 Full 異常。

limited\_queue.put(1)

limited\_queue.put(2)

limited\_queue.put(3)

try:

limited\_queue.put(4)

except Exception as e:

print(e) # Output: Queue full

您可以使用 get() 方法從隊列中刪除元素。如果隊列為空，get() 方法將引發 Empty 異常。

item1 = limited\_queue.get()

print(item1) # Output: 3

item2 = limited\_queue.get()

print(item2) # Output: 2

item3 = limited\_queue.get()

print(item3) # Output: 1

**3. 使用事件來同步隊列操作**

queue 模塊提供了 Event 類，可用於同步隊列操作。事件是一種可以用於通知一個或多個線程發生事件的機制。

要使用事件來同步隊列操作，您需要創建一個 Event 對象：

import queue

import threading

event = threading.Event()

然後，您可以使用 put() 方法將元素添加到隊列中。在添加元素之前，您應該先設置事件：

def producer():

while True:

item = produce\_item()

event.wait() # Wait for the consumer to be ready

queue.put(item)

event.set() # Signal the consumer that an item is available

thread1 = threading.Thread(target=producer)

thread1.start()

您還需要創建一個消費者線程，該線程將從隊列中刪除元素。在刪除元素之前，消費者線程應先清除事件：

def consumer():

while True:

event.clear() # Clear the event before getting an item

item = queue.get()

event.set() # Signal the producer that the item has been consumed

consume\_item(item)

thread2 = threading.Thread(target=consumer)

thread2.start()

**4. 使用條件變量來同步隊列操作**

queue 模塊提供了 Condition 類，可用於同步隊列操作。條件變量是一種可以用於等待特定條件滿足的機制。

要使用條件變量來同步隊列操作，您需要創建一個 Condition 對象：

import queue

import threading

condition = threading.Condition()

然後，您可以使用 put() 方法將元素添加到隊列中。在添加元素之前，您應該先獲取條件變量的鎖：
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def producer():

while True:

item = produce\_item()

with condition:

condition.wait\_for(lambda: queue.empty()) # Wait for the queue to be empty

queue.put(item)

condition.notify\_all() # Notify all waiting consumers that an item is available

thread1 = threading.Thread(target=producer)

thread1.start()

您還需要創建一個消費者線程，該線程將從隊列中刪除元素。在刪除元素之前，消費者線程應先獲取條件變量的鎖：

def consumer():

while True:

with condition:

condition.wait\_for(lambda: not queue.empty()) # Wait for the queue to be non-empty

item = queue.get()

condition.notify\_all() # Notify the producer that an item has been consumed

consume\_item(item)

thread2 = threading.Thread(target=consumer)

thread2.start()

**range 的高级用法**

Python 中的 range() 函數除了基本的生成數列功能之外，還有一些高級用法，可以幫助您構建更複雜的代碼。以下是一些高級用法示例：

**1. 生成倒序數列**

要生成倒序數列，您可以使用以下方法：

for i in range(5, 0, -1):

print(i)

此代碼將打印以下輸出：

5

4

3

2

1

**2. 生成步長為 n 的數列**

要生成步長為 n 的數列，您可以使用以下方法：

for i in range(0, 10, 2):

print(i)

此代碼將打印以下輸出：

0

2

4

6

8

**3. 使用列表推導式生成數列**

您可以使用列表推導式來生成數列。列表推導式是一種簡潔的語法，可用於創建列表。

以下是一些使用列表推導式生成數列的示例：

* 生成從 1 到 10 的所有平方數：

squares = [i \* i for i in range(1, 11)]

print(squares) # Output: [1, 4, 9, 16, 25, 36, 49, 64, 81, 100]

* 生成所有偶數從 2 到 20：

even\_numbers = [i for i in range(2, 21) if i % 2 == 0]

print(even\_numbers) # Output: [2, 4, 6, 8, 10, 12, 14, 16, 18, 20]

* 生成從 1 到 10 的所有斐波那契數：

def fibonacci(n):

if n == 0 or n == 1:

return 1

else:

return fibonacci(n - 1) + fibonacci(n - 2)

fibonacci\_numbers = [fibonacci(i) for i in range(10)]

print(fibonacci\_numbers) # Output: [1, 1, 2, 3, 5, 8, 13, 21, 34, 55]

**4. 使用 itertools 模塊中的函數生成數列**

itertools 模塊提供了一些可以用於生成數列的函數。以下是一些示例：

* 生成所有排列：

import itertools

permutations = itertools.permutations([1, 2, 3])

for permutation in permutations:

print(permutation)

此代碼將打印以下輸出：

(1, 2, 3)

(1, 3, 2)

(2, 1, 3)

(2, 3, 1)

(3, 1, 2)

(3, 2, 1)

* 生成所有組合：

import itertools

combinations = itertools.combinations([1, 2, 3], 2)

for combination in combinations:

print(combination)

此代碼將打印以下輸出：

(1, 2)

(1, 3)

(2, 3)

* 生成無限數列：

import itertools

infinite\_numbers = itertools.count(1)

for i in infinite\_numbers:

if i > 10:

break

此代碼將打印以下輸出：

1

2

3

4

5

6

7

8

9

10

1. **指定步長**

你可以使用第三個參數來指定範圍中數值的步長。例如,range(1, 10, 2) 會生成序列 [1, 3, 5, 7, 9]。

1. **負步長**

使用負步長可以生成倒序的序列。例如,range(10, 0, -1) 會生成序列 [10, 9, 8, 7, 6, 5, 4, 3, 2, 1]。

1. **無限序列**

如果不指定結束值,range() 可以生成無限序列。例如,range(1, 100000000000000) 會生成從 1 開始的無限序列。這在某些情況下很有用,比如生成無窮數列。

1. **帶索引的迭代**

使用 enumerate() 函數可以在迭代時獲取元素的索引。例如:

for i, x in enumerate(range(5)):

print(i, x)

輸出:

0 0

1 1

2 2

3 3

4 4

1. **列表comprehension**

range() 在列表comprehension中非常有用,可以快速生成列表。例如:

squares = [x\*\*2 for x in range(10)]

print(squares)

輸出:

[0, 1, 4, 9, 16, 25, 36, 49, 64, 81]

1. **計算長度**

由於 range() 是一個不可變序列,因此可以使用 len() 函數來獲取它的長度。例如:

print(len(range(100))) *# 輸出 100*

**eval 的高級用法**

Python 中的 eval 函數是一種強大的工具，但它也存在一些安全風險。如果您不謹慎使用，可能會導致代碼運行錯誤、安全性漏洞甚至被惡意程式碼利用。因此，在使用 eval 之前，您需要充分瞭解它的相關知識，並採取必要的安全措施。

以下是一些 eval 的高級用法：

**1. 動態執行代碼**

eval 可以用來動態執行字串表示的 Python 代碼。這在某些情況下非常有用，例如：

* 根據使用者輸入生成代碼
* 從設定檔中載入代碼
* 在運行時修改代碼

例如，我們可以使用 eval 來根據使用者輸入生成一個計算平方根的函數：

def eval\_code(user\_input):

try:

# 使用 eval 執行用戶輸入的代碼

result = eval(user\_input)

print(result)

except Exception as e:

print(f"Error: {e}")

user\_input = input("請輸入一個計算平方根的運算式：")

eval\_code(user\_input)

**2. 訪問私有成員**

eval 可以用來訪問 Python 物件的私有成員。這在某些情況下非常有用，例如：

* 調試代碼
* 反射代碼

例如，我們可以使用 eval 來訪問 int 類的私有成員 \_bit\_length：

class MyInt(int):

pass

number = MyInt(10)

# 使用 eval 訪問私有成員

bit\_length = eval("\_bit\_length(number)")

print(bit\_length) # 輸出: 4

**3. 創建自訂類型**

eval 可以用來創建自訂類型。這在某些情況下非常有用，例如：

* 擴展 Python 的類型系統
* 創建具有特定行為的類型

例如，我們可以使用 eval 來創建一個表示複數的類型：

class Complex:

def \_\_init\_\_(self, real, imag):

self.real = real

self.imag = imag

def \_\_str\_\_(self):

return f"{self.real} + {self.imag}j"

def eval\_complex(complex\_str):

# 使用 eval 解析複數字串

real, imag = complex\_str.split("+")

real = float(real)

imag = float(imag.strip("j"))

return Complex(real, imag)

complex\_str = input("請輸入一個複數：")

complex\_object = eval\_complex(complex\_str)

print(complex\_object) # 輸出: 3.14 + 2.718j

**安全風險**

eval 的主要安全風險在於它允許執行任何 Python 代碼。這意味著，如果您不謹慎使用 eval，可能會導致以下問題：

* **代碼運行錯誤：** 如果使用者輸入或設定檔中的代碼包含語法錯誤或邏輯錯誤，則可能會導致代碼運行錯誤。
* **安全性漏洞：** 如果用戶輸入或設定檔中的代碼是惡意的，則可能會導致安全性漏洞，例如遠端代碼執行（RCE）漏洞。
* **代碼維護性差：** 使用 eval 會使代碼更加難以理解和維護，因為您需要跟蹤哪些代碼是動態執行的。

eval() 函數在 Python 中用於計算一個字串並執行其中的運算式。它主要有以下幾種高級用法:

1. **動態執行代碼**

eval() 可以用來動態執行字串形式的代碼,這在某些特殊場景下很有用,比如根據使用者輸入構建代碼字串並執行。但是要非常小心,因為直接執行未經驗證的代碼存在潛在的安全隱患。

1. **動態導入模組**

通過字串的形式指定模組名,可以用 eval() 動態導入模組。例如:

module\_name = "math"

math = eval(f"\_\_import\_\_({module\_name})")

1. **動態創建物件**

利用類的字串名稱,可以動態產生實體物件,例如:

class\_name = "MyClass"

my\_obj = eval(f"{class\_name}()")

1. **動態執行函數**

通過字串形式的函數名和參數,可以動態執行函數:

func\_name = "print"

args = ("Hello, World!",)

eval(f"{func\_name}(\*{args})")

1. **數學運算**

eval() 可以執行字串形式的算術運算式:

result = eval("1 + 2 \* 3")

print(result) *# 輸出 7*

1. **有效載入 JSON 資料**

eval() 可以用於從字串載入 JSON 資料,但要注意只在可信的資料來源上使用,避免潛在的安全風險。

json\_data = '{"name": "Alice", "age": 30}'

data = eval(json\_data)

print(data) *# {'name': 'Alice', 'age': 30}*

總的來說,eval() 是一個非常強大但也非常危險的函數,需要格外小心使用,避免執行未經驗證的代碼。

# Python 字串 format() 使用方法及示例

字串format()方法格式化指定的值，並將其插入字串的預留位置內。  
預留位置使用大括弧 {} 定義。請在下面的“預留位置”部分中瞭解有關預留位置的更多資訊。  
format() 方法返回格式化的字串。

format()方法的語法為：

template.format(p0, p1, ..., k0=v0, k1=v1, ...)

在這裡，p0, p1,...分別是位置參數和k0, k1,...具有值的關鍵字參數v0, v1,...。

並且，template是格式代碼與參數預留位置的混合。

## 字串format()參數

format()方法採用任意數量的參數。但是，分為兩種類型的參數：

* **位置參數** -可以使用花括弧{index}中的參數索引訪問的參數清單
* **關鍵字參數** -鍵=數值型別的參數列表，可以使用花括弧{key}中的參數鍵來訪問

## 字串format()返回值

format()方法返回格式化的字串。

## 字串format()如何工作？

format()讀取傳遞給它的參數的類型，並根據字串中定義的格式代碼對其進行格式化。

### 對於位置參數

![](data:image/jpeg;base64,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)

在這裡，參數0是字串“ Adam”，參數1是浮點數230.2346。

**注意：**在Python中，參數列表從0開始。

該字串"Hello {0}, your balance is {1:9.3f}"是範本字串。這包含用於格式化的格式代碼。

花括弧只是要放置的參數的預留位置。在上面的實例中，{0}是“Adam”的預留位置，{1:9.3f}是230.2346的預留位置。

由於範本字串引用format()參數如{0}和{1}，因此這些參數是位置參數。它們也可以在沒有數位的情況下被引用，因為{}和Python在內部將它們轉換為數位。

在內部，

* 由於"Adam"是第0 個參數，因此將其放在{0}的位置。由於{0}不包含任何其他格式代碼，因此它不執行任何其他操作。
* 然而，第一個參數230.2346不是這樣的。在這裡，{1:9.3f}將230.2346放在它的位置上，並執行9.3f操作。
* f指定格式正在處理浮點數。如果未正確指定，它將發出錯誤。
* “.”之前的部分。（9）指定數位（230.2346）可以採用的最小寬度/填充。在這種情況下，230.2346至少被分配9個位置，包括“.”。  
  如果未指定對齊選項，則將其對齊到其餘空格的右側。（對於字串，它向左對齊。）
* “.”之後的部分。（3）將小數部分（2346）截斷為給定的數字。在這種情況下，3346後將截斷2346。  
  剩餘數位（46）會四捨五入，輸出235。

### 對於關鍵字參數
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我們從上面使用了相同的示例來展示關鍵字和位置參數之間的區別。

在這裡，我們不僅使用參數，還使用了鍵值作為參數。即name="Adam"和blc=230.2346。

由於這些參數是由它們的鍵作為{name}和{blc:9.3f}引用的，因此它們被稱為關鍵字或具名引數。

在內部，

* 預留位置{name}替換為name的值-“ Adam”。 由於它不包含任何其他格式代碼，因此放置了“ Adam”。
* 對於參數blc = 230.2346，預留位置{blc:9.3f}將替換為值230.2346。但是在替換它之前，像前面的示例一樣，它對其執行9.3f操作。  
  輸出230.235。小數部分在3位元後被截斷，其餘數字四捨五入。同樣，總寬度分配為9，在左側留兩個空格。

## 使用format()的基本格式

format()方法允許使用簡單的預留位置進行格式化。

### 示例1：默認，位置和關鍵字參數的基本格式

示例

# 默認參數

print("Hello {}, your balance is {}.".format("Adam", 230.2346))

# 位置參數

print("Hello {0}, your balance is {1}.".format("Adam", 230.2346))

# 關鍵字參數

print("Hello {name}, your balance is {blc}.".format(name="Adam", blc=230.2346))

# 混合參數

print("Hello {0}, your balance is {blc}.".format("Adam", blc=230.2346))

運行該程式時，所有輸出將相同：

Hello Adam, your balance is 230.2346.

Hello Adam, your balance is 230.2346.

Hello Adam, your balance is 230.2346.

Hello Adam, your balance is 230.2346.

**注意：**對於混合參數，關鍵字參數必須始終跟隨位置參數。

## 使用format()格式化數位

您可以使用下面給出的格式說明符設置數位格式：

| 數位格式類型 | |
| --- | --- |
| **類型** | **含義** |
| d | 小數整數 |
| c | 對應的Unicode字元 |
| b | 二進位格式 |
| o | 八進制格式 |
| x | 十六進位格式（小寫） |
| X | 十六進位格式（大寫） |
| n | 與“ d”相同。除了使用數位分隔符號的當前語言環境設置 |
| e | 指數標記法。（小寫字母e） |
| E | 指數符號（大寫E） |
| f | 顯示定點編號（預設值：6） |
| F | 與“ f”相同。除了將“ inf”顯示為“ INF”和“ nan”顯示為“ NAN” |
| g | 通用格式。將數字四捨五入為p個有效數字。（默認精度：6） |
| G | 與“ g”相同。如果數量很大，則除外切換到“ E”。 |
| % | 百分比。乘以100並以％結尾。 |

### 示例2：簡單的數字格式

示例

# 整數參數

print("數字:{:d}".format(123))

# 浮點參數

print("浮點數:{:f}".format(123.4567898))

# 八進制，二進位和十六進位格式

print("bin: {0:b}, oct: {0:o}, hex: {0:x}".format(12))

當您運行該程式時，輸出將是：

數字: 123

浮點數:123.456790

bin: 1100, oct: 14, hex: c

### 示例3：用int和float填充數位格式

示例

# 最小寬度的整數

print("{:5d}".format(12))

# 寬度對於比填充更長的數字不起作用

print("{:2d}".format(1234))

# 浮點數的填充

print("{:8.3f}".format(12.2346))

# 最小寬度為0的整數

print("{:05d}".format(12))

# 填充用0填充的浮點數

print("{:08.3f}".format(12.2346))

當您運行該程式時，輸出將是：

   121234  12.235000120012.235

這裡，

* 在第一個語句中，{:5d}採用整數參數並指定最小寬度5。由於未指定對齊方式，因此它向右對齊。
* 在第二個語句中，您可以看到寬度（2）小於數位（1234），因此它不需要在左邊留任何空格，也不會截斷該數字。
* 與整數不同，浮點數具有整數和小數部分。 並且，定義為該數位的最小寬度是整個包括“.”的兩個部分。
* 在第三條語句中，{:8.3f}將小數部分截斷為3位元，四捨五入最後兩位元數字。而且，該數字現在為12.235，整個寬度為8，在左側保留2個位置。
* 如果要用零填充其餘位置，請在格式說明符之前放置零。它適用於整數和浮點數：{:05d}和{:08.3f}。

### 示例4：帶符號數位的數位格式

示例

# 顯示+號

print("{:+f} {:+f}".format(12.23, -12.23))

# 僅顯示-號

print("{:-f} {:-f}".format(12.23, -12.23))

# 顯示+號的空格

print("{: f} {: f}".format(12.23, -12.23))

當您運行該程式時，輸出將是：

+12.230000 -12.230000

12.230000 -12.230000 12.230000 -12.230000

### 對齊數位格式

將數位指定一定的寬度時，運算子<，和用於對齊。^>=

| 對齊數位格式 | |
| --- | --- |
| **類型** | **含義** |
| < | 左對齊剩餘空間 |
| ^ | 中心對齊剩餘空間 |
| > | 與剩餘空間右對齊 |
| = | 將帶符號（+）（-）強制到最左邊 |

### 示例5：左對齊，右對齊和居中對齊的數位格式

示例

# 右對齊的整數

print("{:5d}".format(12))

# 具有中心對齊的浮點數

print("{:^10.3f}".format(12.2346))

# 整數左對齊，用0填充

print("{:<05d}".format(12))

# 中心對齊的浮點數

print("{:=8.3f}".format(-12.2346))

當您運行該程式時，輸出將是：

   12  12.235  12000- 12.235

**注意：**對於第三個示例，左對齊用零填充整數可能會導致問題，該示例返回12000而不是12。

## 使用format()進行字串格式化

作為數位，可以使用format()以類似的方式格式化字串。

### 示例6：帶填充和對齊的字串格式

示例

# 左對齊的字串填充

print("{:5}".format("cat"))

# 右對齊的字串填充

print("{:>5}".format("cat"))

#中心對齊的字串填充

print("{:^5}".format("cat"))

# 中心對齊的字串填充

# 和 '\*' 填補字元

print("{:\*^5}".format("cat"))

當您運行該程式時，輸出將是：

cat    cat cat *\*cat\**

### 示例7：使用format()截斷字串

示例

# 將字串截斷為3個字母

print("{:.3}".format("caterpillar"))

# 將字串截斷為3個字母

# 和 填充

print("{:5.3}".format("caterpillar"))

# 將字串截斷為3個字母,

# 填充和中心對齊

print("{:^5.3}".format("caterpillar"))

當您運行該程式時，輸出將是：

catcat   cat

## 使用format()格式化類和字典成員

Python內部getattr()以“ .age”形式用於類成員。並且，它使用\_\_getitem\_\_()查找“[index]”形式的字典成員。

### 示例8：使用format()格式化類成員

示例

# define Person class

class Person:

    age = 23

    name = "Adam"

# 格式化age

print("{p.name}'年齡是 : {p.age}".format(p=Person()))

當您運行該程式時，輸出將是：

Adam's 年齡是 : 23

在這裡，Person對象作為關鍵字參數p傳遞。

在範本字串中，分別使用.name和.age訪問Person的name和age。

### 示例9：使用format()格式化字典成員

示例

# 定義Person字典

person = {'age': 23, 'name': 'Adam'}

# 格式化age

print("{p[name]}'s age is: {p[age]}".format(p=person))

當您運行該程式時，輸出將是：

Adam's age is: 23

與class類似，person字典作為關鍵字參數p傳遞。

在範本字串中，分別使用[name]和[age]訪問人員的name和age。

有一種更簡單的方法可以使用Python格式化字典str.format(\*\*mapping)。

示例

# 定義Person字典

person = {'age': 23, 'name': 'Adam'}

# 格式化age

print("{name}'s age is: {age}".format(\*\*person))

\*\* 是格式參數（最小欄位寬度）。

## 使用format()作為格式代碼的參數

您還可以動態傳遞格式代碼，例如精度，對齊，填補字元作為位置或關鍵字參數。

### 示例10：使用format()的動態格式化

示例

# 動態字串格式範本

string = "{:{fill}{align}{width}}"

# 將格式代碼作為參數傳遞

print(string.format('cat', fill='\*', align='^', width=5))

# 動態浮點格式範本

num = "{:{align}{width}.{precision}f}"

# 將格式代碼作為參數傳遞

print(num.format(123.236, align='<', width=8, precision=2))

運行該程式時，輸出為：

\*\*cat\*\*123.24

這裡，

* 在第一個示例中，" cat"是要格式化的位置參數。同樣，fill='\*'，align='^'和width=5是關鍵字參數。
* 在範本字串中，這些關鍵字參數不是作為要列印的普通字串而是作為實際格式代碼檢索的fill, align 和 width。  
  參數將替換相應的已命名預留位置，並且字串“ cat”將相應地設置格式。
* 同樣，在第二個示例中，123.236是位置參數，並且align，width和precision作為格式代碼傳遞到範本字串。

## 帶有format()的其他格式選項

format()還支援特定於類型的格式設置選項，例如日期時間格式和複數格式。

format()內部調用\_\_format\_\_()從datetime，而format()訪問複數的屬性。

您可以輕鬆地重寫任何物件的\_\_format \_\_()方法以進行自訂格式設置。

### 示例11：使用format()和重寫\_\_format \_\_()方法的特定於類型的格式化

示例

import datetime

# 日期時間格式

date = datetime.datetime.now()

print("當前時間: {:%Y/%m/%d %H:%M:%S}".format(date))

# 複數格式

complexNumber = 1+2j

print("Real part: {0.real} and Imaginary part: {0.imag}".format(complexNumber))

# 自訂  \_\_format\_\_()方法

class Person:

    def \_\_format\_\_(self, format):

        if(format == 'age'):

            return '23'

        return 'None'

print("Adam's 年齡是: {:age}".format(Person()))

運行該程式時，輸出為：

當前時間: 2020/04/17 14:33:02

Real part: 1.0 and Imaginary part: 2.0

Adam's 年齡是: 23

這裡，

* **對於datetime：**  
  當前日期時間作為位置參數傳遞給format()方法。  
  並且，在內部使用\_\_format \_\_()方法，format()可訪問年，月，日，時，分和秒。
* **對於複數：**  
  1 + 2j在內部轉換為ComplexNumber物件。  
  然後訪問其屬性real和imag，數位被格式化。
* **重寫\_\_format \_\_()：**  
  與datetime一樣，您可以重寫自己的\_\_format \_\_()方法以進行自訂格式設置，當以{：age}訪問時，該格式將返回年齡

您也可以使用物件 \_\_str\_\_() 和 \_\_repr\_\_() 功能，通過使用format()的簡寫標記法。

像\_\_format \_\_()一樣，您可以輕鬆重寫物件的\_\_str \_\_()和\_\_repr\_()方法。

### 示例12：使用format()的\_\_str()\_\_和\_\_repr()\_\_簡寫分別為！r和！s

示例

# \_\_str\_\_() 和 \_\_repr\_\_() 簡寫為 !r 和 !s

print("Quotes: {0!r}, Without Quotes: {0!s}".format("cat"))

# \_\_str\_\_() 和 \_\_repr\_\_() 實現類

class Person:

    def \_\_str\_\_(self):

        return "STR"

    def \_\_repr\_\_(self):

        return "REPR"

print("repr: {p!r}, str: {p!s}".format(p=Person()))

運行該程式時，輸出為：

Quotes: 'cat', Without Quotes: cat

repr: REPR, str: STR

# 正確使用Python f-string格式化字串的7個層級

f-string是Python 3.6推出的一種簡單而不同的字串格式技術，可以優雅地表達Python字串。除非您仍在使用舊的 Python 版本，否則在格式化字串時，f 字串絕對應該是您的首選。因為它可以通過一個迷你語法滿足您的所有要求，甚至運行字串的運算式。本文將深入探討這項技術從初級到深度的7個層次。在瞭解它們之後，您可能會成為字串格式化大師。

## 1. 輕鬆從變數顯示值

使用 f 字串只需要做兩件事：

* 在字串前添加一個小寫的f;
* 使用f字串中以{variable\_name}插值變數.

name = 'Yang'

title = 'full stack hacker'

print(f'{name} is a {title}.')

# Yang is a full stack hacker.

如上所示，在 f 字串機制的説明下，我們可以編寫簡單且更少的代碼，以便在字串中顯示更多代碼。它完美地呼應了 Python 的禪宗。

"簡單總比複雜好。

## 2. 數位格式化

有時僅僅顯示原始值可能無法滿足我們的需求，但是直接修改原始變數通常不是個好主意，因為變數可能在其他地方使用。不用擔心，Python f字串還支援"格式規範迷你語言"，它使我們能夠根據自己喜歡的方式在 f 字串中格式化值，尤其是數字。

pi = 3.1415926

print(f'Pi is approximately equal to {pi:.2f}')

# Pi is approximately equal to 3.14

id = 1 # need to print a 3-digit number

print(f"The id is {id:03d}")

# The id is 001

N = 1000000000 # need to add separator

print(f'His networth is ${N:,d}')

# His networth is $1,000,000,000

以上示例僅顯示了冰山一角。對於格式規格語法的完整清單，相應的官方文檔是您最好的朋友。

## 3. 正確列印特殊字元

我們可以通過 f 字串列印這些字元或其他特殊字元嗎？比如''和{}。是的，當然。但語法有點棘手。讓我們來看看。

## 3.1 列印引號

正如我們所知，反斜線\是常用的轉義字元，用於調用對其以下字元的替代解釋。對於 f 字串，我們需要注意一條規則：\在 f 字串運算式的括弧{}中不起作用。

name = 'Yang'

# Correct Way:

print(f'\'{name}\' is a full stack hacker.')

# 'Yang' is a full stack hacker.

# 錯誤方式:

print(f'{\'name\'} is a full stack hacker.')

# SyntaxError: f-string expression part cannot include a backslash

## 3.2 列印雙括弧{}

用 f字串列印{}的方法是不同的, 非常容易出bug。這次我們不能使用反斜線。

name = 'Yang'

# 1

print(f'{name} is a full stack hacker.')

# 'Yang' is a full stack hacker.

# 2

print(f'{{name}} is a full stack hacker.')

# {name} is a full stack hacker.

# 3

print(f'{{{name}}} is a full stack hacker.')

# {Yang} is a full stack hacker.

# 4

print(f'{{{{name}}}} is a full stack hacker.')

# {{name}} is a full stack hacker.

# 5

print(f'{{{{{name}}}}} is a full stack hacker.')

# {{Yang}} is a full stack hacker.

如上例所示，該變數是作為f-字串的括弧還是變數處理取決於其周圍的括弧數。如果您不知道這種奇怪的機制，則容易出現錯誤。

## 3.3 列印反斜線\

列印反斜線\很簡單：只需使用雙反斜線列印。但是不要將它們添加到 f 字串運算式括弧當中。

name = 'Yang'

print(f'\\{name}\\ is a full \\stack hacker.')

# \Yang\ is a full \stack hacker.

#錯誤的

print(f'{\\name\\} is a full \\stack hacker.')

# SyntaxError: f-string expression part cannot include a backslash

## 4. 小心列印字典值

將字典的值應用到 f 字串中也容易出現錯誤。我們必須使用不同的引號來描述字典鍵和 f 字串，如下所示。如果f字串用雙引號表示，那麼變數裡的字典鍵必須用單引號。

Hacker = {'name': 'Yang'}

print(f"{Hacker['name']} is a hacker")

# Yang is a hacker

print(f'{Hacker["name"]} is a hacker')

# Yang is a hacker

print(f'{Hacker['name']} is a hacker')

# 語法錯誤 SyntaxError: invalid syntax

print(f"{Hacker["name"]} is a hacker")

# 語法錯誤 SyntaxError: invalid syntax

如上所示，如果我們對鍵名和 f 字串都使用相同的單引號或雙引號, Python 會對我們的代碼感到困惑, 從而報錯。

## 5. 正確處理多行 F 字串

為了使我們的代碼更易讀，有必要使用多行書寫一長串字元。但如果是 f 字串，不要忘記在每行之前添加f。

name = 'Yang'

# 錯誤方式

print(f"{name} is a hacker."

"{name} is also a top writer."

"{name} writes on Medium."

)

# Yang is a hacker.{name} is also a top writer.{name} writes on Medium.

# 正確方式

print(f"{name} is a hacker."

f"{name} is also a top writer."

f"{name} writes on Medium."

)

# Yang is a hacker.Yang is also a top writer.Yang writes on Medium.

**6. 像大師一樣顯示日期和時間**

如果我們需要列印日期或時間，f 字串將再次告訴我們它是多麼方便:

from datetime import datetime

today = datetime.today()

print(f"Today is {today}")

# Today is 2021-07-31 18:20:48.956829

print(f"Today is {today:%B %d, %Y}")

# Today is July 31, 2021

print(f"Today is {today:%m-%d-%Y}")

# Today is 07-31-2021

如上例所示，在 f 字串的説明下，我們可以使用我們任何喜歡的格式列印日期或時間。

**7. 評估 F 字串內的運算式**

當我第一次知道 f 字串時， 我簡直不敢相信：我們可以在 f 字串內運行 Python 運算式。如果是真的，還算是字串嗎？

我仔細閱讀了 PEP 498，終於明白了：

F 字串提供了一種將運算式嵌入字串字面的方法。需要注意的是，f 字串實際上是在執行時間評估的表達方式，而不是恒定的值。

因此，f 字串與普通字串不同，此功能賦予它更大的能力。例如，我們可以在它裡面運行一個顯示時間的功能。

from datetime import datetime

print(f"Today is {datetime.today()}")

# Today is 2021-07-31 18:20:48.956829

## 結論

Python 中的 f-string是一個偉大的字串格式化技術， 顯示了 Python 是多麼優雅。它非常強大，因為它不是一個普通的字串，而是在運行時可以表達的字串。對於一些特殊情況，它有特殊的規則，我們需要謹慎使用它。

**模組的單例模式**

在 Python 中實現單例模式有多種方式,利用模組是一種非常簡單且常用的方法。這裡我將介紹幾種利用模組實現單例模式的方式。

1. **使用模組級別變量**

Python 的模組在第一次被引入時就會執行模組級別的代碼,因此我們可以利用這一特性來實現單例模式。

*# singleton.py*

class Singleton:

\_instance = None

def \_\_new\_\_(cls, \*args, \*\*kwargs):

if cls.\_instance is None:

cls.\_instance = super().\_\_new\_\_(cls)

return cls.\_instance

def \_\_init\_\_(self, value):

self.value = value

*# 在其他文件中使用*

from singleton import Singleton

s1 = Singleton(42)

s2 = Singleton(24)

print(s1 is s2) *# True*

print(s1.value, s2.value) *# 42 42*

1. **使用模組方法**

我們也可以將單例模式封裝成一個模組方法。

*# singleton.py*

\_instance = None

def get\_instance(value):

global \_instance

if \_instance is None:

\_instance = Singleton(value)

return \_instance

class Singleton:

def \_\_init\_\_(self, value):

self.value = value

*# 在其他文件中使用*

from singleton import get\_instance

s1 = get\_instance(42)

s2 = get\_instance(24)

print(s1 is s2) *# True*

print(s1.value, s2.value) *# 42 42*

1. **使用裝飾器**

我們還可以使用裝飾器來實現單例模式。

*# singleton.py*

def singleton(cls):

\_instance = {}

def get\_instance(\*args, \*\*kwargs):

if cls not in \_instance:

\_instance[cls] = cls(\*args, \*\*kwargs)

return \_instance[cls]

return get\_instance

@singleton

class Singleton:

def \_\_init\_\_(self, value):

self.value = value

*# 在其他文件中使用*

from singleton import Singleton

s1 = Singleton(42)

s2 = Singleton(24)

print(s1 is s2) *# True*

print(s1.value, s2.value) *# 42 42*

1. **使用元類**

Python 中的元類也可以用於實現單例模式。

*# singleton.py*

class Singleton(type):

\_instances = {}

def \_\_call\_\_(cls, \*args, \*\*kwargs):

if cls not in cls.\_instances:

cls.\_instances[cls] = super(Singleton, cls).\_\_call\_\_(\*args, \*\*kwargs)

return cls.\_instances[cls]

class SingletonClass(metaclass=Singleton):

def \_\_init\_\_(self, value):

self.value = value

*# 在其他文件中使用*

from singleton import SingletonClass

s1 = SingletonClass(42)

s2 = SingletonClass(24)

print(s1 is s2) *# True*

print(s1.value, s2.value) *# 42 42*

**使用 Mixin 模式**

在 Python 中，Mixins 模式是一種用於將行為從一個類添加到另一個類的設計模式。它通過多重繼承來實現，但與傳統的多重繼承不同，Mixins 通常只實現單一的功能或行為，並且不依賴於子類的實現。這使得 Mixins 非常適合組合不同的功能來創建更複雜的類。

**Mixin 模式的優點**

Mixin 模式具有以下優點：

* **提高代碼的可重用性。** Mixins 可以將通用行為封裝在獨立的類中，然後在需要時將其混合到其他類中。這可以減少代碼重複並提高開發效率。
* **提高代碼的靈活性。** Mixins 可以讓您以組合的方式創建類，這使得您可以更輕鬆地創建滿足特定需求的定制類。
* **促進代码的分离。** Mixins 可以將代码组织成更小的、更易于理解和维护的部分。

以下是一些使用 Mixin 模式讓程序更加靈活的方式:

1. **實現多重繼承**

Mixin 通常被用作父類,與主要類一起實現多重繼承。這樣可以將多個特性組合到一個類中。

class FileMixin:

def load(self):

print("Load data from file")

def save(self):

print("Save data to file")

class DatabaseMixin:

def connect(self):

print("Connect to database")

def query(self):

print("Query database")

class App(FileMixin, DatabaseMixin):

pass

app = App()

app.load() *# Output: Load data from file*

app.connect() *# Output: Connect to database*

1. **擴展現有功能**

Mixin 可以用來在不修改原始類的情況下擴展現有類的功能。

class Vehicle:

def drive(self):

print("Driving vehicle")

class FlyMixin:

def fly(self):

print("Flying")

class FlyingCar(Vehicle, FlyMixin):

pass

car = FlyingCar()

car.drive() *# Output: Driving vehicle*

car.fly() *# Output: Flying*

1. **代碼組合**

Mixin 可以幫助你組合不同的代碼塊,實現更好的代碼模塊化和可重用性。

class FormatterMixin:

def format(self, data):

return f"Formatted data: {data}"

class LoggerMixin:

def log(self, message):

print(f"Logging: {message}")

class DataProcessor(FormatterMixin, LoggerMixin):

def process(self, data):

formatted\_data = self.format(data)

self.log(formatted\_data)

processor = DataProcessor()

processor.process("Hello, World!")

*# Output: Formatted data: Hello, World!*

*# Output: Logging: Formatted data: Hello, World!*

1. **避免多重繼承的缺陷**

Mixin 模式可以有助於避免多重繼承帶來的一些常見問題,例如鑽石繼承問題。通過將功能分散到多個 Mixin 中,你可以更好地組織和管理代碼。

**== 和 is 的適用場景**

在 Python 中, == 和 is 都可以用來比較兩個值,但它們的作用和適用場景有所不同。

== 運運算元用於比較兩個對象的值是否相等,也就是比較它們的內容是否相同。無論對象的內存位置如何,只要它們的值相等,== 運運算元就會返回 True。例如:

x = 5

y = 5

print(x == y) *# 輸出: True*

a = [1, 2, 3]

b = [1, 2, 3]

print(a == b) *# 輸出: True*

另一方面, is 運運算元則用於比較兩個對象在內存中的引用是否指向同一個對象。也就是說,它檢查兩個變數是否指向內存中的同一個位置。只有當兩個對象在內存中的位置相同時, is 運運算元才會返回 True。例如:

x = 5

y = 5

print(x is y) *# 輸出: True (Python 會對小整數進行緩存)*

a = [1, 2, 3]

b = [1, 2, 3]

print(a is b) *# 輸出: False (列表是不同的對象)*

在上面的例子中, x 和 y 指向同一個整數對象,因此 x is y 返回 True。但對於 a 和 b,雖然它們的內容相同,但它們是不同的列表對象,因此 a is b 返回 False。

通常情況下,如果只需要比較兩個值是否相等,應該使用 == 運運算元。但在某些特殊情況下,使用 is 運運算元會更有效率,例如:

1. **比較單例對象**

在單例模式中,只存在一個實例對象。使用 is 運運算元可以快速確定兩個引用是否指向同一個對象。

1. **比較 None**

Python 中只有一個 None 對象,因此可以使用 is 運運算元來檢查一個值是否為 None。

1. **比較小整數和小浮點數**

由於 Python 會對小整數和小浮點數進行緩存,因此可以使用 is 運運算元來比較它們是否指向同一個對象。

1. **比較布林值**

Python 中只有兩個布林值對象 True 和 False,因此可以使用 is 運運算元來比較它們。

1. **在某些演算法中進行快速比較**

在一些演算法中,使用 is 運運算元可以提高比較的效率,例如在集合和字典中進行成員資格測試時。

以下是一些高級用法的範例:

**使用 is 進行 None 檢查**

def process\_data(data):

if data is None:

*# 處理 None 的情況*

return

*# 處理有效數據*

...

**使用 is not 進行布林值檢查**

is\_active = True

if is\_active is not False:

*# 執行某些操作*

...

**在集合和字典中使用 is**

my\_set = {1, 2, 3}

print(1 in my\_set) *# 輸出: True*

print(1 is my\_set.\_\_contains\_\_(1)) *# 輸出: True (使用 `is` 進行快速比較)*

my\_dict = {1: 'a', 2: 'b', 3: 'c'}

print(1 in my\_dict) *# 輸出: True*

print(1 is my\_dict.\_\_contains\_\_(1)) *# 輸出: True (使用 `is` 進行快速比較)*

總的來說,== 和 is 都有其適用的場景。== 用於比較兩個對象的值是否相等,而 is 則用於比較兩個對象在內存中的引用是否相同。

**Python推導式指南**

推導式是Python中一種精簡且強大的語法特性，用於在一行代碼中創建新的數據結構或對現有數據進行處理。推導式包括列表推導式、字典推導式和集合推導式等，它們使得編寫簡潔的代碼變得更加容易。

#### 列表推導式

列表推導式是創建新列表的一種方式，使用一行代碼即可實現多步操作。以下是一個簡單的示例，展示如何創建一個包含平方數的列表：

# 使用列表推導式創建包含平方數的列表

squares = [x\*\*2 for x in range(10)]print(squares)

輸出結果：

[0, 1, 4, 9, 16, 25, 36, 49, 64, 81]

#### 字典推導式

字典推導式允許您使用一行代碼創建新字典，通過對現有數據的處理來填充鍵值對。以下是一個示例，展示如何創建一個包含數字和它們的平方的字典：

# 使用字典推導式創建包含數字及其平方的字典

squares\_dict = {x: x\*\*2 for x in range(5)}print(squares\_dict)

輸出結果：

{0: 0, 1: 1, 2: 4, 3: 9, 4: 16}

#### 集合推導式

集合推導式類似於列表推導式，用於創建新集合。它會自動去除重複的元素，保證集合中的元素唯一。以下是一個示例，展示如何創建一個包含平方數的集合：

# 使用集合推導式創建包含平方數的集合

squares\_set = {x\*\*2 for x in range(10)}print(squares\_set)

輸出結果：

{0, 1, 4, 9, 16, 25, 36, 49, 64, 81}

#### 嵌套推導式

推導式可以嵌套在一起，以實現更複雜的操作。以下是一個示例，展示如何使用嵌套推導式創建一個包含矩陣的列表：

# 使用嵌套推導式創建包含矩陣的列表

matrix = [[row \* col for col in range(3)] for row in range(3)]print(matrix)

輸出結果：

[[0, 0, 0], [0, 1, 2], [0, 2, 4]]

#### 條件篩選

推導式還支持條件篩選，允許您在推導式中加入條件語句，只選擇滿足條件的元素。以下是一個示例，展示如何使用條件篩選創建一個包含偶數的列表：

# 使用條件篩選創建包含偶數的列表

even\_numbers = [x for x in range(10) if x % 2 == 0]print(even\_numbers)

輸出結果：

[0, 2, 4, 6, 8]

* 1.

#### 高級應用示例

推導式在實際應用中有著廣泛的用途。以下是一個示例，展示如何使用推導式進行列表元素去重：

# 使用推導式進行列表元素去重

numbers = [1, 2, 2, 3, 4, 4, 5, 5]

unique\_numbers = list(set(numbers))print(unique\_numbers)

輸出結果：

[1, 2, 3, 4, 5]

#### 總結

推導式是Python中一個強大且高效的語法特性，通過簡潔的語法實現複雜的操作，大大提升了代碼的可讀性和編寫效率。本文介紹了列表推導式、字典推導式、集合推導式以及嵌套推導式等不同類型的推導式用法，還介紹了條件篩選和高級應用示例。掌握好推導式的使用技巧，將會使您在Python編程中更加得心應手。希望本文能夠幫助您從入門到精通掌握推導式的用法。

**datetime 模組**

Python 的 datetime 模組提供了許多高級功能來處理日期和時間資料。以下是一些常見的高級用法示例:

1. **計算日期/時間差**

from datetime import datetime, timedelta

now = datetime.now()

future = now + timedelta(days=7) *# 計算一周後的日期*

past = now - timedelta(weeks=2, days=3) *# 計算兩週三天前的日期*

duration = future - past *# 計算兩個日期/時間之間的時間差*

1. **格式化和解析日期/時間字串**

from datetime import datetime

*# 格式化日期*

date\_str = datetime.now().strftime('%Y-%m-%d %H:%M:%S')

print(date\_str) *# 2023-05-13 10:30:00*

*# 解析日期字串*

date\_obj = datetime.strptime('2022/12/25', '%Y/%m/%d')

print(date\_obj) *# 2022-12-25 00:00:00*

1. **處理不同時區**

from datetime import datetime, timezone

*# 獲取本地時間*

local\_time = datetime.now()

*# 獲取 UTC 時間*

utc\_time = datetime.now(timezone.utc)

*# 將 UTC 時間轉換為指定時區*

tz = timezone(timedelta(hours=8)) *# 創建時區對象 UTC+8:00*

beijing\_time = utc\_time.astimezone(tz)

1. **反覆運算日期範圍**

from datetime import datetime, timedelta

start\_date = datetime(2023, 5, 1)

end\_date = datetime(2023, 5, 15)

date\_range = []

current\_date = start\_date

while current\_date < end\_date:

date\_range.append(current\_date)

current\_date += timedelta(days=1)

1. **計算每月或每年的第一天/最後一天**

from datetime import datetime, date

def get\_month\_range(year, month):

first\_day = date(year, month, 1)

last\_day = first\_day.replace(month=month+1, day=1) - timedelta(days=1)

return first\_day, last\_day

start\_date, end\_date = get\_month\_range(2023, 5)

print(start\_date, end\_date) *# 2023-05-01 2023-05-31*

* **時區處理**

datetime 模組支持時區處理。可以使用 pytz 模組來獲取和使用時區資訊。

import datetime

import pytz

# Get the current time in UTC

utc\_time = datetime.datetime.utcnow()

# Convert UTC time to a specific time zone

tz = pytz.timezone('Asia/Taipei')

taiwan\_time = utc\_time.astimezone(tz)

print(utc\_time) # Output: 2024-05-13 09:23:00+00:00

print(taiwan\_time) # Output: 2024-05-13 16:23:00+08:00

* **相對日期和時間**

可以使用 relativedelta 模組來處理相對日期和時間。例如，以下代碼獲取當前日期的前一天：

import datetime

from dateutil.relativedelta import relativedelta

today = datetime.datetime.today()

yesterday = today - relativedelta(days=1)

print(yesterday) # Output: 2024-05-12

* **日曆操作**

可以使用 calendar 模組來處理日曆操作。例如，以下代碼獲取當前月份的所有日期：

import calendar

year = 2024

month = 5

calendar.setfirstweekday(calendar.MONDAY)

print(calendar.month(year, month))

* **日期格式化**

可以使用 strftime() 方法來格式化日期。例如，以下代碼將日期格式化為 YYYY-MM-DD 格式：

import datetime

today = datetime.datetime.today()

formatted\_date = today.strftime('%Y-%m-%d')

print(formatted\_date) # Output: 2024-05-13

* **日期解析**

可以使用 strptime() 方法來解析日期字串。例如，以下代碼將日期字串解析為 datetime 對象：

import datetime

date\_str = '2024-05-13'

parsed\_date = datetime.datetime.strptime(date\_str, '%Y-%m-%d')

print(parsed\_date) # Output: 2024-05-13 00:00:00

這些只是 datetime 模組高級用法的一些示例。該模組提供了許多其他功能，可用於處理複雜的日期和時間操作。

以下是一些使用 datetime 模組高級用法的實際示例：

* **計算某個日期是星期幾**

import datetime

def get\_weekday(date):

weekday = date.weekday()

weekday\_names = ['星期一', '星期二', '星期三', '星期四', '星期五', '星期六', '星期日']

return weekday\_names[weekday]

date = datetime.datetime(2024, 5, 13)

weekday = get\_weekday(date)

print(weekday) # Output: 星期一

* **計算兩個日期之間的間隔**

import datetime

def calculate\_days\_between\_dates(start\_date, end\_date):

delta = end\_date - start\_date

return delta.days

start\_date = datetime.datetime(2023, 1, 1)

end\_date = datetime.datetime(2024, 5, 13)

days\_between = calculate\_days\_between\_dates(start\_date, end\_date)

print(days\_between) # Output: 508

* **檢查日期是否為有效日期**

import datetime

def is\_valid\_date(date\_str):

try:

datetime.datetime.strptime(date\_str, '%Y-%m-%d')

return True

except ValueError:

return False

date\_str = '2024-05-13'

is\_valid = is\_valid\_date(date\_str)

print(is\_valid) # Output: True

**可變參數 的高級用法**

Python 中的可變參數指的是函數參數的個數是可變的,包括位置引數(\*args)和關鍵字參數(\*\*kwargs)。可變參數有許多高級用法,下麵介紹幾個常見的:

1. **拆包操作**

可以利用\*操作符對列表或元組進行拆包:

def foo(a, b, c):

print(a, b, c)

my\_list = [1, 2, 3]

foo(\*my\_list) *# 輸出: 1 2 3*

1. **合併清單或字典**

my\_list = [1, 2]

new\_list = [3, 4, 5, 6]

merged\_list = [\*my\_list, \*new\_list] *# [1, 2, 3, 4, 5, 6]*

dict1 = {'a': 1, 'b': 2}

dict2 = {'c': 3, 'd': 4}

merged\_dict = {\*\*dict1, \*\*dict2} *# {'a': 1, 'b': 2, 'c': 3, 'd': 4}*

1. **函式呼叫時使用拆包**

def product(a, b, c):

return a \* b \* c

numbers = [2, 3, 5]

result = product(\*numbers) *# 相當於 product(2, 3, 5)*

1. **將參數清單傳遞給其他函數**

def add(a, b):

return a + b

nums = [3, 5]

result = add(\*nums) *# 相當於 add(3, 5)*

1. **獲取函數的中繼資料**

def my\_func(a, b, \*args, \*\*kwargs):

print(f'Non-keyword args: {args}')

print(f'Keyword args: {kwargs}')

my\_func(1, 2, 3, 4, x=5, y=6)

*# 輸出:*

*# Non-keyword args: (3, 4)*

*# Keyword args: {'x': 5, 'y': 6}*

1. **解包參數列表**

def draw\_shape(shape\_type, \*args):

getattr(module, shape\_type)(\*args)

draw\_shape('circle', 1, 2, 3) *# Calls circle(1, 2, 3)*

一些可變參數的高級用法：

* **創建可接受任意數量的參數的函數**

使用 \*args 可以創建可接受任意數量的參數的函數。例如，以下函數將所有參數列印到控制台：

def print\_all\_args(\*args):

for arg in args:

print(arg)

print\_all\_args(1, 2, 3, 4, 5) # Output:

# 1

# 2

# 3

# 4

# 5

* **創建可接受任意數量命名參數的函數**

使用 \*\*kwargs 可以創建可接受任意數量命名參數的函數。例如，以下函數列印所有命名參數及其值：

Python

def print\_kwargs(\*\*kwargs):

for key, value in kwargs.items():

print(f"{key}: {value}")

print\_kwargs(name="Alice", age=30, city="Taipei") # Output:

# name: Alice

# age: 30

# city: Taipei

* **將可變參數傳遞給其他函數**

可以使用 \*args 和 \*\*kwargs 將可變參數傳遞給其他函數。例如，以下代碼將所有位置參數傳遞給 print() 函數：

def print\_all\_args(\*args):

print(\*args)

def main():

args = [1, 2, 3, 4, 5]

print\_all\_args(\*args)

if \_\_name\_\_ == "\_\_main\_\_":

main()

* **將命名參數字典傳遞給其他函數**

可以使用 \*\*kwargs 將命名參數字典傳遞給其他函數。例如，以下代碼將所有命名參數傳遞給 print\_kwargs() 函數：
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def print\_kwargs(\*\*kwargs):

for key, value in kwargs.items():

print(f"{key}: {value}")

def main():

kwargs = {"name": "Alice", "age": 30, "city": "Taipei"}

print\_kwargs(\*\*kwargs)

if \_\_name\_\_ == "\_\_main\_\_":

main()

* **組合可變參數和命名參數**

可以使用 \*args 和 \*\*kwargs 組合可變參數和命名參數。例如，以下函數接受任意數量的位置參數和任意數量命名參數：

def print\_all(message, \*args, \*\*kwargs):

print(message)

for arg in args:

print(arg)

for key, value in kwargs.items():

print(f"{key}: {value}")

print\_all("Hello", 1, 2, 3, name="Alice", age=30, city="Taipei") # Output:

# Hello

# 1

# 2

# 3

# name: Alice

# age: 30

# city: Taipei

這些只是可變參數高級用法的一些示例。通過瞭解可變參數的強大功能，可以編寫更靈活、更可重用的 Python 程式碼。

以下是一些使用可變參數高級用法的實際示例：

* **創建通用數據處理函數**

def process\_data(\*data):

for item in data:

# Process each item of data

print(item)

# Process a list of numbers

numbers = [1, 2, 3, 4, 5]

process\_data(\*numbers)

# Process a list of strings

strings = ["Hello", "World", "!"]

process\_data(\*strings)

* **創建具有可選參數的函數**

def send\_email(recipient, subject, message, \*attachments):

# Send email with the specified recipient, subject, message, and attachments

print(f"Sending email to {recipient} with subject '{subject}' and message '{message}'")

if attachments:

print(f"Attachments: {attachments}")

# Send email with required parameters

send\_email("alice@example.com", "Important message", "Hello Alice, how are you?")

# Send email with optional parameters

send\_email("bob@example.com", "Meeting reminder", "Hi Bob, don't forget the meeting tomorrow.", "agenda.pdf", "notes.txt")

* **創建可擴展的函數**

def add\_numbers(\*numbers):

total = 0

for number in numbers:

total += number

return total

# Add two numbers

result = add\_numbers(1, 2)

print(result) # Output: 3

# Add three numbers

result = add\_numbers(1, 2, 3)

print(result) # Output: 6

# Add an arbitrary number of numbers

numbers = [1, 2, 3, 4, 5]

result = add\_numbers(\*numbers)

print(result) # Output: 15

匿名函數

Python 中的匿名函數（又稱為 lambda 表達式）是一種簡潔的函數定義方式，可用於在不需要顯式定義函數名稱的情況下快速創建小型函數。

1. **與內置函數結合使用**

lambda常與map()、filter()和reduce()等高階函數一起使用,實現對序列的處理。

*# 將清單中每個元素的值加1*

nums = [1, 2, 3, 4, 5]

new\_nums = list(map(lambda x: x + 1, nums)) *# [2, 3, 4, 5, 6]*

*# 過濾掉列表中的偶數*

nums = [1, 2, 3, 4, 5, 6]

odds = list(filter(lambda x: x % 2 != 0, nums)) *# [1, 3, 5]*

from functools import reduce

*# 計算清單中所有元素的積*

nums = [1, 2, 3, 4, 5]

product = reduce(lambda x, y: x \* y, nums) *# 120*

1. **作為函數參數傳遞**

lambda運算式可以作為參數傳遞給其他函數,實現函數的動態定制。

def apply\_operation(func, x, y):

result = func(x, y)

return result

sum = apply\_operation(lambda x, y: x + y, 3, 5) *# 8*

product = apply\_operation(lambda x, y: x \* y, 3, 5) *# 15*

1. **與排序函數結合**

students = [

{'name': 'John', 'age': 15, 'grade': 90},

{'name': 'Jane', 'age': 16, 'grade': 85},

{'name': 'Jim', 'age': 17, 'grade': 92}

]

*# 按年齡排序*

students.sort(key=lambda x: x['age'])

*# 按成績排序*

students.sort(key=lambda x: x['grade'], reverse=True)

1. **創建簡單的函數物件**

Lambda函數的主體只能是單條語句,但在某些情況下,這種定義方式更加簡潔清晰。

*# 普通函數*

def square(x):

return x \*\* 2

*# Lambda函數*

square = lambda x: x \*\* 2

1. **與其他高階函數組合**

除了內置的高階函數,我們還可以用lambda定義出各種複雜的高階函數。

def my\_map(func, iterables):

result = []

for i in iterables:

result.append(func(i))

return result

squared = my\_map(lambda x: x\*\*2, [1, 2, 3, 4, 5]) *# [1, 4, 9, 16, 25]*

以下是一些匿名函數的高級用法：

* **排序列表**

可以使用匿名函數來排序列表。例如，以下代碼按昇冪對數字列表進行排序：

numbers = [5, 2, 4, 1, 3]

sorted\_numbers = sorted(numbers, key=lambda x: x)

print(sorted\_numbers) # Output: [1, 2, 3, 4, 5]

* **過濾列表**

可以使用匿名函數來過濾列表。例如，以下代碼過濾偶數並創建一個新列表：

numbers = [1, 2, 3, 4, 5, 6]

even\_numbers = list(filter(lambda x: x % 2 == 0, numbers))

print(even\_numbers) # Output: [2, 4, 6]

* **將函數作為參數傳遞**

可以使用匿名函數將函數作為參數傳遞給其他函數。例如，以下代碼將平方函數傳遞給 map() 函數以平方列表中的每個數字：
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numbers = [1, 2, 3, 4, 5]

squared\_numbers = map(lambda x: x \*\* 2, numbers)

print(list(squared\_numbers)) # Output: [1, 4, 9, 16, 25]

* **簡化條件邏輯**

可以使用匿名函數來簡化條件邏輯。例如，以下代碼檢查數字是否為偶數：

def is\_even(x):

return x % 2 == 0

numbers = [1, 2, 3, 4, 5]

even\_numbers = list(filter(is\_even, numbers))

print(even\_numbers) # Output: [2, 4]

* **創建內聯函數**

可以使用匿名函數創建內聯函數。內聯函數是可以訪問外部函數作用域的函數。例如，以下代碼創建一個內聯函數來計算列表中每個數字的平方：

def apply\_function(numbers, func):

result = []

for number in numbers:

result.append(func(number))

return result

numbers = [1, 2, 3, 4, 5]

squared\_numbers = apply\_function(numbers, lambda x: x \*\* 2)

print(squared\_numbers) # Output: [1, 4, 9, 16, 25]

這些只是匿名函數高級用法的一些示例。通過瞭解匿名函數的強大功能，可以編寫更簡潔、更可讀和更具表現力的 Python 程式碼。

以下是一些使用匿名函數高級用法的實際示例：

* **實現自定義排序演算法**

def custom\_sort(numbers, compare\_func):

sorted\_numbers = []

for i in range(len(numbers)):

for j in range(i + 1, len(numbers)):

if compare\_func(numbers[i], numbers[j]):

numbers[i], numbers[j] = numbers[j], numbers[i]

return numbers

def sort\_by\_length(strings):

return custom\_sort(strings, key=lambda s1, s2: len(s1) < len(s2))

strings = ["apple", "banana", "cherry"]

sorted\_strings = sort\_by\_length(strings)

print(sorted\_strings) # Output: ['cherry', 'apple', 'banana']

* **創建動態數據結構**

def create\_dynamic\_list(initial\_data, growth\_factor):

def add\_element(element):

nonlocal data

if len(data) == len(max\_size):

max\_size \*= growth\_factor

data.extend([None] \* growth\_factor)

data[next\_available\_index] = element

next\_available\_index += 1

def remove\_element(element):

nonlocal data

index = data.index(element)

data[index] = None

# Shrink the list if it's underutilized

if next\_available\_index < len(max\_size) // 2:

new\_size = len(max\_size) // 2

data = data[:new\_size]

max\_size = new\_size

next\_available\_index = min(next\_available\_index, new\_size)

data = initial\_data.copy()

max\_size = len(data)

next\_available\_index = len(data)

return {

"data": data,

"add": add\_element,

"remove": remove\_element

}

# Create a dynamic list with initial data [1, 2, 3]

dynamic\_list = create\_dynamic\_list([1, 2, 3], 2)

# Add elements to the list

dynamic\_list["add"](4)

dynamic\_list["add"](5)

dynamic\_list["add"](6)

# Print the contents of the list

print(dynamic\_list["data"]) # Output: [1, 2, 3, 4, 5, 6]

# Remove an element from the list

dynamic\_list["remove"](4)

# Print the contents of the list after removing an element

print(dynamic\_list["data"]) # Output: [1, 2, 3, 5, 6, None]

* **實現簡單的緩存**

def create\_simple\_cache(max\_size):

def get(key):

if key in cache:

return cache[key]

else:

return None

def set(key, value):

if len(cache) == max\_size:

# Remove the least recently used item

least\_used\_key = min(cache, key=lambda k: cache[k][1])

del cache[least\_used\_key]

cache[key] = (value, time.time())

cache = {}

return {

"get": get,

"set": set

}

# Create a simple cache with a maximum size of 3

cache = create\_simple\_cache(3)

# Set values in the cache

cache["key1"] = "value1"

cache["key2"] = "value2"

cache["key3"] = "value3"

# Get values from the cache

print(cache["get"]("key1")) # Output: value1

print(cache["get"]("key2")) # Output: value2

print(cache["get"]("key3")) # Output: value3

# Add a new value to the cache, causing the least recently used item to be evicted

cache["key4"] = "value4"

# Check if the least recently used item has been evicted

print(cache["get"]("key1")) # Output: None

print(cache["get"]("key2")) # Output: value2

print(cache["get"]("key3")) # Output: value3

print(cache["get"]("key4")) # Output: value4

這些只是使用匿名函數高級用法的幾個實際示例。

**裝飾器(Decorator)**

在Python中,裝飾器(Decorator)是一種特殊的函數,它可以在不修改原函數的情況下,為函數增加額外的功能。裝飾器的基本語法是使用 @ 符號,將一個函數作為參數傳遞給另一個函數,並返回一個新的函數。以下是裝飾器的基本用法說明:

1. **簡單的裝飾器**

def uppercase\_decorator(func):

def wrapper():

result = func()

return result.upper()

return wrapper

@uppercase\_decorator

def greeting():

return 'hello, world!'

print(greeting()) *# 輸出: HELLO, WORLD!*

在上面的例子中，uppercase\_decorator 是一個裝飾器函數，它接受一個函數作為參數，並返回一個新的函數 wrapper。@uppercase\_decorator 語法將 greeting 函數傳遞給 uppercase\_decorator，並將返回的新函數 wrapper 賦值給 greeting。當調用 greeting() 時，實際上是在調用 wrapper() 函數，它首先執行原始的 greeting() 函數，然後將其返回值轉換為大寫。

1. **帶參數的裝飾器**

def repeat(n):

def decorator(func):

def wrapper(\*args, \*\*kwargs):

for \_ in range(n):

result = func(\*args, \*\*kwargs)

print(result)

return wrapper

return decorator

@repeat(3)

def greet(name):

return f'Hello, {name}!'

greet('Alice')

*# 輸出:*

*# Hello, Alice!*

*# Hello, Alice!*

*# Hello, Alice!*

在這個例子中，repeat 是一個返回裝飾器的高階函數，它接受一個參數 n，表示要重複執行函數的次數。@repeat(3) 將 greet 函數傳遞給 repeat(3) 返回的裝飾器，該裝飾器會返回一個新的函數 wrapper，該函數會重複執行原始的 greet 函數 3 次。

1. **裝飾器的高級用法**

除了上述基本用法外，裝飾器還有一些高級用法，例如：

* **使用裝飾器實現單例模式**
* **使用裝飾器實現函數緩存**
* **使用裝飾器實現函數計時**
* **使用裝飾器實現函數重試**
* **使用裝飾器實現權限控制**

以下是一個使用裝飾器實現函數緩存的例子:

import functools

def cache(func):

cache\_dict = {}

@functools.wraps(func)

def wrapper(\*args, \*\*kwargs):

key = str(args) + str(kwargs)

if key in cache\_dict:

return cache\_dict[key]

else:

result = func(\*args, \*\*kwargs)

cache\_dict[key] = result

return result

return wrapper

@cache

def fibonacci(n):

if n <= 1:

return n

else:

return fibonacci(n-1) + fibonacci(n-2)

print(fibonacci(50)) *# 計算第 50 個斐波那契數*

在這個例子中，cache 是一個裝飾器函數，它使用一個字典 cache\_dict 來存儲函數的計算結果。當調用函數時，它首先檢查輸入參數對應的結果是否已經存在於緩存中。如果存在，直接返回緩存中的結果；否則，執行原始函數並將結果存入緩存。@functools.wraps(func) 可以保留原函數的元數據(如函數名稱、docstring 等)。

### 基本用法

裝飾器通常使用 @ 符號來應用。例如，以下代碼使用裝飾器來記錄函式的執行時間：

Import time

def timer(func):

@wraps(func)

def wrapper(\*args, \*\*kwargs):

start\_time = time.time()

result = func(\*args, \*\*kwargs)

end\_time = time.time()

print(f"Function {func.\_\_name\_\_} took {end\_time - start\_time} seconds to execute.")

return result

return wrapper

@timer

def my\_function(n):

for i in range(n):

pass

my\_function(1000)

輸出：

Function my\_function took 0.001234 seconds to execute.

### 高級用法

裝飾器可以用於實現更複雜的功能。以下是一些高級用法示例：

**1. 多個裝飾器**

裝飾器可以組合使用。例如，以下代碼使用兩個裝飾器來記錄函式的執行時間並驗證輸入：

def validate\_input(func):

def wrapper(x):

if not isinstance(x, int):

raise ValueError("Input must be an integer.")

return func(x)

return wrapper

@validate\_input

@timer

def my\_function(n):

for i in range(n):

pass

my\_function(1000)

**2. 類裝飾器**

裝飾器可以用於修飾類的方法。例如，以下代碼使用裝飾器來記錄類中每個方法的執行時間：

def class\_timer(cls):

for name, method in cls.\_\_dict\_\_.items():

if callable(method):

@wraps(method)

def wrapper(self, \*args, \*\*kwargs):

start\_time = time.time()

result = method(self, \*args, \*\*kwargs)

end\_time = time.time()

print(f"Method {name} took {end\_time - start\_time} seconds to execute.")

return result

setattr(cls, name, wrapper)

return cls

@class\_timer

class MyClass:

def \_\_init\_\_(self):

pass

def method1(self):

pass

def method2(self):

pass

obj = MyClass()

obj.method1()

obj.method2()

**3. 參數化裝飾器**

裝飾器可以接受參數。例如，以下代碼使用參數化裝飾器來控制記錄的詳細程度：

def log\_level(level):

def decorator(func):

@wraps(func)

def wrapper(\*args, \*\*kwargs):

if level >= 1:

print(f"Calling function {func.\_\_name\_\_} with args {args} and kwargs {kwargs}")

result = func(\*args, \*\*kwargs)

if level >= 2:

print(f"Function {func.\_\_name\_\_} returned {result}")

return result

return wrapper

return decorator

@log\_level(2)

def my\_function(n):

return n \* n

print(my\_function(5))

輸出：

Function my\_function returned 25

### 注意事項

使用裝飾器時，需要注意以下事項：

* 裝飾器可能會使代碼難以理解。應注意使用清晰的函數名稱和文檔來解釋裝飾器的作用。
* 裝飾器可能會導致性能下降。應注意僅在需要時使用裝飾器，並避免在性能敏感的代碼中使用複雜的裝飾器。

#### 來源

1. [github.com/matthijsisproh/ATP-Project](https://github.com/matthijsisproh/ATP-Project)  取決於授權 (BSL - 1.0)
2. [github.com/reganto/PythonCodes](https://github.com/reganto/PythonCodes)

**閉包(Closure)**

閉包(Closure)是Python中一種特殊的函數,它可以記住自己被創建時的環境。換句話說,閉包可以訪問並記住在外部函數範圍內定義的變量,即使外部函數已經執行完畢。以下是閉包的基本用法說明:

1. **基本閉包示例**

def outer\_func(x):

y = 4 *# 自由變量*

def inner\_func(z):

print(f"x = {x}, y = {y}, z = {z}")

return x + y + z

return inner\_func

closure = outer\_func(2)

print(closure(3)) *# 輸出: x = 2, y = 4, z = 3 (返回值: 9)*

在這個例子中,inner\_func是一個閉包函數,它可以訪問外部函數outer\_func中的變量x和y。outer\_func返回inner\_func的引用,並將其賦值給closure變量。當我們調用closure(3)時,相當於調用inner\_func(3),它可以正常訪問外部函數的變量x和y。

1. **利用閉包實現計數器**

def counter():

count = 0

def increment():

nonlocal count

count += 1

return count

def reset():

nonlocal count

count = 0

return increment, reset

inc, reset = counter()

print(inc()) *# 輸出: 1*

print(inc()) *# 輸出: 2*

print(inc()) *# 輸出: 3*

reset()

print(inc()) *# 輸出: 1*

在這個例子中,counter函數返回了兩個閉包increment和reset。它們共享同一個自由變量count。increment函數可以incrementally記憶和更新count的值,而reset函數可以重置count為0。

1. **閉包的高級用法**

除了上述基本用法外,閉包還有一些高級用法,例如:

* **實現函數記憶(Function Memoization)**
* **實現私有變量**
* **實現Currying(柯里化)**
* **實現裝飾器**

以下是一個使用閉包實現Currying的例子:

def multiply(x):

def inner(y):

def innermost(z):

return x \* y \* z

return innermost

return inner

triple = multiply(3)

double = triple(2)

result = double(4)

print(result) *# 輸出: 24*

在這個例子中,multiply函數返回一個閉包inner,它記住了參數x的值。inner返回另一個閉包innermost,它記住了參數y的值。當我們調用triple = multiply(3)時,它返回了inner函數的引用,並將x的值設為3。接著調用double = triple(2)時,它返回了innermost函數的引用,並將y的值設為2。最後,調用result = double(4)時,它計算並返回x \* y \* z的值,也就是24。

### 基本用法

閉包通常用於創建具有記憶功能的函式。例如，以下代碼創建一個閉包，該閉包記住了一個計數器變量：

def counter():

count = 0

def increment():

nonlocal count

count += 1

return count

return increment

c = counter()

print(c()) # 輸出：1

print(c()) # 輸出：2

print(c()) # 輸出：3

在這個例子中，counter() 函式創建了一個 count 變量並返回一個內部函式 increment()。increment() 函式可以訪問 count 變量，即使 counter() 函式已經執行完成。

### 高級用法

閉包可以用於實現更複雜的功能。以下是一些高級用法示例：

**1. 裝飾器**

閉包可以用於創建裝飾器。裝飾器是一種特殊的函式，用於修改其他函式的行為。例如，以下代碼使用閉包創建一個裝飾器，該裝飾器記錄函式的執行時間：

def timer(func):

@wraps(func)

def wrapper(\*args, \*\*kwargs):

start\_time = time.time()

result = func(\*args, \*\*kwargs)

end\_time = time.time()

print(f"Function {func.\_\_name\_\_} took {end\_time - start\_time} seconds to execute.")

return result

return wrapper

@timer

def my\_function(n):

for i in range(n):

pass

my\_function(1000)

**2. 生成器**

閉包可以用於創建生成器。生成器是一種允許迭代器返回一序列值的函式。例如，以下代碼使用閉包創建一個生成器，該生成器生成斐波那契數列：

def fibonacci():

a, b = 0, 1

while True:

yield a

a, b = b, a + b

fibs = fibonacci()

for i in range(10):

print(next(fibs))

**3. 事件處理**

閉包可以用於實現事件處理。例如，以下代碼使用閉包創建一個按鈕點擊事件處理程序：

def create\_button(text, callback):

button = Button(text=text)

button.bind("<Button-1>", callback)

return button

def button\_clicked(event):

print(f"Button '{event.widget.cget('text')}' clicked!")

button = create\_button("Click me", button\_clicked)

button.pack()

### 注意事項

使用閉包時，需要注意以下事項：

* 閉包可能會使代碼難以理解。應注意使用清晰的函數名稱和文檔來解釋閉包的作用。
* 閉包可能會導致性能下降。應注意僅在需要時使用閉包，並避免在性能敏感的代碼中使用複雜的閉包。

閉包是 Python 中一種強大的工具，可用於創建具有記憶功能的函式、裝飾器、生成器等。了解閉的基本用法和高級用法可以幫助您編寫更簡潔、更有效且更可擴展的 Python 代碼。

#### 來源

1. [github.com/matthijsisproh/ATP-Project](https://github.com/matthijsisproh/ATP-Project) 取決於授權 (BSL - 1.0)
2. [github.com/reganto/PythonCodes](https://github.com/reganto/PythonCodes)

# Python中的魔法函數

# 介紹的魔法函數有（持續更新）： \_\_ init\_\_()、\_\_ str\_\_()、\_\_ new\_\_()、\_\_ unicode\_\_()、 \_\_ call\_\_()、 \_\_ len\_\_()、 \_\_repr\_\_()、\_\_ setattr\_\_()、 \_\_ getattr\_\_()、 \_\_ getattribute\_\_()、 \_\_ delattr\_\_()、\_\_ setitem\_\_()、 \_\_ getitem\_\_()、\_\_ delitem\_\_()、 \_\_ iter\_\_()、\_\_ del\_\_()、 \_\_dir\_\_()、\_\_dict\_\_()、\_\_exit\_\_()，\_\_enter(), \_\_all\_\_()等函數。

## 1. 前言

### 1.1 什麼是魔法函數？

所謂魔法函數（Magic Methods），是Python的一種高級語法，允許你在類中自定義函數（函數名格式一般為\_\_xx\_\_），並綁定到類的特殊方法中。比如在類A中自定義\_\_str\_\_()函數，則在調用str(A())時，會自動調用\_\_str\_\_()函數，並返回相應的結果。在我們平時的使用中，可能經常使用**\_\_init\_\_函數（構造函數）**和**\_\_del\_\_函數（析構函數）**，其實這也是魔法函數的一種。

* Python中以雙下劃線(\_\_xx\_\_)開始和結束的函數（不可自己定義）為魔法函數。
* 調用類實例化的對象的方法時自動調用魔法函數。
* 在自己定義的類中，可以實現之前的內置函數。

### 1.2 魔法函數有什麼作用？

魔法函數可以為你寫的類增加一些額外功能，方便使用者理解。舉個簡單的例子，我們定義一個“人”的類People，當中有屬性姓名name、年齡age。讓你需要利用sorted函數對一個People的數組進行排序，排序規則是按照name和age同時排序，即name不同時比較name，相同時比較age。由於People類本身不具有比較功能，所以需要自定義，你可以這麼定義People類：

**class** **People**(object):

**def** **\_\_init\_\_**(self, name, age):

self**.**name **=** name

self**.**age **=** age

**return**

**def** **\_\_str\_\_**(self):

**return** self**.**name **+** ":" **+** str(self**.**age)

**def** **\_\_lt\_\_**(self, other):

**return** self**.**name **<** other**.**name **if** self**.**name **!=** other**.**name **else** self**.**age **<** other**.**age

**if** \_\_name\_\_**==**"\_\_main\_\_":

print("\t"**.**join([str(item) **for** item **in** sorted([People("abc", 18),

People("abe", 19), People("abe", 12), People("abc", 17)])]))

輸出結果：

abc:17 abc:18 abe:12 abe:19

上個例子中的\_\_lt\_\_函數即less than函數，即當比較兩個People實例時自動調用。

## Python中有哪些魔法函數？

Python中每個魔法函數都對應了一個Python內置函數或操作，比如\_\_str\_\_對應str函數，\_\_lt\_\_對應小於號<等。Python中的魔法函數可以大概分為以下幾類：

類的構造、刪除：

object**.**\_\_new\_\_(self, **...**)

object**.**\_\_init\_\_(self, **...**)

object**.**\_\_del\_\_(self)

二元操作符：

**+** object**.**\_\_add\_\_(self, other)

**-** object**.**\_\_sub\_\_(self, other)

**\*** object**.**\_\_mul\_\_(self, other)

**//** object**.**\_\_floordiv\_\_(self, other)

**/** object**.**\_\_div\_\_(self, other)

**%** object**.**\_\_mod\_\_(self, other)

**\*\*** object**.**\_\_pow\_\_(self, other[, modulo])

**<<** object**.**\_\_lshift\_\_(self, other)

**>>** object**.**\_\_rshift\_\_(self, other)

**&** object**.**\_\_and\_\_(self, other)

**^** object**.**\_\_xor\_\_(self, other)

**|** object**.**\_\_or\_\_(self, other)

擴展二元操作符：

**+=** object**.**\_\_iadd\_\_(self, other)

**-=** object**.**\_\_isub\_\_(self, other)

**\*=** object**.**\_\_imul\_\_(self, other)

**/=** object**.**\_\_idiv\_\_(self, other)

**//=** object**.**\_\_ifloordiv\_\_(self, other)

**%=** object**.**\_\_imod\_\_(self, other)

**\*\*=** object**.**\_\_ipow\_\_(self, other[, modulo])

**<<=** object**.**\_\_ilshift\_\_(self, other)

**>>=** object**.**\_\_irshift\_\_(self, other)

**&=** object**.**\_\_iand\_\_(self, other)

**^=** object**.**\_\_ixor\_\_(self, other)

**|=** object**.**\_\_ior\_\_(self, other)

一元操作符：

**-** object**.**\_\_neg\_\_(self)

**+** object**.**\_\_pos\_\_(self)

abs() object**.**\_\_abs\_\_(self)

**~** object**.**\_\_invert\_\_(self)

complex() object**.**\_\_complex\_\_(self)

int() object**.**\_\_int\_\_(self)

long() object**.**\_\_long\_\_(self)

float() object**.**\_\_float\_\_(self)

oct() object**.**\_\_oct\_\_(self)

hex() object**.**\_\_hex\_\_(self)

round() object**.**\_\_round\_\_(self, n)

floor() object\_\_floor\_\_(self)

ceil() object**.**\_\_ceil\_\_(self)

trunc() object**.**\_\_trunc\_\_(self)

比較函數：

**<** object**.**\_\_lt\_\_(self, other)

**<=** object**.**\_\_le\_\_(self, other)

**==** object**.**\_\_eq\_\_(self, other)

**!=** object**.**\_\_ne\_\_(self, other)

**>=** object**.**\_\_ge\_\_(self, other)

**>** object**.**\_\_gt\_\_(self, other)

類的表示、輸出：

str() object**.**\_\_str\_\_(self)

repr() object**.**\_\_repr\_\_(self)

len() object**.**\_\_len\_\_(self)

hash() object**.**\_\_hash\_\_(self)

bool() object**.**\_\_nonzero\_\_(self)

dir() object**.**\_\_dir\_\_(self)

sys**.**getsizeof() object**.**\_\_sizeof\_\_(self)

類容器：

len() object**.**\_\_len\_\_(self)

self[key] object**.**\_\_getitem\_\_(self, key)

self[key] **=** value object**.**\_\_setitem\_\_(self, key, value)

**del**[key] object**.**\_\_delitem\_\_(self, key)

iter() object**.**\_\_iter\_\_(self)

reversed() object**.**\_\_reversed\_\_(self)

in操作 object**.**\_\_contains\_\_(self, item)

字典key不存在時 object**.**\_\_missing\_\_(self, key)

## 2. 常見的魔法函數

我們將魔法方法分為：非數學運算和數學運算兩大類。

### 2.1 非數學運算

### 2.1.1 字串表示

\_\_repr\_\_函數和\_\_str\_\_函數：

## 2.1.1.1. \_\_repr\_\_函數

函數str() 用於將值轉化為適於人閱讀的形式，而repr() 轉化為供解釋器讀取的形式，某對象沒有適於人閱讀的解釋形式的話，str() 會返回與repr()，所以print展示的都是str的格式。

我們經常會直接輸出類的實例化對象，例如：

**class** **CLanguage**:

**pass**

clangs **=** CLanguage()

print(clangs)

程式運行結果為：

<\_\_main\_\_.CLanguage object at 0x000001A7275221D0>

通常情況下，直接輸出某個實例化對象，本意往往是想瞭解該對象的基本資訊，例如該對象有哪些屬性，它們的值各是多少等等。但默認情況下，我們得到的資訊只會是“類名+object at+記憶體地址”，對我們瞭解該實例化對象幫助不大。

那麼，有沒有可能自定義輸出實例化對象時的資訊呢？答案是肯定，通過重寫類的 \_\_repr\_\_() 方法即可。事實上，當我們輸出某個實例化對象時，其調用的就是該對象的 \_\_repr\_\_() 方法，輸出的是該方法的返回值。

以本節開頭的程式為例，執行 print(clangs) 等同於執行 print(clangs.\_\_repr\_\_())，程式的輸出結果是一樣的（輸出的記憶體地址可能不同）。

和 \_\_init\_\_(self) 的性質一樣，Python 中的每個類都包含 \_\_repr\_\_() 方法，因為 object 類包含 \_\_reper\_\_() 方法，而 Python 中所有的類都直接或間接繼承自 object 類。

默認情況下，\_\_repr\_\_() 會返回和調用者有關的 “類名+object at+記憶體地址”資訊。當然，我們還可以通過在類中重寫這個方法，從而實現當輸出實例化對象時，輸出我們想要的資訊。

舉個例子：

**class** **CLanguage**:

**def** **\_\_init\_\_**(self):

self**.**name **=** "C語言中文網"

self**.**add **=** "http://c.biancheng.net"

**def** **\_\_repr\_\_**(self):

**return** "CLanguage[name="**+** self**.**name **+**",add=" **+** self**.**add **+**"]"clangs **=** CLanguage()print(clangs)

程式運行結果為：

CLanguage[name**=**C語言中文網,add**=**http:**//**c**.**biancheng**.**net]

由此可見，\_\_repr\_\_() 方法是類的實例化對象用來做“自我介紹”的方法，默認情況下，它會返回當前對象的“類名+object at+記憶體地址”，而如果對該方法進行重寫，可以為其製作自定義的自我描述資訊。

## 2.1.1.2. \_\_ str\_\_()

直接列印對象的實現方法，\_\_ str\_\_是被print函數調用的。列印一個實例化對象時，列印的其實時一個對象的地址。而通過\_\_str\_\_()函數就可以幫助我們列印對象中具體的屬性值，或者你想得到的東西。

在Python中調用print()列印實例化對象時會調用\_\_str\_\_()。如果\_\_str\_\_()中有返回值，就會列印其中的返回值。

**class** **Cat**:

"""定義一個貓類"""

**def** **\_\_init\_\_**(self, new\_name**=** "湯姆", new\_age**=** 20):

"""在創建完對象之後 會自動調用, 它完成對象的初始化的功能"""

self**.**name **=** new\_name

self**.**age **=** new\_age *# 它是一個對象中的屬性,在對象中存儲,即只要這個對象還存在,那麼這個變數就可以使用*

*# num = 100 # 它是一個局部變數,當這個函數執行完之後,這個變數的空間就沒有了,因此其他方法不能使用這個變數*

**def** **\_\_str\_\_**(self):

"""返回一個對象的描述資訊"""

*# print(num)*

**return** "名字是:%s , 年齡是:%d" **%** (self**.**name, self**.**age)

*# 創建了一個對象*tom **=** Cat("湯姆", 30)print(tom)

輸出結果：

名字是:湯姆 , 年齡是:30

總結：當使用print輸出對象的時候，只要自己定義了\_\_str\_\_(self)方法，那麼就會列印從在這個方法中return的數據。\_\_str\_\_方法需要返回一個字串，當做這個對象的描寫。

## 2.1.1.3. \_\_repr\_\_和\_\_str\_\_區別

看下面的例子就明白了：

**class** **Test**(object):

**def** **\_\_init\_\_**(self, value**=**'hello, world!'):

self**.**data **=** value

**>>>** t **=** Test()**>>>** t**<**\_\_main\_\_**.**Test at 0x7fa91c307190**>>>>** print(t)**<**\_\_main\_\_**.**Test object at 0x7fa91c307190**>**

*# 看到了麼？上面列印類對象並不是很友好，顯示的是對象的記憶體地址# 下麵我們重構下該類的\_\_repr\_\_以及\_\_str\_\_，看看它們倆有啥區別*

*# 重構\_\_repr\_\_***class** **TestRepr**(Test):

**def** **\_\_repr\_\_**(self):

**return** 'TestRepr(%s)' **%** self**.**data

**>>>** tr **=** TestRepr()**>>>** tr 直接終端顯示，不print就是面向程式員TestRepr(hello, world!)**>>>** print(tr) print是面向程式員TestRepr(hello, world!)

*# 重構\_\_repr\_\_方法後，不管直接輸出對象還是通過print列印的資訊都按我們\_\_repr\_\_方法中定義的格式進行顯示了*

*# 重構\_\_str\_\_*calss TestStr(Test):

**def** **\_\_str\_\_**(self):

**return** '[Value: %s]' **%** self**.**data

**>>>** ts **=** TestStr()**>>>** ts**<**\_\_main\_\_**.**TestStr at 0x7fa91c314e50**>>>>** print(ts)[Value: hello, world!]

*# 你會發現，直接輸出對象ts時並沒有按我們\_\_str\_\_方法中定義的格式進行輸出，而用print輸出的資訊卻改變了*

\_\_repr\_\_和\_\_str\_\_這兩個方法都是用於顯示的，\_\_str\_\_是面向用戶的，而\_\_repr\_\_面向程式員。

* 列印操作會首先嘗試\_\_str\_\_和str內置函數(print運行的內部等價形式)，它通常應該返回一個友好的顯示。
* \_\_repr\_\_用於所有其他的環境中：用於交互模式下提示回應以及repr函數，如果沒有使用\_\_str\_\_，會使用print和str。它通常應該返回一個編碼字串，可以用來重新創建對象，或者給開發者詳細的顯示。

當我們想所有環境下都統一顯示的話，可以重構\_\_repr\_\_方法；當我們想在不同環境下支持不同的顯示，例如終端用戶顯示使用\_\_str\_\_，而程式員在開發期間則使用底層的\_\_repr\_\_來顯示，實際上\_\_str\_\_只是覆蓋了\_\_repr\_\_以得到更友好的用戶顯示。

### 2.1.2 集合、序列相關

\_\_len\_\_函數、\_\_getitem\_\_函數、\_\_setitem\_\_函數、\_\_delitem\_\_函數和\_\_contains\_\_函數：

## 2.1.2.1. \_\_ len\_\_函數

在Python中，如果你調用len()函數試圖獲取一個對象的長度，實際上，在len()函數內部，它自動去調用該對象的\_\_len\_\_()方法。

**class** **Students**():

**def** **\_\_init\_\_**(self, **\***args):

self**.**names **=** args

**def** **\_\_len\_\_**(self):

**return** len(self**.**names)

ss **=** Students('Bob', 'Alice', 'Tim')print(len(ss))

輸出結果：

3

## 2.1.2.2. \_\_getitem\_\_函數

Python的特殊方法\_\_getitem\_() 主要作用是可以讓對象實現迭代功能。我們通過一個實例來說明。

定義一個Sentence類，通過索引提取單詞。

**import** reRE\_WORD **=** re**.**compile(r'\w+')**class** **Sentence**:

**def** **\_\_init\_\_**(self, text):

self**.**text **=** text

self**.**words **=** RE\_WORD**.**findall(text) *# re.findall函數返回一個字串列表，裏面的元素是正則運算式的全部非重疊匹配*

**def** **\_\_getitem\_\_**(self, index):

**return** self**.**words[index]

**測試：**

**>>>** s **=** Sentence('The time has come')**>>>** **for** word **in** s:

print(word)

The

time

has

come**>>>** s[0]

'The'**>>>** s[1]

'time'

通過測試發現，示例 s 可以正常迭代。但是沒有定義**getitem**() 測試則會報錯，TypeError: '\*\*\*' object is not iterable。

**序列可以迭代：**

我們都知道序列是可以迭代，下麵具體說明原因。

解釋器需要迭代對象x時， 會自動調用iter(x)方法。內置的 iter(x) 方法有以下作用：

* 檢查對象是否實現了\_\_iter\_\_ 方法，如果實現了就調用它（也就是我們偶爾用到的特殊方法重載），獲取一個迭代器。
* 如果沒有實現iter()方法， 但是實現了 \_\_getitem\_\_方法，Python會創建一個迭代器，嘗試按順序（從索引0開始，可以看到我們剛才是通過s[0]取值）獲取元素。
* 如果嘗試失敗，Python拋出TypeError異常，通常會提示TypeError: '\*\*\*' object is not iterable。

任何Python序列都可迭代的原因是，他們都實現了\_\_getitem\_\_方法。其實，標準的序列也都實現了\_\_iter\_\_方法。

**注意：**從python3.4 開始，檢查對象x能否迭代，最準確的方法是： 調用iter(x)方法，如果不可迭代，在處理TypeError異常。這比使用isinstance(x,abc.Iterable)更準確，因為iter()方法會考慮到遺留的\_\_getitem\_\_()方法，而abc.Iterable類則不考慮。

凡是在類中定義了這個\_\_getitem\_\_ 方法，那麼它的實例對象（假定為p），可以像這樣p[key] 取值，當實例對象做p[key] 運算時，會調用類中的方法\_\_getitem\_\_。

一般如果想使用索引訪問元素時，就可以在類中定義這個方法（\_\_getitem\_\_(self, key) ），當實例對象通過[] 運算符取值時，會調用它的方法\_\_getitem\_\_。

**class** **DataBase**:

'''Python 3 中的類'''

**def** **\_\_init\_\_**(self, id, address):

'''初始化方法'''

self**.**id **=** id

self**.**address **=** address

self**.**d **=** {self**.**id: 1,

self**.**address: "192.168.10.10",

}

**def** **\_\_getitem\_\_**(self, key):

*# return self.\_\_dict\_\_.get(key, "100")*

**return** self**.**d**.**get(key, "default")

data **=** DataBase(1, "192.168.2.11")

print(data["hi"])

print(data[data**.**id])

輸出結果：

default1

或者

**class** **DataBase**:

'''Python 3 中的類'''

**def** **\_\_init\_\_**(self, id, address):

'''初始化方法'''

self**.**id **=** id

self**.**address **=** address

**def** **\_\_getitem\_\_**(self, key):

**return** self**.**\_\_dict\_\_**.**get(key, "100")

data **=** DataBase(1, "192.168.2.11")

print(data["hi"])

print(data["id"])

輸出結果是：

1001

還可以用在對象的迭代上

**class** **STgetitem**:

**def** **\_\_init\_\_**(self, text):

self**.**text **=** text

**def** **\_\_getitem\_\_**(self, index):

result **=** self**.**text[index]**.**upper()

**return** result

p **=** STgetitem("Python")

print(p[0])

print("------------------------")

**for** char **in** p:

print(char)

輸出結果是：

P**------------------------**PYTHON

## 2.1.2.3. \_\_ setitem\_\_函數

\_\_setitem\_\_(self,key,value)：該方法應該按一定的方式存儲和key相關的value。在設置類實例屬性時自動調用的。

*# -\*- coding:utf-8 -\*-*

**class** **A**:

**def** **\_\_init\_\_**(self):

self['B']**=**'BB'

self['D']**=**'DD'

**def** **\_\_setitem\_\_**(self,name,value):

print "\_\_setitem\_\_:Set %s Value %s" **%**(name,value)

**if** \_\_name\_\_**==**'\_\_main\_\_':

X**=**A()

輸出結果為：

\_\_setitem\_\_:Set B Value BB\_\_setitem\_\_:Set D Value DD

## 2.1.2.4. \_\_ delitem\_\_()

\_\_delitem\_\_(self,key):

這個方法在對對象的組成部分使用\_\_del\_\_語句的時候被調用，應刪除與key相關聯的值。同樣，僅當對象可變的時候，才需要實現這個方法。

**class** **Tag**:

**def** **\_\_init\_\_**(self):

self**.**change**=**{'python':'This is python',

'php':'PHP is a good language'}

**def** **\_\_getitem\_\_**(self, item):

print('調用getitem')

**return** self**.**change[item]

**def** **\_\_setitem\_\_**(self, key, value):

print('調用setitem')

self**.**change[key]**=**value

**def** **\_\_delitem\_\_**(self, key):

print('調用delitem')

**del** self**.**change[key]

a**=**Tag()

print(a['php'])

**del** a['php']

print(a**.**change)

輸出結果：

調用getitemPHP **is** a good language調用delitem{'python': 'This is python'}

## 2.1.2.5. \_\_contains\_\_函數

在Class裏添加\_\_contains\_\_(self,x)函數,可判斷我們輸入的數據是否在Class裏.參數x就是我們傳入的數據.

如下代碼:

**class** **Graph**():

**def** **\_\_init\_\_**(self):

self**.**items **=** {'a':1,'b':2,'c':3}

**def** **\_\_contains\_\_**(self,x): *# 判斷一個定點是否包含在裏面*

**return** x **in** self**.**items

a **=** Graph()

print('a' **in** a) *# 返回True*

print('d' **in** a) *# 返回False*

**>>** **True>>** **False**

**class** **Graph**():

**def** **\_\_init\_\_**(self):

self**.**items **=** {'a':1,'b':2,'c':3}

**def** **\_\_str\_\_**(self):

**return** '列印我幹嘛'

**def** **\_\_contains\_\_**(self,x): *# x參數接受的就是我們手動傳遞的數據*

**if** x**<**10 **and** x**>**0:

**return** **True**

**return** **False**

print(9 **in** Graph())

print(5 **in** Graph())

print(51 **in** Graph())

**>>** **True>>** **True>>** **False**

### 2.1.3 迭代相關

\_\_iter\_\_函數和\_\_next\_\_函數：

## \_\_ iter\_\_函數和\_\_next\_\_函數

迭代器就是重複地做一些事情，可以簡單的理解為迴圈，在python中實現了\_\_iter\_\_方法的對象是可迭代的，實現了next()方法的對象是迭代器，這樣說起來有點拗口，實際上要想讓一個迭代器工作，至少要實現\_\_iter\_\_方法和next方法。很多時候使用迭代器完成的工作使用列表也可以完成，但是如果有很多值列表就會佔用太多的記憶體，而且使用迭代器也讓我們的程式更加通用、優雅、pythonic。

如果一個類想被用於for ... in迴圈，類似list或tuple那樣，就必須實現一個\_\_iter\_\_()方法，該方法返回一個迭代對象，然後，Python的for迴圈就會不斷調用該迭代對象的next()方法拿到迴圈的下一個值，直到遇到StopIteration錯誤時退出迴圈。

**容器（container）：**

容器是用來儲存元素的一種數據結構，容器將所有數據保存在內存中，Python中典型的容器有：list，set，dict，str等等。

**class** **test**():

**def** **\_\_init\_\_**(self,data**=**1):

self**.**data **=** data

**def** **\_\_iter\_\_**(self):

**return** self

**def** **\_\_next\_\_**(self):

**if** self**.**data **>** 5:

**raise** **StopIteration**

**else**:

self**.**data**+=**1

**return** self**.**data

**for** item **in** test(3):

print(item)

輸出結果：

456

for … in… 這個語句其實做了兩件事。第一件事是獲得一個可迭代器，即調用了\_\_iter\_\_()函數。 第二件事是迴圈的過程，迴圈調用\_\_next\_\_()函數。

對於test這個類來說，它定義了\_\_iter\_\_和\_\_next\_\_函數，所以是一個可迭代的類，也可以說是一個可迭代的對象（Python中一切皆對象）。

**迭代器：**

含有\_\_next\_\_()函數的對象都是一個迭代器，所以test也可以說是一個迭代器。如果去掉\_\_itet\_\_()函數，test這個類也不會報錯。如下代碼所示：

**class** **test**():

**def** **\_\_init\_\_**(self,data**=**1):

self**.**data **=** data

**def** **\_\_next\_\_**(self):

**if** self**.**data **>** 5:

**raise** **StopIteration**

**else**:

self**.**data**+=**1

**return** self**.**data

t **=** test(3) **for** i **in** range(3):

print(t**.**\_\_next\_\_())

輸出結果：

456

**生成器：**

生成器是一種特殊的迭代器。當調用fib()函數時，生成器實例化並返回，這時並不會執行任何代碼，生成器處於空閒狀態，注意這裏prev, curr = 0, 1並未執行。然後這個生成器被包含在list()中，list會根據傳進來的參數生成一個列表，所以它對fib()對象(一切皆對象，函數也是對象)調用\_\_next\_\_方法。

**def** **fib**(end **=** 1000):

prev,curr**=**0,1

**while** curr **<** end:

**yield** curr

prev,curr**=**curr,curr**+**prev

print(list(fib()))

輸出結果：

[1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89, 144, 233, 377, 610, 987]

上面只是做了幾個演示，這裏具體說明一下:

當調用iter函數的時候，生成了一個迭代對象，要求\_\_iter\_\_必須返回一個實現了\_\_next\_\_的對象，我們就可以通過next函數訪問這個對象的下一個元素了，並且在你不想繼續有迭代的情況下拋出一個StopIteration的異常(for語句會捕獲這個異常，並且自動結束for)，下麵實現了一個自己的類似range函數的功能。

**class** **MyRange**(object):

**def** **\_\_init\_\_**(self, end):

self**.**start **=** 0

self**.**end **=** end

**def** **\_\_iter\_\_**(self):

**return** self

**def** **\_\_next\_\_**(self):

**if** self**.**start **<** self**.**end:

ret **=** self**.**start

self**.**start **+=** 1

**return** ret

**else**:

**raise** **StopIteration**

**from** collections.abc **import** **\***

a **=** MyRange(5)

print(isinstance(a, Iterable))

print(isinstance(a, Iterator))

**for** i **in** a:

print(i)

輸出結果是：

**TrueTrue**01234

接下來我們使用next函數模擬一次：

**class** **MyRange**(object):

**def** **\_\_init\_\_**(self, end):

self**.**start **=** 0

self**.**end **=** end

**def** **\_\_iter\_\_**(self):

**return** self

**def** **\_\_next\_\_**(self):

**if** self**.**start **<** self**.**end:

ret **=** self**.**start

self**.**start **+=** 1

**return** ret

**else**:

**raise** **StopIteration**

a **=** MyRange(5)

print(next(a))

print(next(a))

print(next(a))

print(next(a))

print(next(a))

print(next(a)) *# 其實到這裏已經完成了，我們在運行一次查看異常*

可以看見一個很明顯的好處是，每次產生的數據，是產生一個用一個，什麼意思呢，比如我要遍曆[0, 1, 2, 3.....]一直到10億，如果使用列表的方式，那麼是會全部載入記憶體的，但是如果使用迭代器，可以看見，當用到了(也就是在調用了next)才會產生對應的數字，這樣就可以節約記憶體了，這是一種懶惰的加載方式。

## 總結

1. 可以使用collection.abs裏面的Iterator和Iterable配合isinstance函數來判斷一個對象是否是可迭代的，是否是迭代器對象。
2. iter實際是映射到了\_\_iter\_\_函數。
3. 只要實現了\_\_iter\_\_的對象就是可迭代對象(Iterable)，正常情況下，應該返回一個實現了\_\_next\_\_的對象(雖然這個要求不強制)，如果自己實現了\_\_next\_\_，當然也可以返回自己。
4. 同時實現了\_\_iter\_\_和\_\_next\_\_的是迭代器(Iterator)，當然也是一個可迭代對象了，其中\_\_next\_\_應該在迭代完成後，拋出一個StopIteration異常。
5. for語句會自動處理這個StopIteration異常以便結束for迴圈。

### 2.1.4 可調用

\_\_call\_\_函數：

### \_\_ call\_\_函數

該方法的功能類似於在類中重載 () 運算符，使得類實例對象可以像調用普通函數那樣，以“對象名()”的形式使用。**作用：**為了將**類的實例對象**變為可調用對象。

**class** **CLanguage**:

*# 定義\_\_call\_\_方法*

**def** **\_\_call\_\_**(self,name,add):

print("調用\_\_call\_\_()方法",name,add)

clangs **=** CLanguage()clangs("C語言中文網","http://c.biancheng.net")

程式執行結果為：

調用\_\_call\_\_()方法 C語言中文網 http:**//**c**.**biancheng**.**net

可以看到，通過在 CLanguage 類中實現 \_\_call\_\_() 方法，使的 clangs 實例對象變為了可調用對象。

Python 中，凡是可以將 () 直接應用到自身並執行，都稱為可調用對象。可調用對象包括自定義的函數、Python 內置函數以及本節所講的類實例對象。

對於可調用對象，實際上“名稱()”可以理解為是“名稱.\_\_call\_\_()”的簡寫。仍以上面程式中定義的 clangs 實例對象為例，其最後一行代碼還可以改寫為如下形式：

clangs**.**\_\_call\_\_("C語言中文網","http://c.biancheng.net")

運行程式會發現，其運行結果和之前完全相同。

用 \_\_call\_\_() 彌補 hasattr() 函數的短板：hasattr() 函數的用法，該函數的功能是查找類的實例對象中是否包含指定名稱的屬性或者方法，但該函數有一個缺陷，即它無法判斷該指定的名稱，到底是類屬性還是類方法。

要解決這個問題，我們可以借助可調用對象的概念。要知道，類實例對象包含的方法，其實也屬於可調用對象，但類屬性卻不是。舉個例子：

**class** **CLanguage**:

**def** **\_\_init\_\_** (self):

self**.**name **=** "C語言中文網"

self**.**add **=** "http://c.biancheng.net"

**def** **say**(self):

print("我正在學Python")clangs **=** CLanguage()**if** hasattr(clangs,"name"):

print(hasattr(clangs**.**name,"\_\_call\_\_"))print("\*\*\*\*\*\*\*\*\*\*")**if** hasattr(clangs,"say"):

print(hasattr(clangs**.**say,"\_\_call\_\_"))

程式執行結果為：

**False\*\*\*\*\*\*\*\*\*\*True**

可以看到，由於 name 是類屬性，它沒有以 \_\_call\_\_ 為名的 \_\_call\_\_() 方法；而 say 是類方法，它是可調用對象，因此它有 \_\_call\_\_() 方法。

### 其他實例

1. 函數本身可以被調用：

def func():

pass

print(callable(func))

輸出結果：

**True**

2. 類本身可以被調用，主要用作生成實例化對象：

**class** **Fun**:

**def** **\_\_init\_\_**(self):

**pass**

print(callable(Fun))

輸出結果：

**True**

3. 類的實例化對象無法被調用：

**class** **Fun**:

**def** **\_\_init\_\_**(self):

**pass**

a **=** Fun()

print(callable(a))

輸出結果：

**False**

4. 通過增加\_\_call\_\_()函數，將類實例化對象變為可調用：

**class** **Fun**:

**def** **\_\_init\_\_**(self):

**pass**

**def** **\_\_call\_\_**(self, **\***args, **\*\***kwargs):

**pass**

a **=** Fun()print(callable(a))

輸出結果：

**True**

### 2.1.5 with上下文管理器

\_\_enter\_\_函數和\_\_exit\_\_函數：

### \_\_exit\_\_函數，\_\_enter\_\_函數

\_\_exit\_\_和\_\_enter\_\_函數是與with語句的組合應用的，用於上下文管理。

**1.\_\_enter(self)\_\_：**

負責返回一個值，該返回值將賦值給as子句後面的var\_name，通常返回對象自己，即“self”。函數優先於with後面的“代碼塊”(statements1,statements2,……)被執行。

**2.\_\_exit\_\_(self, exc\_type, exc\_val, exc\_tb)：**

**with** xxx **as** var\_name：

*# 代碼塊開始*

statements1

statements2

……

*# 代碼塊結束*

*# 代碼快後面的語句*statements after code block

執行完with後面的代碼塊後自動調用該函數。with語句後面的“代碼塊”中有異常(不包括因調用某函數,由被調用函數內部拋出的異常) ，會把異常類型，異常值，異常跟蹤資訊分別賦值給函數參數exc\_type, exc\_val, exc\_tb，沒有異常的情況下，exc\_type, exc\_val, exc\_tb值都為None。另外，如果該函數返回True、1類值的Boolean真值，那麼將忽略“代碼塊”中的異常，停止執行“代碼塊”中剩餘語句，但是會繼續執行“代碼塊”後面的語句；如果函數返回類似0，False類的Boolean假值、或者沒返回值，將拋出“代碼塊”中的異常，那麼在沒有捕獲異常的情況下，中斷“代碼塊”及“代碼塊”之後語句的執行。

**代碼：**

**class** **User**(object):

**def** **\_\_init\_\_**(self, username, password):

self**.**\_username **=** username

self**.**\_password **=** password

@property

**def** **username**(self):

**return** self**.**\_username

@username**.**setter

**def** **username**(self, username):

self**.**\_username **=** username

@property

**def** **password**(self):

**return** self**.**\_password

@password**.**setter

**def** **password**(self, password):

self**.**\_password **=** password

**def** **\_\_enter\_\_**(self):

print('before：auto do something before statements body of with executed')

**return** self

**def** **\_\_exit\_\_**(self, exc\_type, exc\_val, exc\_tb):

print('after：auto do something after statements body of with executed')

**if** \_\_name\_\_ **==** '\_\_main\_\_':

boy **=** User('faker', 'faker2021')

print(boy**.**password)

print("上下文管理器with語句：")

**with** User('faker', 'faker2021') **as** user:

print(user**.**password)

print('---------end-----------')

輸出結果：

faker2021

上下文管理器with語句：

before：auto do something before statements body of **with** executed

faker2021

after：auto do something after statements body of **with** executed

**---------**end**-----------**

**更改上述部分代碼如下，繼續運行：**

**class** **User**(object):

**def** **\_\_init\_\_**(self, username, password):

self**.**\_username **=** username

self**.**\_password **=** password

@property

**def** **username**(self):

**return** self**.**\_username

@username**.**setter

**def** **username**(self, username):

self**.**\_username **=** username

@property

**def** **password**(self):

**return** self**.**\_password

@password**.**setter

**def** **password**(self, password):

self**.**\_password **=** password

**def** **\_\_enter\_\_**(self):

print('before：auto do something before statements body of with executed')

**return** self

**def** **\_\_exit\_\_**(self, exc\_type, exc\_val, exc\_tb):

print('auto do something after statements body of with executed')

print('exc\_type:', exc\_type)

print('exc\_val:', exc\_val)

print('exc\_tb:', exc\_tb)

**return** **False**

**if** \_\_name\_\_ **==** '\_\_main\_\_':

boy **=** User('faker', 'faker2021')

print(boy**.**password)

print("上下文管理器with語句：")

**with** User('faker', 'faker2021') **as** user:

print(user**.**password)

12**/**0

print('after execption')

print('---------end-----------')

輸出結果：

Traceback (most recent call last):

faker2021

File "/code/0.py", line 42, **in** **<**module**>**

上下文管理器with語句：

12**/**0

before：auto do something before statements body of **with** executed

**ZeroDivisionError**: division by zero

faker2021

auto do something after statements body of **with** executed

exc\_type: **<class** '**ZeroDivisionError**'>

exc\_val: division by zero

exc\_tb: **<**traceback object at 0x0000015F4A62AD48**>**

**在上述的基礎上繼續修改代碼，將\_\_exit\_\_的返回值設置為True：**

**def** **\_\_exit\_\_**(self, exc\_type, exc\_val, exc\_tb):

print('auto do something after statements body of with executed')

print('exc\_type:', exc\_type)

print('exc\_val:', exc\_val)

print('exc\_tb:', exc\_tb)

**return** **True**

輸出結果：

faker2021

上下文管理器with語句：

before：auto do something before statements body of **with** executed

faker2021

auto do something after statements body of **with** executed

exc\_type: **<class** '**ZeroDivisionError**'>

exc\_val: division by zero

exc\_tb: **<**traceback object at 0x0000021DBDD3AD48**>**

**---------**end**-----------**

注意：

1、拋異常後，代碼塊中剩餘的語句沒有再繼續運行

2、如果在上述的基礎上，把代碼中的 12/0剪切後放到password(self)中 ，拋出異常的異常資訊也會傳遞給\_\_exit\_\_函數的。

@property**def** **password**(self):

12**/**0

**return** self**.**\_password

**if** \_\_name\_\_ **==** '\_\_main\_\_':

print("上下文管理器with語句：")

**with** User('faker', 'faker2021') **as** user:

print(user**.**password)

print('---------end-----------')

輸出結果：

上下文管理器with語句：

before：auto do something before statements body of **with** executed

auto do something after statements body of **with** executed

exc\_type: **<class** '**ZeroDivisionError**'>

exc\_val: division by zero

exc\_tb: **<**traceback object at 0x000001614FFFAF88**>**

**---------**end**-----------**

### 2.1.6 數值轉換

\_\_abs\_\_函數、\_\_bool\_\_函數、\_\_int\_\_函數、\_\_float\_\_函數、\_\_hash\_\_函數和\_\_index\_\_函數：

### 2.1.7 元類相關

\_\_new\_\_函數和\_\_init\_\_函數：

## 2.1.7.1. \_\_ new\_\_函數

\_\_new\_\_() 是一種負責創建類實例的靜態方法，它無需使用 staticmethod 裝飾器修飾，且該方法會優先 \_\_init\_\_() 初始化方法被調用。

一般情況下，覆寫 \_\_new\_\_() 的實現將會使用合適的參數調用其超類的 super().\_\_new\_\_()，並在返回之前修改實例。例如：

**class** **demoClass**:

instances\_created **=** 0

**def** **\_\_new\_\_**(cls,**\***args,**\*\***kwargs):

print("\_\_new\_\_():",cls,args,kwargs)

instance **=** super()**.**\_\_new\_\_(cls)

instance**.**number **=** cls**.**instances\_created

cls**.**instances\_created **+=** 1

**return** instance

**def** **\_\_init\_\_**(self,attribute):

print("\_\_init\_\_():",self,attribute)

self**.**attribute **=** attributetest1 **=** demoClass("abc")test2 **=** demoClass("xyz")print(test1**.**number,test1**.**instances\_created)print(test2**.**number,test2**.**instances\_created)

輸出結果：

\_\_new\_\_(): **<class** '**\_\_main\_\_.**demoClass'> ('abc',) {}\_\_init\_\_(): **<**\_\_main\_\_**.**demoClass object at 0x0000025650FACF28**>** abc\_\_new\_\_(): **<class** '**\_\_main\_\_.**demoClass'> ('xyz',) {}\_\_init\_\_(): **<**\_\_main\_\_**.**demoClass object at 0x000002565FFC4CF8**>** xyz0 21 2

\_\_new\_\_() 通常會返回該類的一個實例，但有時也可能會返回其他類的實例，如果發生了這種情況，則會跳過對 \_\_init\_\_() 方法的調用。而在某些情況下（比如需要修改不可變類實例（Python 的某些內置類型）的創建行為），利用這一點會事半功倍。比如：

**class** **nonZero**(int):

**def** **\_\_new\_\_**(cls,value):

**return** super()**.**\_\_new\_\_(cls,value) **if** value **!=** 0 **else** **None**

**def** **\_\_init\_\_**(self,skipped\_value):

*#此例中會跳過此方法*

print("\_\_init\_\_()")

super()**.**\_\_init\_\_()

print(type(nonZero(**-**12)))

print(type(nonZero(0)))

輸出結果：

\_\_init\_\_()**<class** '**\_\_main\_\_.**nonZero'>**<class** '**NoneType**'>

那麼，什麼情況下使用 \_\_new\_\_() 呢？答案很簡單，在 \_\_init\_\_() 不夠用的時候。

例如，前面例子中對 Python 不可變的內置類型（如 int、str、float 等）進行了子類化，這是因為一旦創建了這樣不可變的對象實例，就無法在 \_\_init\_\_() 方法中對其進行修改。

有些讀者可能會認為，\_\_new\_\_() 對執行重要的對象初始化很有用，如果用戶忘記使用 super()，可能會漏掉這一初始化。雖然這聽上去很合理，但有一個主要的缺點，即如果使用這樣的方法，那麼即便初始化過程已經是預期的行為，程式員明確跳過初始化步驟也會變得更加困難。不僅如此，它還破壞了“\_\_init\_\_() 中執行所有初始化工作”的潛規則。

注意，由於 \_\_new\_\_() 不限於返回同一個類的實例，所以很容易被濫用，不負責任地使用這種方法可能會對代碼有害，所以要謹慎使用。一般來說，對於特定問題，最好搜索其他可用的解決方案，最好不要影響對象的創建過程，使其違背程式員的預期。比如說，前面提到的覆寫不可變類型初始化的例子，完全可以用工廠方法（一種設計模式）來替代。

## 2.1.7.2. \_\_ init\_\_()

**所有類的超類object**，有一個默認包含pass的\_\_ init \_\_()實現，這個函數會在對象初始化的時候調用，我們可以選擇實現，也可以選擇不實現，一般建議是實現的，不實現對象屬性就不會被初始化。

**\_\_init\_\_() 方法可以包含多個參數，但必須包含一個名為 self 的參數，且必須作為第一個參數。**也就是說，類的構造方法最少也要有一個 self 參數，僅包含 self 參數的 \_\_init\_\_() 構造方法，又稱為類的默認構造方法。例如，仍以 TheFirstDemo 類為例，添加構造方法的代碼如下所示：

**class** **TheFirstDemo**:

'''這是一個學習Python定義的第一個類'''

*# 構造方法*

**def** **\_\_init\_\_**(self):

print("調用構造方法")

*# 下麵定義了一個類屬性*

add **=** 'http://c.biancheng.net'

*# 下麵定義了一個say方法*

**def** **say**(self, content):

print(content)

**if** \_\_name\_\_ **==** "\_\_main\_\_":

result **=** TheFirstDemo()

輸出結果：

調用構造方法

在創建 result 這個對象時，隱式調用了我們手動創建的 \_\_init\_\_() 構造方法。

不僅如此，在 \_\_init\_\_() 構造方法中，除了 self 參數外，還可以自定義一些參數，參數之間使用逗號“,”進行分割。例如，下麵的代碼在創建 \_\_init\_\_() 方法時，額外指定了 2 個參數：

**class** **CLanguage**:

'''這是一個學習Python定義的一個類'''

**def** **\_\_init\_\_**(self,name,add):

print(name,"的網址為:",add)

*#創建 add 對象，並傳遞參數給構造函數*

add **=** CLanguage("C語言中文網","http://c.biancheng.net")

輸出結果：

C語言中文網 的網址為: http:**//**c**.**biancheng**.**net

可以看到，雖然構造方法中有 self、name、add 3 個參數，但實際需要傳參的僅有 name 和 add，也就是說，self 不需要手動傳遞參數。

### 2.1.8 屬性相關

\_\_getattr\_\_函數、\_\_setattr\_\_函數、\_\_getattribute\_\_函數、\_\_setattribute\_\_函數和\_\_dir\_\_函數：

### 2.1.8.1. \_\_ getattr\_\_函數

當我們訪問一個不存在的屬性的時候，會拋出異常，提示我們不存在這個屬性。而這個異常就是\_\_getattr\_\_方法拋出的，其原因在於他是訪問一個不存在的屬性的最後落腳點，作為異常拋出的地方提示出錯再適合不過了。

看例子，我們找一個存在的屬性和不存在的屬性：

**class** **A**(object):

**def** **\_\_init\_\_**(self, value):

self**.**value **=** value

**def** **\_\_getattr\_\_**(self, item):

print("into \_\_getattr\_\_")

**return** "can not find"

a **=** A(10)

print(a**.**value)*# 10*

print(a**.**name)*# into \_\_getattr\_\_# can not find*

輸出結果：

10

into \_\_getattr\_\_can **not** find

### 2.1.8.2. \_\_ setattr\_\_函數

在類中對屬性進行賦值操作時，python會自動調用\_\_setattr\_\_()函數，來實現對屬性的賦值。但是重寫\_\_setattr\_\_()函數時要注意防止無限遞歸的情況出現，一般解決辦法有兩種，一是用通過super()調用\_\_setatrr\_\_()函數，二是利用字典操作對相應鍵直接賦值。

簡單的說，\_\_setattr\_\_()在屬性賦值時被調用，並且將值存儲到實例字典中，這個字典應該是self的\_\_dict\_\_屬性。即：**在類實例的每個屬性進行賦值時，都會首先調用\_\_setattr\_\_()方法，並在\_\_setattr\_\_()方法中將屬性名和屬性值添加到類實例的\_\_dict\_\_屬性中**。

**實例屬性管理\_\_dict\_\_：**

下麵的測試代碼中定義了三個實例屬性，每個實例屬性註冊後都print()此時的\_\_dict\_\_，代碼如下：

**class** **AnotherFun**:

**def** **\_\_init\_\_**(self):

self**.**name **=** "Liu"

print(self**.**\_\_dict\_\_)

self**.**age **=** 12

print(self**.**\_\_dict\_\_)

self**.**male **=** **True**

print(self**.**\_\_dict\_\_)another\_fun **=** AnotherFun()

得到的結果顯示出，每次實例屬性賦值時，都會將屬性名和對應值存儲到\_\_dict\_\_字典中：

{'name': 'Liu'}{'name': 'Liu', 'age': 12}{'name': 'Liu', 'age': 12, 'male': **True**}

**\_\_setattr\_\_()與\_\_dict\_\_：**

由於每次類實例進行屬性賦值時都會調用\_\_setattr\_\_()，所以可以重載\_\_setattr\_\_()方法，來動態的觀察每次實例屬性賦值時\_\_dict\_\_()的變化。下麵的Fun類重載了\_\_setattr\_\_()方法，並且將實例的屬性和屬性值作為\_\_dict\_\_的鍵-值對：

**class** **Fun**:

**def** **\_\_init\_\_**(self):

self**.**name **=** "Liu"

self**.**age **=** 12

self**.**male **=** **True**

**def** **\_\_setattr\_\_**(self, key, value):

print("\*"**\***50)

print("setting:{}, with:{}"**.**format(key, value))

print("current \_\_dict\_\_ : {}"**.**format(self**.**\_\_dict\_\_))

*# 屬性註冊*

self**.**\_\_dict\_\_[key] **=** valuefun **=** Fun()

通過在\_\_setattr\_\_()中將屬性名作為key，並將屬性值作為value，添加到了\_\_dict\_\_中，得到的結果如下：

**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***setting:name, **with**:Liucurrent \_\_dict\_\_ : {}**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***setting:age, **with**:12current \_\_dict\_\_ : {'name': 'Liu'}**\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\***setting:male, **with**:**True**current \_\_dict\_\_ : {'name': 'Liu', 'age': 12}

可以看出，\_\_init\_\_()中三個屬性賦值時，每次都會調用一次\_\_setattr\_\_()函數。

**重載\_\_setattr\_\_()必須謹慎：**

由於\_\_setattr\_\_()負責在\_\_dict\_\_中對屬性進行註冊，所以自己在重載時必須進行屬性註冊過程，下麵是\_\_setattr\_\_()不進行屬性註冊的例子：

**class** **NotFun**:

**def** **\_\_init\_\_**(self):

self**.**name **=** "Liu"

self**.**age **=** 12

self**.**male **=** **True**

**def** **\_\_setattr\_\_**(self, key, value):

**pass**not\_fun **=** NotFun()

print(not\_fun**.**name)

由於\_\_setattr\_\_中並沒有將屬性註冊到\_\_dict\_\_中，所以not\_fun對象並沒有name屬性，因此最後的print（not\_fun.name）會報出屬性不存在的錯誤：

**AttributeError** Traceback (most recent call last)**<**ipython**-**input**-**21**-**6158d7aaef71**>** **in** **<**module**>**()

8 **pass**

9 not\_fun **=** NotFun()**--->** 10

print(not\_fun**.**name)

**AttributeError**: 'NotFun' object has no attribute 'name'

所以，重載\_\_setattr\_\_時必須要考慮是否在\_\_dict\_\_中進行屬性註冊。

**總結：**Python的實例屬性的定義、獲取和管理可以通過\_\_setattr\_\_()和\_\_dict\_\_配合進行，當然還有對應的\_\_getattr\_\_()方法，如上文所示。\_\_setattr\_\_()方法在類的屬性賦值時被調用，並通常需要把屬性名和屬性值存儲到self的\_\_dict\_\_字典中。

### 2.1.8.3. \_\_ getattribute\_\_函數

首先理解\_\_getattribute\_\_的用法，先看代碼：

**class** **Tree**(object):

**def** **\_\_init\_\_**(self,name):

self**.**name **=** name

self**.**cate **=** "plant"

**def** **\_\_getattribute\_\_**(self,obj):

print("哈哈")

**return** object**.**\_\_getattribute\_\_(self,obj)

aa **=** Tree("大樹")

print(aa**.**name)

執行結果是：

哈哈大樹

為什麼會這個結果呢？

\_\_getattribute\_\_是屬性訪問攔截器，就是當這個類的屬性被訪問時，會自動調用類的\_\_getattribute\_\_方法。即在上面代碼中，當我調用實例對象aa的name屬性時，不會直接列印，而是把name的值作為實參傳進\_\_getattribute\_\_方法中（參數obj是我隨便定義的，可任意起名），經過一系列操作後，再把name的值返回。Python中只要定義了繼承object的類，就默認存在屬性攔截器，只不過是攔截後沒有進行任何操作，而是直接返回。所以我們可以自己改寫\_\_getattribute\_\_方法來實現相關功能，比如查看許可權、列印log日誌等。如下代碼，簡單理解即可：

**class** **Tree**(object):

**def** **\_\_init\_\_**(self,name):

self**.**name **=** name

self**.**cate **=** "plant"

**def** **\_\_getattribute\_\_**(self,**\***args,**\*\***kwargs):

**if** args[0] **==** "大樹"

print("log 大樹")

**return** "我愛大樹"

**else**:

**return** object**.**\_\_getattribute\_\_(self,**\***args,**\*\***kwargs)

aa **=** Tree("大樹")

print(aa**.**name)

print(aa**.**cate)

結果是：

log 大樹我愛大樹plant

**另外，注意注意：**

初學者用\_\_getattribute\_\_方法時，容易栽進這個坑，什麼坑呢，直接看代碼：

**class** **Tree**(object):

**def** **\_\_init\_\_**(self,name):

self**.**name **=** name

self**.**cate **=** "plant"

**def** **\_\_getattribute\_\_**(self,obj):

**if** obj**.**endswith("e"):

**return** object**.**\_\_getattribute\_\_(self,obj)

**else**:

**return** self**.**call\_wind()

**def** **call\_wind**(self):

**return** "樹大招風"aa **=** Tree("大樹")

print(aa**.**name)*#因為name是以e結尾，所以返回的還是name，所以列印出"大樹"*

print(aa**.**wind)*#這個代碼中因為wind不是以e結尾，#所以返回self.call\_wind的結果,列印的是"樹大招風"*

**上面的解釋正確嗎？**

先說結果，關於print(aa.name)的解釋是正確的，但關於print(aa.wind)的解釋不對，為什麼呢？我們來分析一下，執行aa.wind時，先調用\_\_getattribute\_\_方法，經過判斷後，它返回的是self.call\_wind()，即self.call\_wind的執行結果，但當去調用aa這個對象的call\_wind屬性時，前提是又要去調用\_\_getattribute\_\_方法，反反復複，沒完沒了，形成了遞歸調用且沒有退出機制，最終程式就掛了！

### 2.1.8.4. \_\_dir\_\_函數

dir() 函數，通過此函數可以某個對象擁有的所有的屬性名和方法名，該函數會返回一個包含有所有屬性名和方法名的有序列表。

舉個例子：

**class** **CLanguage**:

**def** **\_\_init\_\_** (self,):

self**.**name **=** "C語言中文網"

self**.**add **=** "http://c.biancheng.net"

**def** **say**():

**pass**clangs **=** CLanguage()

print(dir(clangs))

程式運行結果為：

['\_\_class\_\_', '\_\_delattr\_\_', '\_\_dict\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_le\_\_', '\_\_lt\_\_', '\_\_module\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_setattr\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', '\_\_weakref\_\_', 'add', 'name', 'say']

注意，通過 dir() 函數，不僅僅輸出本類中新添加的屬性名和方法（最後 3 個），還會輸出從父類（這裏為 object 類）繼承得到的屬性名和方法名。

值得一提的是，dir() 函數的內部實現，其實是在調用參數對象 \_\_dir\_\_() 方法的基礎上，對該方法返回的屬性名和方法名做了排序。

所以，除了使用 dir() 函數，我們完全可以自行調用該對象具有的 \_\_dir\_\_() 方法：

**class** **CLanguage**:

**def** **\_\_init\_\_** (self,):

self**.**name **=** "C語言中文網"

self**.**add **=** "http://c.biancheng.net"

**def** **say**():

**pass**

clangs **=** CLanguage()

print(clangs**.**\_\_dir\_\_())

程式運行結果為：

['name', 'add', '\_\_module\_\_', '\_\_init\_\_', 'say', '\_\_dict\_\_', '\_\_weakref\_\_', '\_\_doc\_\_', '\_\_repr\_\_', '\_\_hash\_\_', '\_\_str\_\_', '\_\_getattribute\_\_', '\_\_setattr\_\_', '\_\_delattr\_\_', '\_\_lt\_\_', '\_\_le\_\_', '\_\_eq\_\_', '\_\_ne\_\_', '\_\_gt\_\_', '\_\_ge\_\_', '\_\_new\_\_', '\_\_reduce\_ex\_\_', '\_\_reduce\_\_', '\_\_subclasshook\_\_', '\_\_init\_subclass\_\_', '\_\_format\_\_', '\_\_sizeof\_\_', '\_\_dir\_\_', '\_\_class\_\_']

顯然，使用 \_\_dir\_\_() 方法和 dir() 函數輸出的數據是相同，僅僅順序不同。

### 2.1.9 屬性描述符

\_\_get\_\_函數、\_\_set\_\_函數和\_\_delete\_函數：

## \_get\_\_函數、\_\_set\_\_函數和\_\_delete\_函數

\_\_get\_\_函數、\_\_set\_\_函數和\_\_delete\_函數是描述符。

一般來說,描述符是帶有“綁定行為”的對象屬性,它的屬性訪問已經被描述符協議中的方法覆蓋了.這些方法是\_\_get\_\_(),\_\_set\_\_(),和\_\_delete\_\_()。如果一個對象定義了這些方法中的任何一個,它就是一個描述符。

默認的屬相訪問是從對象的字典中 get, set, 或者 delete 屬性,；例如a.x的查找順序是: a.x -> a.\_\_dict\_\_['x'] -> type(a).\_\_dict\_\_['x'] -> type(a)的基類(不包括元類),如果查找的值是對象定義的描述方法之一,python可能會調用描述符方法來重載默認行為,發生在這個查找環節的哪里取決於定義了哪些描述符方法。

注意,只有在新式類中描述符才會起作用(新式類繼承type或者object class)。描述符是強有力的通用協議,屬性、方法、靜態方法、類方法和super()背後使用的就是這個機制,描述符簡化了底層的c代碼,並為Python編程提供了一組靈活的新工具

### 2.1.9.1. 那描述符是什麼？

描述符本質就是一個新式類,在這個新式類中,至少實現了\_\_get\_\_(),\_\_set\_\_(),\_\_delete\_\_()中的一個,這也被稱為描述符協議。

\_\_get\_\_():調用一個屬性時,觸發

\_\_set\_\_():為一個屬性賦值時,觸發

\_\_delete\_\_():採用del刪除屬性時,觸發

**class** **Foo**: *#在python3中Foo是新式類,它實現了三種方法,這個類就被稱作一個描述符*

**def** **\_\_get\_\_**(self, instance, owner):

**pass**

**def** **\_\_set\_\_**(self, instance, value):

**pass**

**def** **\_\_delete\_\_**(self, instance):

**pass**

### 2.1.9.2. 描述符是幹什麼的？

描述符的作用是用來代理另外一個類的屬性的(必須把描述符定義成這個類的類屬性，不能定義到構造函數中)。

**class** **Foo**:

**def** **\_\_get\_\_**(self, instance, owner):

print('觸發get')

**def** **\_\_set\_\_**(self, instance, value):

print('觸發set')

**def** **\_\_delete\_\_**(self, instance):

print('觸發delete')

*#包含這三個方法的新式類稱為描述符,由這個類產生的實例進行屬性的調用/賦值/刪除,並不會觸發這三個方法*f1**=**Foo()f1**.**name**=**'egon'f1**.**name**del** f1**.**name

*#描述符Str# 該描述符的作用是為另外一個類的類屬性進行服務,另外一個類就是描述符的對象***class** **Str**:

**def** **\_\_get\_\_**(self, instance, owner):

print('Str調用')

print(instance, owner)

**def** **\_\_set\_\_**(self, instance, value):

print('Str設置...')

print(instance,value)

**def** **\_\_delete\_\_**(self, instance):

print('Str刪除...')

print(instance)

**class** **People**:

name **=** Str() *# name 屬性被代理,將這個類作用於另外一個類的屬性來使用*

**def** **\_\_init\_\_**(self,name): *#name被Str類代理*

self**.**name **=** name

p1 **=** People('long')

*# 描述符Str的使用*p1**.**namep1**.**name **=** 'sss'**del** p1**.**name

print(p1**.**\_\_dict\_\_)

print(People**.**\_\_dict\_\_)

'''

結果：

Str設置...

<\_\_main\_\_.People object at 0x000001E6CA585C88> long

Str調用

<\_\_main\_\_.People object at 0x000001E6CA585C88> <class '\_\_main\_\_.People'>

Str設置...

<\_\_main\_\_.People object at 0x000001E6CA585C88> sss

Str刪除...

<\_\_main\_\_.People object at 0x000001E6CA585C88>

{}

{'\_\_module\_\_': '\_\_main\_\_', 'name': <\_\_main\_\_.Str object at 0x000001E6CA585BE0>, '\_\_init\_\_': <function People.\_\_init\_\_ at 0x000001E6CA584048>, '\_\_dict\_\_': <attribute '\_\_dict\_\_' of 'People' objects>, '\_\_weakref\_\_': <attribute '\_\_weakref\_\_' of 'People' objects>, '\_\_doc\_\_': None}

'''

### 2.1.9.3. 描述符的種類：兩種。

### 2.1.9.3.1 數據描述符:至少實現了\_\_get\_\_()和\_\_set\_\_()

**class** **Foo**:

**def** **\_\_set\_\_**(self, instance, value):

print('set')

**def** **\_\_get\_\_**(self, instance, owner):

print('get')

### 2.1.9.3.2 非數據描述符:沒有實現\_\_set\_\_()

class Foo:

def \_\_get\_\_(self, instance, owner):

print('get')

### 2.1.9.4. 注意事項

1. 描述符本身應該定義成新式類,被代理的類也應該是新式類。
2. 必須把描述符定義成這個類的類屬性，不能為定義到構造函數中。
3. 要嚴格遵循該優先順序,優先順序由高到底分別是。

* 1.類屬性
* 2.數據描述符
* 3.實例屬性
* 4.非數據描述符
* 5.找不到的屬性觸發\_\_getattr\_\_()

### 2.1.9.5. 描述符使用

眾所周知，python是弱類型語言，即參數的賦值沒有類型限制，下麵我們通過描述符機制來實現類型限制功能。

*#描述符***class** **Typed**:

**def** **\_\_init\_\_**(self,key):

self**.**key **=** key

**def** **\_\_get\_\_**(self, instance, owner):

print('get方法')

*# print('instance參數：%s'%instance) # People object*

*# print('owner參數：%s'%owner)*

**return** instance**.**\_\_dict\_\_[self**.**key]

**def** **\_\_set\_\_**(self, instance, value):

*# 代理的好處:可以對傳進來的值進行下一步判斷*

print('set方法')

*# print('instance參數：%s'%instance) # People Object*

*# print('value參數：%s'%value)*

**if** **not** isinstance(value,str):

**raise** **TypeError**('你傳入的值不是字元類型')

instance**.**\_\_dict\_\_[self**.**key] **=** value

**def** **\_\_delete\_\_**(self, instance):

print('delete方法')

*# print('instance參數：%s'%instance) # People object*

instance**.**\_\_dict\_\_**.**pop(self**.**key)

**class** **People**:

name **=** Typed('name') *# 代理類*

**def** **\_\_init\_\_**(self,name,age,salary):

self**.**name **=** name

self**.**age **=** age

self**.**salary **=** salary

p1 **=** People('asd',18,330) *# (數據描述符>實例)創建實例時，觸發\_\_set\_\_*

print(p1**.**\_\_dict\_\_)

print('-----------------')

p1**.**name **=** 'log'

print(p1**.**\_\_dict\_\_)

print('------------------')

name **=** p1**.**name

print(name)

print('------------------')

**del** p1**.**name

print(p1**.**\_\_dict\_\_)

'''

結果：

set方法

{'name': 'asd', 'age': 18, 'salary': 330}

set方法

{'name': 'log', 'age': 18, 'salary': 330}

get方法

Log

delete方法

{'age': 18, 'salary': 330}

'''

*# -------------如果傳入的name不是字串類型-----------------*

p2 **=** People(321,18,330)

'''Traceback (most recent call last):

set方法

File "F:/Python3/老男孩/面向對象/day4/描述符應用.py", line 60, in <module>

p2 = People(321,18,330)

File "F:/Python3/老男孩/面向對象/day4/描述符應用.py", line 29, in \_\_init\_\_

self.name = name

File "F:/Python3/老男孩/面向對象/day4/描述符應用.py", line 18, in \_\_set\_\_

raise TypeError('你傳入的值不是字元類型')

TypeError: 你傳入的值不是字元類型

'''

*#描述符***class** **Typed**:

**def** **\_\_init\_\_**(self,key,key\_type):

self**.**key **=** key

self**.**key\_type **=** key\_type

**def** **\_\_get\_\_**(self, instance, owner):

print('get方法')

*# print('instance參數：%s'%instance) # People object*

*# print('owner參數：%s'%owner)*

**return** instance**.**\_\_dict\_\_[self**.**key]

**def** **\_\_set\_\_**(self, instance, value):

*# 代理的好處:可以對傳進來的值進行下一步判斷*

print('set方法')

*# print('instance參數：%s'%instance) # People Object*

*# print('value參數：%s'%value)*

**if** **not** isinstance(value,self**.**key\_type):

**raise** **TypeError**('%s不是%s'**%**(value,self**.**key\_type))

instance**.**\_\_dict\_\_[self**.**key] **=** value

**def** **\_\_delete\_\_**(self, instance):

print('delete方法')

*# print('instance參數：%s'%instance) # People object*

instance**.**\_\_dict\_\_**.**pop(self**.**key)

**class** **People**:

name **=** Typed('name',str) *# 代理類*

age **=** Typed('age',int)

**def** **\_\_init\_\_**(self,name,age,salary):

self**.**name **=** name

self**.**age **=** age

self**.**salary **=** salary

*# ----------------------3 多個值進行判斷-------------------*

p1 **=** People('long','18',2000)

'''

Traceback (most recent call last):

set方法

File "F:/Python3/老男孩/面向對象/day4/描述符應用.py", line 76, in <module>

set方法

p1 = People('long','18',2000)

File "F:/Python3/老男孩/面向對象/day4/描述符應用.py", line 32, in \_\_init\_\_

self.age = age

File "F:/Python3/老男孩/面向對象/day4/描述符應用.py", line 18, in \_\_set\_\_

raise TypeError('%s不是%s'%(value,self.key\_type))

TypeError: 18不是<class 'int'>

'''

### 2.1.10 協程

\_\_await\_\_函數、\_\_aiter\_\_函數、\_\_anext\_\_函數、\_\_aenter\_\_函數和\_\_aexit\_\_函數

### 2.2 數學運算

### 2.2.1 一元運算符

\_\_neg\_\_ (-)、\_\_pos\_\_ (+)和\_\_abs\_\_函數。

### 2.2.2 二元運算符

\_\_lt\_\_ (<)、\_\_le\_\_ (<=)、\_\_eq\_\_ (==)、\_\_ne\_\_ (!=)、\_\_gt\_\_ (>)和\_\_ge\_\_ (>=)。

### 2.2.3 算術運算符

\_\_add\_\_ (+)、\_\_sub\_\_ (-)、\_\_mul\_\_ (\*)、\_\_truediv\_\_ (/)、\_\_floordiv\_\_ (//)、\_\_mod\_\_ (%)、\_\_divmod\_\_ 或divmod()、\_\_pow\_\_ 或pow() (\*\*)和\_\_round\_\_ 或round()。

### 2.2.4 反向算術運算符

\_\_radd\_\_、\_\_rsub\_\_、\_\_rmul\_\_、\_\_rtruediv\_\_、\_\_rfloordiv\_\_、\_\_rmod\_\_、\_\_rdivmod\_\_和\_\_rpow\_\_。

### 2.2.5 增量賦值算術運算符

\_\_iadd\_\_、\_\_isub\_\_、\_\_imul\_\_、\_\_ifloordiv\_\_和\_\_ipow\_\_。

### 2.2.6 位運算符

\_\_invert\_\_ (~)、\_\_lshift\_\_ (<<)、\_\_rshift\_\_ (>>)、\_\_and\_\_ (&)、\_\_or\_\_ (|)和\_\_xor\_\_ (^)。

### 2.2.7 反向位運算符

\_\_rlshift\_\_、\_\_rrshift\_\_、\_\_iand\_\_、\_\_ixor\_\_和\_\_ior\_\_。

### 2.2.8 增量賦值運算符

\_\_ilshift\_\_、\_\_irshift\_\_、\_\_iand\_\_、\_\_ixor\_\_和\_\_ior\_\_。

### 2.3 其他魔法函數

\_\_ unicode\_\_()函數，\_\_ delattr\_\_()函數， \_\_ del\_\_()函數， \_\_dict\_\_()函數，\_\_all\_\_()函數：

### 2.3.1. \_\_ unicode\_\_()

\_\_ unicode\_\_()方法是在一個對象上調用unicode()時被調用的。因為Django的資料庫後端會返回Unicode字串給model屬性，所以我們通常會給自己的model寫一個\_\_ unicode\_\_()方法。如果定義了\_\_ unicode\_\_()方法但是沒有定義\_\_ str\_\_()方法，Django會自動提供一個\_\_ str\_\_()方法調用 \_\_ unicode\_\_()方法，然後把結果轉換為UTF-8編碼的字串對象，所以在一般情況下，只定義\_\_ unicode\_\_()方法，讓 Django來處理字串對象的轉換，看一個小栗子：

**class** **Demo**(object):

**def** **\_\_init\_\_**(self):

self**.**a **=** 1

**def** **\_\_unicode\_\_**(self):

**return** f"the value is {self.a}"

print(unicode(Demo()))

輸出結果：

the value **is** 1

在django中，雖然沒有定義\_\_ str\_\_，但是django會將\_\_ unicode\_\_轉為了str，當然你調用unicode更加是沒有問題的。

### 2.3.2. \_\_ delattr\_\_()

本函數的作用是刪除屬性，實現了該函數的類可以用del 命令來刪除屬性。

**class** **MyClass**:

**def** **\_\_init\_\_**(self, work, score):

self**.**work **=** work

self**.**score **=** score

**def** **\_\_delattr\_\_**(self, name):

print("你正在刪除一個屬性")

**return** super()**.**\_\_delattr\_\_(name)

**def** **main**():

test **=** MyClass(work**=**"math", score**=**100)

*# 刪除work屬性*

**del** test**.**work

*# work屬性刪除,score屬性還在*

print(test**.**score)

**try**:

print(test**.**work)

**except** **AttributeError** **as** reason:

print(reason)

**if** \_\_name\_\_ **==** '\_\_main\_\_':

main()

輸出結果：

你正在刪除一個屬性100'MyClass' object has no attribute 'work'

### 2.3.3. \_\_ del\_\_()

\_\_del\_\_() 方法，功能正好和 \_\_init\_\_() 相反，其用來銷毀實例化對象。

事實上在編寫程式時，如果之前創建的類實例化對象後續不再使用，最好在適當位置手動將其銷毀，釋放其佔用的記憶體空間（整個過程稱為垃圾回收（簡稱GC））。

大多數情況下，Python 開發者不需要手動進行垃圾回收，因為 Python 有自動的垃圾回收機制（下麵會講），能自動將不需要使用的實例對象進行銷毀。

無論是手動銷毀，還是 Python 自動幫我們銷毀，都會調用 \_\_del\_\_() 方法。舉個例子：

**class** **CLanguage**:

**def** **\_\_init\_\_**(self):

print("調用 \_\_init\_\_() 方法構造對象")

**def** **\_\_del\_\_**(self):

print("調用\_\_del\_\_() 銷毀對象，釋放其空間")

clangs **=** CLanguage()

**del** clangs

程式運行結果為：

調用 \_\_init\_\_() 方法構造對象調用\_\_del\_\_() 銷毀對象，釋放其空間

但是，讀者千萬不要誤認為，只要為該實例對象調用 \_\_del\_\_() 方法，該對象所佔用的記憶體空間就會被釋放。舉個例子：

**class** **CLanguage**:

**def** **\_\_init\_\_**(self):

print("調用 \_\_init\_\_() 方法構造對象")

**def** **\_\_del\_\_**(self):

print("調用\_\_del\_\_() 銷毀對象，釋放其空間")

clangs **=** CLanguage()*#添加一個引用clangs對象的實例對象*

cl **=** clangs

**del** clangs

print("\*\*\*\*\*\*\*\*\*\*\*")

程式運行結果為：

調用 \_\_init\_\_() 方法構造對象**\*\*\*\*\*\*\*\*\*\*\***調用\_\_del\_\_() 銷毀對象，釋放其空間

注意，最後一行輸出資訊，是程式執行即將結束時調用 \_\_del\_\_() 方法輸出的。

可以看到，當程式中有其他變數（比如這裏的 cl）引用該實例對象時，即便手動調用 \_\_del\_\_() 方法，該方法也不會立即執行。這和 Python 的垃圾回收機制的實現有關。

Python 採用自動引用計數（簡稱 ARC）的方式實現垃圾回收機制。該方法的核心思想是：每個 Python 對象都會配置一個計數器，初始 Python 實例對象的計數器值都為 0，如果有變數引用該實例對象，其計數器的值會加 1，依次類推；反之，每當一個變數取消對該實例對象的引用，計數器會減 1。如果一個 Python 對象的的計數器值為 0，則表明沒有變數引用該 Python 對象，即證明程式不再需要它，此時 Python 就會自動調用 \_\_del\_\_() 方法將其回收。

以上面程式中的 clangs 為例，實際上構建 clangs 實例對象的過程分為 2 步，先使用 CLanguage() 調用該類中的 \_\_init\_\_() 方法構造出一個該類的對象（將其稱為 C，計數器為 0），並立即用 clangs 這個變數作為所建實例對象的引用（ C 的計數器值 + 1）。在此基礎上，又有一個 clang 變數引用 clangs（其實相當於引用 CLanguage()，此時 C 的計數器再 +1 ），這時如果調用del clangs語句，只會導致 C 的計數器減 1（值變為 1），因為 C 的計數器值不為 0，因此 C 不會被銷毀（不會執行 \_\_del\_\_() 方法）。

如果在上面程式結尾，添加如下語句：

**del** clprint("-----------")

則程式的執行結果為：

調用 \_\_init\_\_() 方法構造對象**\*\*\*\*\*\*\*\*\*\*\***調用\_\_del\_\_() 銷毀對象，釋放其空間**-----------**

可以看到，當執行 del cl 語句時，其應用的對象實例對象 C 的計數器繼續 -1（變為 0），對於計數器為 0 的實例對象，Python 會自動將其視為垃圾進行回收。

需要額外說明的是，如果我們重寫子類的 \_\_del\_\_() 方法（父類為非 object 的類），則必須顯式調用父類的 \_\_del\_\_() 方法，這樣才能保證在回收子類對象時，其佔用的資源（可能包含繼承自父類的部分資源）能被徹底釋放。為了說明這一點，這裏舉一個反例：

**class** **CLanguage**:

**def** **\_\_del\_\_**(self):

print("調用父類 \_\_del\_\_() 方法")**class** **cl**(CLanguage):

**def** **\_\_del\_\_**(self):

print("調用子類 \_\_del\_\_() 方法")c **=** cl()**del** c

程式運行結果為：

調用子類 \_\_del\_\_() 方法

### 2.3.4. \_\_dict\_\_()

在 Python 類的內部，無論是類屬性還是實例屬性，都是以字典的形式進行存儲的，其中屬性名作為鍵，而值作為該鍵對應的值。

為了方便用戶查看類中包含哪些屬性，Python 類提供了\_\_dict\_\_ 屬性。需要注意的一點是，該屬性可以用類名或者類的實例對象來調用，用類名直接調用 \_\_dict\_\_，會輸出該由類中所有類屬性組成的字典；而使用類的實例對象調用 \_\_dict\_\_，會輸出由類中所有實例屬性組成的字典。

舉個例子：

**class** **CLanguage**:

a **=** 1

b **=** 2

**def** **\_\_init\_\_** (self):

self**.**name **=** "C語言中文網"

self**.**add **=** "http://c.biancheng.net"*#通過類名調用\_\_dict\_\_*print(CLanguage**.**\_\_dict\_\_)*#通過類實例對象調用 \_\_dict\_\_*clangs **=** CLanguage()print(clangs**.**\_\_dict\_\_)

程式輸出結果為：

{'\_\_module\_\_': '\_\_main\_\_', 'a': 1, 'b': 2, '\_\_init\_\_': **<**function CLanguage**.**\_\_init\_\_ at 0x0000022C69833E18**>**, '\_\_dict\_\_': **<**attribute '\_\_dict\_\_' of 'CLanguage' objects**>**, '\_\_weakref\_\_': **<**attribute '\_\_weakref\_\_' of 'CLanguage' objects**>**, '\_\_doc\_\_': **None**}{'name': 'C語言中文網', 'add': 'http://c.biancheng.net'}

不僅如此，對於具有繼承關係的父類和子類來說，父類有自己的 \_\_dict\_\_，同樣子類也有自己的 \_\_dict\_\_，它不會包含父類的 \_\_dict\_\_。例如：

**class** **CLanguage**:

a **=** 1

b **=** 2

**def** **\_\_init\_\_** (self):

self**.**name **=** "C語言中文網"

self**.**add **=** "http://c.biancheng.net"

**class** **CL**(CLanguage):

c **=** 1

d **=** 2

**def** **\_\_init\_\_** (self):

self**.**na **=** "Python教程"

self**.**ad **=** "http://c.biancheng.net/python"*#父類名調用\_\_dict\_\_*print(CLanguage**.**\_\_dict\_\_)*#子類名調用\_\_dict\_\_*print(CL**.**\_\_dict\_\_)*#父類實例對象調用 \_\_dict\_\_*clangs **=** CLanguage()print(clangs**.**\_\_dict\_\_)*#子類實例對象調用 \_\_dict\_\_*cl **=** CL()print(cl**.**\_\_dict\_\_)

運行結果為：

{'\_\_module\_\_': '\_\_main\_\_', 'a': 1, 'b': 2, '\_\_init\_\_': **<**function CLanguage**.**\_\_init\_\_ at 0x000001721A853E18**>**, '\_\_dict\_\_': **<**attribute '\_\_dict\_\_' of 'CLanguage' objects**>**, '\_\_weakref\_\_': **<**attribute '\_\_weakref\_\_' of 'CLanguage' objects**>**, '\_\_doc\_\_': **None**}{'\_\_module\_\_': '\_\_main\_\_', 'c': 1, 'd': 2, '\_\_init\_\_': **<**function CL**.**\_\_init\_\_ at 0x000001721CD15510**>**, '\_\_doc\_\_': **None**}{'name': 'C語言中文網', 'add': 'http://c.biancheng.net'}{'na': 'Python教程', 'ad': 'http://c.biancheng.net/python'}

顯然，通過子類直接調用的 \_\_dict\_\_ 中，並沒有包含父類中的 a 和 b 類屬性；同樣，通過子類對象調用的 \_\_dict\_\_，也沒有包含父類對象擁有的 name 和 add 實例屬性。

除此之外，借助由類實例對象調用 \_\_dict\_\_ 屬性獲取的字典，可以使用字典的方式對其中實例屬性的值進行修改，例如：

**class** **CLanguage**:

a **=** "aaa"

b **=** 2

**def** **\_\_init\_\_** (self):

self**.**name **=** "C語言中文網"

self**.**add **=** "http://c.biancheng.net"*#通過類實例對象調用 \_\_dict\_\_*clangs **=** CLanguage()print(clangs**.**\_\_dict\_\_)clangs**.**\_\_dict\_\_['name'] **=** "Python教程"print(clangs**.**name)

程式運行結果為：

{'name': 'C語言中文網', 'add': 'http://c.biancheng.net'}Python教程

注意，無法通過類似的方式修改類變數的值。

### 2.3.5. \_\_all\_\_()

python模組中的\_\_all\_\_，用於模組導入時限制，如：from module import \*

此時被導入模組若定義了\_\_all\_\_屬性，則只有\_\_all\_\_內指定的屬性、方法、類可被導入；若沒定義，則導入模組內的所有公有屬性，方法和類。

**實例1：**

bb.py：

**class** **A**():

**def** **\_\_init\_\_**(self,name,age):

self**.**name**=**name

self**.**age**=**age**class** **B**():

**def** **\_\_init\_\_**(self,name,id):

self**.**name**=**name

self**.**id**=**id**def** **fun**():

print("func() is run!")**def** **fun1**():

print("func1() is run!")

test\_bb.py：

**from** bb **import** **\***a**=**A('zhansan','18')print(a**.**name,a**.**age)b**=**B("lisi",1001)print(b**.**name,b**.**id)fun()fun1()

運行結果：由於bb.py中沒有定義\_\_all\_\_屬性，所以導入了bb.py中所有的公有屬性

zhansan 18lisi 1001func() **is** run!func1() **is** run!

**實例2 :**

bb.py：

\_\_all\_\_**=**('A','func')**class** **A**():

**def** **\_\_init\_\_**(self,name,age):

self**.**name**=**name

self**.**age**=**age**class** **B**():

**def** **\_\_init\_\_**(self,name,id):

self**.**name**=**name

self**.**id**=**id**def** **func**():

print("func() is run!")**def** **func1**():

print("func1() is run!")

test\_bb.py :

**from** bb **import** **\***a**=**A('zhansan','18')print(a**.**name,a**.**age)func()*#b=B("lisi",1001)#NameError: name 'B' is not defined#func1()#NameError: name 'func1' is not defined*

運行結果：由於bb.py中使用了\_\_all\_\_=('A','func')，所以在別的模組導入該模組時，只能導入\_\_all\_\_中的變數、方法、類

zhansan 18func() **is** run!

**實例3：**

bb.py :

**def** **func**(): *#模組中的public方法*

print('func() is run!')**def** **\_func**(): *#模組中的protected方法*

print('\_func() is run!')**def** **\_\_func**(): *#模組中的private方法*

print('\_\_func() is run!')

test\_bb.py :

**from** bb **import** **\*** *#此方式只能導入公有的屬性、方法、類【無法導入以單下劃線開頭（protected）或以雙下劃線開頭(private)的屬性、方法、類】*func()*#\_func()#\_\_func()*

運行結果：

1. from bb import \* --此方式只能導入公有的屬性、方法、類【無法導入以單下劃線開頭protected或以雙下劃線開頭private的屬性、方法、類】
2. \_func() #NameError: name '\_func' is not defined
3. \_\_func() #NameError: name '\_\_func' is not defined

func() **is** run!

**實例4：**

bb.py :

\_\_all\_\_**=**('func','\_\_func','\_A')*#放入\_\_all\_\_中所有屬性均可導入，即使是以下劃線開頭***class** **\_A**():

**def** **\_\_init\_\_**(self,name):

self**.**name**=**name**def** **func**():

print("func() is run!")**def** **func1**():

print("func1() is run!")**def** **\_func**():

print("\_func() is run!")**def** **\_\_func**():

print("\_\_func() is run!")

test\_bb.py :

**from** bb **import** **\***func()*#func1()#func1不在\_\_all\_\_中，無法導入 NameError: name 'func1' is not defined #\_func()#\_func不在\_\_all\_\_中，無法導入 NameError: name '\_func' is not defined*\_\_func()*#\_\_func在\_\_all\_\_中，可以導入*a**=**\_A('zhangsan')*#\_A在\_\_all\_\_中，可以導入*print(a**.**name)

運行結果：

1. 放入\_\_all\_\_中所有屬性均可導入，即使是以下劃線開頭
2. func1() #func1不在\_\_all\_\_中，無法導入 NameError: name 'func1' is not defined
3. \_func() #\_func不在\_\_all\_\_中，無法導入 NameError: name '\_func' is not defined
4. \_\_func() #\_\_func在\_\_all\_\_中，可以導入
5. a=\_A('python') #\_A在\_\_all\_\_中，可以導入

func() **is** run!\_\_func() **is** run!zhangsan

**實例5:**

bb.py:

**def** **func**():

print('func() is run!')**def** **\_func**():

print('\_func() is run!')**def** **\_\_func**():

print('\_\_func() is run!')

test\_bb.py :

**from** bb **import** func,\_func,\_\_func *#可以通過這種方式導入public,protected,private*func()\_func()\_\_func()

運行結果：雖然\_func()、\_\_func()屬於protected , private許可權的，但是如果使用該方式，是可以直接導入訪問的

func() **is** run!\_func() **is** run!\_\_func() **is** run!

**實例6:**

bb.py :

**def** **func**():

print('func() is run!')**def** **\_func**():

print('\_func() is run!')**def** **\_\_func**():

print('\_\_func() is run!')

test\_bb.py :

**import** bb *#可以通過這種方式導入public,protected,private*bb**.**func()bb**.**\_func()bb**.**\_\_func()

運行結果：可以通過import模組的方式導入模組，然後使用模組.XX的方式訪問public,protected,private許可權的內容

func() **is** run!\_func() **is** run!\_\_func() **is** run!

# Python 魔法方法指南

## 01. 構造方法

我們最為熟知的基本的魔法方法就是 \_\_init\_\_ ，我們可以用它來指明一個對象初始化的行為。然而，當我們調用 x = SomeClass() 的時候， \_\_init\_\_ 並不是第一個被調用的方法。事實上，第一個被調用的是 \_\_new\_\_ ，這個 方法才真正地創建了實例。當這個對象的生命週期結束的時候， \_\_del\_\_ 會被調用。讓我們近一步理解這三個方法：

* \_\_new\_\_(cls,[…)  
  \_\_new\_\_ 是對象實例化時第一個調用的方法，它只取下 cls 參數，並把其他參數傳給 \_\_init\_\_ 。\_\_new\_\_ 很少使用，但是也有它適合的場景，尤其是當類繼承自一個像元組或者字串這樣不經常改變的類型的時候。我不打算深入討論 \_\_new\_\_ ，因為它並不是很有用， Python文檔 中 有詳細的說明。
* \_\_init\_\_(self,[…])  
  類的初始化方法。它獲取任何傳給構造器的參數（比如我們調用 x = SomeClass(10, 'foo') ， \_\_init\_\_ 就會接到參數 10 和 'foo' 。\_\_init\_\_ 在Python的類定義中用的最多。
* \_\_del\_\_(self)  
  \_\_new\_\_ 和 \_\_init\_\_ 是對象的構造器， \_\_del\_\_ 是對象的銷毀器。它並非實現了語句 del x (因此該語句不等同於 x.\_\_del\_\_())。而是定義了當對象被垃圾回收時的行為。當對象需要在銷毀時做一些處理的時候這個方法很有用，比如 socket 對象、檔對象。但是需要注意的是，當Python解釋器退出但對象仍然存活的時候， \_\_del\_\_ 並不會 執行。所以養成一個手工清理的好習慣是很重要的，比如及時關閉連接。

這裏有個 \_\_init\_\_ 和 \_\_del\_\_ 的例子:

**from** os.path **import** join

**class** **FileObject**:

'''檔對象的裝飾類，用來保證檔被刪除時能夠正確關閉。'''

**def** **\_\_init\_\_**(self, filepath**=**'~', filename**=**'sample.txt'):

*# 使用讀寫模式打開filepath中的filename檔*

self**.**file **=** open(join(filepath, filename), 'r+')

**def** **\_\_del\_\_**(self):

self**.**file**.**close()

**del** self**.**file

## 02. 操作符

使用Python魔法方法的一個巨大優勢就是可以構建一個擁有Python內置類型行為的對象。這意味著你可以避免使用非標準的、醜陋的方式來表達簡單的操作。在一些語言中，這樣做很常見:

**if** instance**.**equals(other\_instance):

*# do something*

你當然可以在Python也這麼做，但是這樣做讓代碼變得冗長而混亂。不同的類庫可能對同一種比較操作採用不同的方法名稱，這讓使用者需要做很多沒有必要的工作。運用魔法方法的魔力，我們可以定義方法 \_\_eq\_\_

**if** instance **==** other\_instance:

*# do something*

這是魔法力量的一部分，這樣我們就可以創建一個像內建類型那樣的對象了！

### 2.1 比較操作符

Python包含了一系列的魔法方法，用於實現對象之間直接比較，而不需要採用方法調用。同樣也可以重載Python默認的比較方法，改變它們的行為。下麵是這些方法的列表：

* \_\_cmp\_\_(self, other)  
  \_\_cmp\_\_ 是所有比較魔法方法中最基礎的一個，它實際上定義了所有比較操作符的行為（<,==,!=,等等），但是它可能不能按照你需要的方式工作（例如，判斷一個實例和另一個實例是否相等採用一套標準，而與判斷一個實例是否大於另一實例採用另一套）。\_\_cmp\_\_ 應該在 self < other 時返回一個負整數，在 self == other 時返回0，在 self > other 時返回正整數。最好只定義你所需要的比較形式，而不是一次定義全部。如果你需要實現所有的比較形式，而且它們的判斷標準類似，那麼 \_\_cmp\_\_ 是一個很好的方法，可以減少代碼重複，讓代碼更簡潔。
* \_\_eq\_\_(self, other)  
  定義等於操作符(==)的行為。
* \_\_ne\_\_(self, other)  
  定義不等於操作符(!=)的行為。
* \_\_lt\_\_(self, other)  
  定義小於操作符(<)的行為。
* \_\_gt\_\_(self, other)  
  定義大於操作符(>)的行為。
* \_\_le\_\_(self, other)  
  定義小於等於操作符(<)的行為。
* \_\_ge\_\_(self, other)  
  定義大於等於操作符(>)的行為。

舉個例子，假如我們想用一個類來存儲單詞。我們可能想按照字典序（字母順序）來比較單詞，字串的默認比較行為就是這樣。我們可能也想按照其他規則來比較字串，像是長度，或者音節的數量。在這個例子中，我們使用長度作為比較標準，下麵是一種實現:

**class** **Word**(str):

'''單詞類，按照單詞長度來定義比較行為'''

**def** **\_\_new\_\_**(cls, word):

*# 注意，我們只能使用 `\_\_new\_\_` ，因為str是不可變類型*

*# 所以我們必須提前初始化它（在實例創建時）*

**if** ' ' **in** word:

print "Value contains spaces. Truncating to first space."

word **=** word[:word**.**index(' ')]

*# Word現在包含第一個空格前的所有字母*

**return** str**.**`\_\_new\_\_`(cls, word)

**def** **\_\_gt\_\_**(self, other):

**return** len(self) **>** len(other)

**def** **\_\_lt\_\_**(self, other):

**return** len(self) **<** len(other)

**def** **\_\_ge\_\_**(self, other):

**return** len(self) **>=** len(other)

**def** **\_\_le\_\_**(self, other):

**return** len(self) **<=** len(other)

現在我們可以創建兩個 Word 對象（ Word('foo') 和 Word('bar'))然後根據長度來比較它們。注意我們沒有定義 \_\_eq\_\_ 和 \_\_ne\_\_ ，這是因為有時候它們會導致奇怪的結果（很明顯， Word('foo') == Word('bar') 得到的結果會是true）。根據長度測試是否相等毫無意義，所以我們使用 str 的實現來比較相等。

從上面可以看到，不需要實現所有的比較魔法方法，就可以使用豐富的比較操作。標準庫還在 functools 模組中提供了一個類裝飾器，只要我們定義 \_\_eq\_\_ 和另外一個操作符（ \_\_gt\_\_, \_\_lt\_\_ 等），它就可以幫我們實現比較方法。這個特性只在 Python 2.7 中可用。當它可用時，它能幫助我們節省大量的時間和精力。要使用它，只需要它 @total\_ordering 放在類的定義之上就可以了

### 2.2 數值操作符

就像你可以使用比較操作符來比較類的實例，你也可以定義數值操作符的行為。固定好你的安全帶，這樣的操作符真的有很多。看在組織的份上，我把它們分成了五類：一元操作符，常見算數操作符，反射算數操作符（後面會涉及更多），增強賦值操作符，和類型轉換操作符。

### 一元操作符

一元操作符只有一個操作符。

* \_\_pos\_\_(self)  
  實現取正操作，例如 +some\_object。
* \_\_neg\_\_(self)  
  實現取負操作，例如 -some\_object。
* \_\_abs\_\_(self)  
  實現內建絕對值函數 abs() 操作。
* \_\_invert\_\_(self)  
  實現取反操作符 ~。
* \_\_round\_\_(self， n)  
  實現內建函數 round() ，n 是近似小數點的位數。
* \_\_floor\_\_(self)  
  實現 math.floor() 函數，即向下取整。
* \_\_ceil\_\_(self)  
  實現 math.ceil() 函數，即向上取整。
* \_\_trunc\_\_(self)  
  實現 math.trunc() 函數，即距離零最近的整數。

### 常見算數操作符

現在，我們來看看常見的二元操作符（和一些函數），像+，-，\*之類的，它們很容易從字面意思理解。

* \_\_add\_\_(self, other)  
  實現加法操作。
* \_\_sub\_\_(self, other)  
  實現減法操作。
* \_\_mul\_\_(self, other)  
  實現乘法操作。
* \_\_floordiv\_\_(self, other)  
  實現使用 // 操作符的整數除法。
* \_\_div\_\_(self, other)  
  實現使用 / 操作符的除法。
* \_\_truediv\_\_(self, other)  
  實現 *true* 除法，這個函數只有使用 from \_\_**future\_\_** import division 時才有作用。
* \_\_mod\_\_(self, other)  
  實現 % 取餘操作。
* \_\_divmod\_\_(self, other)  
  實現 divmod 內建函數。
* \_\_pow\_\_  
  實現 \*\* 操作符。
* \_\_lshift\_\_(self, other)  
  實現左移位運算符 << 。
* \_\_rshift\_\_(self, other)  
  實現右移位運算符 >> 。
* \_\_and\_\_(self, other)  
  實現按位與運算符 & 。
* \_\_or\_\_(self, other)  
  實現按位或運算符 | 。
* \_\_xor\_\_(self, other)  
  實現按位異或運算符 ^ 。

### 反射算數運算符

還記得剛才我說會談到反射運算符嗎？可能你會覺得它是什麼高端霸氣上檔次的概念，其實這東西挺簡單的，下麵舉個例子:

some\_object **+** other

這是“常見”的加法，反射是一樣的意思，只不過是運算符交換了一下位置:

other **+** some\_object

所有反射運算符魔法方法和它們的常見版本做的工作相同，只不過是處理交換連個運算元之後的情況。絕大多數情況下，反射運算和正常順序產生的結果是相同的，所以很可能你定義 \_\_radd\_\_ 時只是調用一下 \_\_add\_\_。注意一點，操作符左側的對象（也就是上面的 other ）一定不要定義（或者產生 NotImplemented 異常） 操作符的非反射版本。例如，在上面的例子中，只有當 other 沒有定義 \_\_add\_\_ 時 some\_object.\_\_radd\_\_ 才會被調用。

* \_\_radd\_\_(self, other)  
  實現反射加法操作。
* \_\_rsub\_\_(self, other)  
  實現反射減法操作。
* \_\_rmul\_\_(self, other)  
  實現反射乘法操作。
* \_\_rfloordiv\_\_(self, other)  
  實現使用 // 操作符的整數反射除法。
* \_\_rdiv\_\_(self, other)  
  實現使用 / 操作符的反射除法。
* \_\_rtruediv\_\_(self, other)  
  實現 *true* 反射除法，這個函數只有使用 from \_\_future\_\_ import division時才有作用。
* \_\_rmod\_\_(self, other)  
  實現 % 反射取餘操作符。
* \_\_rdivmod\_\_(self, other)  
  實現調用 divmod(other, self) 時 divmod 內建函數的操作。
* \_\_rpow\_\_  
  實現 \*\* 反射操作符。
* \_\_rlshift\_\_(self, other)  
  實現反射左移位運算符 << 的作用。
* \_\_rshift\_\_(self, other)  
  實現反射右移位運算符 >> 的作用。
* \_\_rand\_\_(self, other)  
  實現反射按位與運算符 & 。
* \_\_ror\_\_(self, other)  
  實現反射按位或運算符 | 。
* \_\_rxor\_\_(self, other)  
  實現反射按位異或運算符 ^ 。

### 增強賦值運算符

Python同樣提供了大量的魔法方法，可以用來自定義增強賦值操作的行為。或許你已經瞭解增強賦值，它融合了“常見”的操作符和賦值操作，如果你還是沒聽明白，看下麵的例子:

x **=** 5x **+=** 1 *# 也就是 x = x + 1*

這些方法都應該返回左側運算元應該被賦予的值（例如， a += b \_\_iadd\_\_ 也許會返回 a + b ，這個結果會被賦給 a ）,下麵是方法列表：

* \_\_iadd\_\_(self, other)  
  實現加法賦值操作。
* \_\_isub\_\_(self, other)  
  實現減法賦值操作。
* \_\_imul\_\_(self, other)  
  實現乘法賦值操作。
* \_\_ifloordiv\_\_(self, other)  
  實現使用 //= 操作符的整數除法賦值操作。
* \_\_idiv\_\_(self, other)  
  實現使用 /= 操作符的除法賦值操作。
* \_\_itruediv\_\_(self, other)  
  實現 *true* 除法賦值操作，這個函數只有使用 from \_\_**future\_\_** import division 時才有作用。
* \_\_imod\_\_(self, other)  
  實現 %= 取餘賦值操作。
* \_\_ipow\_\_  
  實現 \*\*= 操作。
* \_\_ilshift\_\_(self, other)  
  實現左移位賦值運算符 <<= 。
* \_\_irshift\_\_(self, other)  
  實現右移位賦值運算符 >>= 。
* \_\_iand\_\_(self, other)  
  實現按位與運算符 &= 。
* \_\_ior\_\_(self, other)  
  實現按位或賦值運算符 | 。
* **ixor**(self, other)  
  實現按位異或賦值運算符 ^= 。

### 類型轉換操作符

Python也有一系列的魔法方法用於實現類似 float() 的內建類型轉換函數的操作。它們是這些：

* \_\_int\_\_(self)  
  實現到int的類型轉換。
* \_\_long\_\_(self)  
  實現到long的類型轉換。
* \_\_float\_\_(self)  
  實現到float的類型轉換。
* \_\_complex\_\_(self)  
  實現到complex的類型轉換。
* \_\_oct\_\_(self)  
  實現到八進制數的類型轉換。
* \_\_hex\_\_(self)  
  實現到十六進制數的類型轉換。
* \_\_index\_\_(self)  
  實現當對象用於切片運算式時到一個整數的類型轉換。如果你定義了一個可能會用於切片操作的數值類型，你應該定義 **index**。
* \_\_trunc\_\_(self)  
  當調用 math.trunc(self) 時調用該方法， **trunc** 應該返回 self 截取到一個整數類型（通常是long類型）的值。
* \_\_coerce\_\_(self)  
  該方法用於實現混合模式算數運算，如果不能進行類型轉換， **coerce** 應該返回 None 。反之，它應該返回一個二元組 self 和 other ，這兩者均已被轉換成相同的類型。

## 03. 類的表示

使用字串來表示類是一個相當有用的特性。在Python中有一些內建方法可以返回類的表示，相對應的，也有一系列魔法方法可以用來自定義在使用這些內建函數時類的行為。

* \_\_str\_\_(self)  
  定義對類的實例調用 str() 時的行為。
* \_\_repr\_\_(self)  
  定義對類的實例調用 repr() 時的行為。str() 和 repr() 最主要的差別在於“目標用戶”。repr() 的作用是產生機器可讀的輸出（大部分情況下，其輸出可以作為有效的Python代碼），而 str() 則產生人類可讀的輸出。
* \_\_unicode\_\_(self)  
  定義對類的實例調用 unicode() 時的行為。unicode() 和 str() 很像，只是它返回unicode字串。注意，如果調用者試圖調用 str() 而你的類只實現了 \_\_unicode\_\_() ，那麼類將不能正常工作。所有你應該總是定義 \_\_str\_\_() ，以防有些人沒有閑情雅致來使用unicode。
* \_\_format\_\_(self)  
  定義當類的實例用於新式字串格式化時的行為，例如， "Hello, 0:abc!".format(a) 會導致調用 a.**format**("abc") 。當定義你自己的數值類型或字串類型時，你可能想提供某些特殊的格式化選項，這種情況下這個魔法方法會非常有用。
* \_\_hash\_\_(self)  
  定義對類的實例調用 hash() 時的行為。它必須返回一個整數，其結果會被用於字典中鍵的快速比較。同時注意一點，實現這個魔法方法通常也需要實現 \_\_eq\_\_ ，並且遵守如下的規則：a == b 意味著 hash(a) == hash(b)。
* \_\_nonzero\_\_(self)  
  定義對類的實例調用 bool() 時的行為，根據你自己對類的設計，針對不同的實例，這個魔法方法應該相應地返回True或False。
* \_\_dir\_\_(self)  
  定義對類的實例調用 dir() 時的行為，這個方法應該向調用者返回一個屬性列表。一般來說，沒必要自己實現 \_\_dir\_\_ 。但是如果你重定義了 \_\_getattr\_\_ 或者 \_\_getattribute\_\_ （下個部分會介紹），乃至使用動態生成的屬性，以實現類的互動式使用，那麼這個魔法方法是必不可少的。

到這裏，我們基本上已經結束了魔法方法指南中無聊並且例子匱乏的部分。既然我們已經介紹了較為基礎的魔法方法，是時候涉及更高級的內容了。

## 04. 訪問控制

很多從其他語言轉向Python的人都抱怨Python的類缺少真正意義上的封裝（即沒辦法定義私有屬性然後使用公有的getter和setter）。然而事實並非如此。實際上Python不是通過顯式定義的字段和方法修改器，而是通過魔法方法實現了一系列的封裝。

* **getattr**(self, name)

當用戶試圖訪問一個根本不存在（或者暫時不存在）的屬性時，你可以通過這個魔法方法來定義類的行為。這個可以用於捕捉錯誤的拼寫並且給出指引，使用廢棄屬性時給出警告（如果你願意，仍然可以計算並且返回該屬性），以及靈活地處理AttributeError。只有當試圖訪問不存在的屬性時它才會被調用，所以這不能算是一個真正的封裝的辦法。

* **setattr**(self, name, value)

和 \_\_getattr\_\_ 不同， \_\_setattr\_\_ 可以用於真正意義上的封裝。它允許你自定義某個屬性的賦值行為，不管這個屬性存在與否，也就是說你可以對任意屬性的任何變化都定義自己的規則。然後，一定要小心使用 \_\_setattr\_\_ ，這個列表最後的例子中會有所展示。

* **delattr**(self, name)

這個魔法方法和 \_\_setattr\_\_幾乎相同，只不過它是用於處理刪除屬性時的行為。和 \_setattr\_\_ 一樣，使用它時也需要多加小心，防止產生無限遞歸（在 \_\_delattr\_\_的實現中調用 del self.name 會導致無限遞歸）。

* **getattribute**(self, name)

\_\_getattribute\_\_ 看起來和上面那些方法很合得來，但是最好不要使用它。\_\_getattribute\_\_ 只能用於新式類。在最新版的Python中所有的類都是新式類，在老版Python中你可以通過繼承 object 來創建新式類。\_\_getattribute\_\_ 允許你自定義屬性被訪問時的行為，它也同樣可能遇到無限遞歸問題（通過調用基類的 \_\_getattribute\_\_ 來避免）。\_\_getattribute\_\_ 基本上可以替代 \_\_getattr\_\_ 。只有當它被實現，並且顯式地被調用，或者產生 AttributeError 時它才被使用。這個魔法方法可以被使用（畢竟，選擇權在你自己），我不推薦你使用它，因為它的使用範圍相對有限（通常我們想要在賦值時進行特殊操作，而不是取值時），而且實現這個方法很容易出現Bug。

自定義這些控制屬性訪問的魔法方法很容易導致問題，考慮下麵這個例子:

**def** **\_\_setattr\_\_**(self, name**.** value):

self**.**name **=** value

*# 因為每次屬性幅值都要調用 \_\_setattr\_\_()，所以這裏的實現會導致遞歸*

*# 這裏的調用實際上是 self.\_\_setattr('name', value)。因為這個方法一直*

*# 在調用自己，因此遞歸將持續進行，直到程式崩潰*

**def** **\_\_setattr\_\_**(self, name, value):

self**.**\_\_dict\_\_[name] **=** value *# 使用 \_\_dict\_\_ 進行賦值*

*# 定義自定義行為*

再次重申，Python的魔法方法十分強大，能力越強責任越大，瞭解如何正確的使用魔法方法更加重要。

到這裏，我們對Python中自定義屬性存取控制有了什麼樣的印象？它並不適合輕度的使用。實際上，它有些過分強大，而且違反直覺。然而它之所以存在，是因為一個更大的原則：Python不指望讓杜絕壞事發生，而是想辦法讓做壞事變得困難。自由是至高無上的權利，你真的可以隨心所欲。下麵的例子展示了實際應用中某些特殊的屬性訪問方法（注意我們之所以使用 super 是因為不是所有的類都有 \_\_dict\_\_ 屬性）:

**class** **AccessCounter**(object):

''' 一個包含了一個值並且實現了訪問計數器的類 每次值的變化都會導致計數器自增'''

**def** **\_\_init\_\_**(self, val):

super(AccessCounter, self)**.**\_\_setattr\_\_('counter', 0)

super(AccessCounter, self)**.**\_\_setattr\_\_('value', val)

**def** **\_\_setattr\_\_**(self, name, value):

**if** name **==** 'value':

super(AccessCounter, self)**.**\_\_setattr\_('counter', self**.**counter **+** 1)

*# 使計數器自增變成不可避免*

*# 如果你想阻止其他屬性的賦值行為*

*# 產生 AttributeError(name) 就可以了*

super(AccessCounter, self)**.**\_\_setattr\_\_(name, value)

**def** **\_\_delattr\_\_**(self, name):

**if** name **==** 'value':

super(AccessCounter, self)**.**\_\_setattr('counter', self**.**counter **+** 1)

super(AccessCounter, self)**.**\_\_delattr(name)

## 05. 自定義序列

有許多辦法可以讓你的Python類表現得像是內建序列類型（字典，元組，列表，字串等）。這些魔法方式是目前為止我最喜歡的。它們給了你難以置信的控制能力，可以讓你的類與一系列的全局函數完美結合。在瞭解激動人心的內容之前，首先你需要掌握一些預備知識。

既然講到創建自己的序列類型，就不得不說一說協議了。協議類似某些語言中的介面，裏面包含的是一些必須實現的方法。在Python中，協議完全是非正式的，也不需要顯式的聲明，事實上，它們更像是一種參考標準。

為什麼我們要講協議？因為在Python中實現自定義容器類型需要用到一些協議。首先，不可變容器類型有如下協議：想實現一個不可變容器，你需要定義 \_\_len\_\_ 和 \_\_getitem\_\_(後面會具體說明）。可變容器的協議除了上面提到的兩個方法之外，還需要定義 \_\_setitem\_\_ 和 \_\_delitem\_\_ 。最後，如果你想讓你的對象可以迭代，你需要定義 \_\_iter\_\_ ，這個方法返回一個迭代器。迭代器必須遵守迭代器協議，需要定義 \_\_iter\_\_ （返回它自己）和 next 方法。

### 5.1 容器背後的魔法方法

* \_\_len\_\_(self)  
  返回容器的長度，可變和不可變類型都需要實現。
* \_\_getitem\_\_(self, key)  
  定義對容器中某一項使用 self[key] 的方式進行讀取操作時的行為。這也是可變和不可變容器類型都需要實現的一個方法。它應該在鍵的類型錯誤式產生 TypeError 異常，同時在沒有與鍵值相匹配的內容時產生 KeyError 異常。
* \_\_setitem\_\_(self, key)  
  定義對容器中某一項使用 self[key] 的方式進行賦值操作時的行為。它是可變容器類型必須實現的一個方法，同樣應該在合適的時候產生 KeyError 和 TypeError 異常。
* \_\_iter\_\_(self, key)  
  它應該返回當前容器的一個迭代器。迭代器以一連串內容的形式返回，最常見的是使用 iter() 函數調用，以及在類似 for x in container: 的迴圈中被調用。迭代器是他們自己的對象，需要定義 \_\_iter\_\_ 方法並在其中返回自己。
* \_\_reversed\_\_(self)  
  定義了對容器使用 reversed() 內建函數時的行為。它應該返回一個反轉之後的序列。當你的序列類是有序時，類似列表和元組，再實現這個方法，
* \_\_contains\_\_(self, item)  
  \_\_contains\_\_ 定義了使用 in 和 not in 進行成員測試時類的行為。你可能好奇為什麼這個方法不是序列協議的一部分，原因是，如果 **contains** 沒有定義，Python就會迭代整個序列，如果找到了需要的一項就返回 True 。
* \_\_missing\_\_(self ,key)  
  \_\_missing\_\_ 在字典的子類中使用，它定義了當試圖訪問一個字典中不存在的鍵時的行為（目前為止是指字典的實例，例如我有一個字典 d ， "george" 不是字典中的一個鍵，當試圖訪問 d["george'] 時就會調用 d.\_\_missing\_\_("george") ）。

### 5.2 一個例子

讓我們來看一個實現了一些函數式結構的列表，可能在其他語言中這種結構更常見（例如Haskell）:

**class** **FunctionalList**:

'''一個列表的封裝類，實現了一些額外的函數式 方法，例如head, tail, init, last, drop和take。'''

**def** **\_\_init\_\_**(self, values**=None**):

**if** values **is** **None**:

self**.**values **=** []

**else**:

self**.**values **=** values

**def** **\_\_len\_\_**(self):

**return** len(self**.**values)

**def** **\_\_getitem\_\_**(self, key):

*# 如果鍵的類型或值不合法，列表會返回異常*

**return** self**.**values[key]

**def** **\_\_setitem\_\_**(self, key, value):

self**.**values[key] **=** value

**def** **\_\_delitem\_\_**(self, key):

**del** self**.**values[key]

**def** **\_\_iter\_\_**(self):

**return** iter(self**.**values)

**def** **\_\_reversed\_\_**(self):

**return** reversed(self**.**values)

**def** **append**(self, value):

self**.**values**.**append(value)

**def** **head**(self):

*# 取得第一個元素*

**return** self**.**values[0]

**def** **tail**(self):

*# 取得除第一個元素外的所有元素*

**return** self**.**valuse[1:]

**def** **init**(self):

*# 取得除最後一個元素外的所有元素*

**return** self**.**values[:**-**1]

**def** **last**(self):

*# 取得最後一個元素*

**return** self**.**values[**-**1]

**def** **drop**(self, n):

*# 取得除前n個元素外的所有元素*

**return** self**.**values[n:]

**def** **take**(self, n):

*# 取得前n個元素*

**return** self**.**values[:n]

就是這些，一個（微不足道的）有用的例子，向你展示了如何實現自己的序列。當然啦，自定義序列有更大的用處，而且絕大部分都在標準庫中實現了（Python是自帶電池的，記得嗎？），像 Counter , OrderedDict 和 NamedTuple 。

**06. 反射**

你可以通過定義魔法方法來控制用於反射的內建函數 isinstance 和 issubclass 的行為。下麵是對應的魔法方法：

* \_\_instancecheck\_\_(self, instance)  
  檢查一個實例是否是你定義的類的一個實例（例如 isinstance(instance, class) ）。
* \_\_subclasscheck\_\_(self, subclass)  
  檢查一個類是否是你定義的類的子類（例如 issubclass(subclass, class) ）。

這幾個魔法方法的適用範圍看起來有些窄，事實也正是如此。我不會在反射魔法方法上花費太多時間，因為相比其他魔法方法它們顯得不是很重要。但是它們展示了在Python中進行面向對象編程（或者總體上使用Python進行編程）時很重要的一點：不管做什麼事情，都會有一個簡單方法，不管它常用不常用。這些魔法方法可能看起來沒那麼有用，但是當你真正需要用到它們的時候，你會感到很幸運，因為它們還在那兒（也因為你閱讀了這本指南！）

## 07. 抽象基類

請參考 [*http://docs.python.org/2/library/abc.html*](https://link.zhihu.com/?target=http://docs.python.org/2/library/abc.html)

## 08. 可調用的對象

你可能已經知道了，在Python中，函數是一等的對象。這意味著它們可以像其他任何對象一樣被傳遞到函數和方法中，這是一個十分強大的特性。

Python中一個特殊的魔法方法允許你自己類的對象表現得像是函數，然後你就可以“調用”它們，把它們傳遞到使用函數做參數的函數中，等等等等。這是另一個強大而且方便的特性，讓使用Python編程變得更加幸福。

* \_\_call\_\_ (self, [args…])  
  允許類的一個實例像函數那樣被調用。本質上這代表了 x() 和 x.\_\_call\_\_() 是相同的。注意 \_\_call\_\_ 可以有多個參數，這代表你可以像定義其他任何函數一樣，定義 \_\_call\_\_ ，喜歡用多少參數就用多少。

\_\_call\_\_ 在某些需要經常改變狀態的類的實例中顯得特別有用。“調用”這個實例來改變它的狀態，是一種更加符合直覺，也更加優雅的方法。一個表示平面上實體的類是一個不錯的例子:

**class** **Entity**:

'''表示一個實體的類，調用它的實例 可以更新實體的位置'''

**def** **\_\_init\_\_**(self, size, x, y):

self**.**x, self**.**y **=** x, y

self**.**size **=** size

**def** **\_\_call\_\_**(self, x, y):

'''改變實體的位置'''

self**.**x, self**.**y **=** x, y

## 09. 上下文管理器

在Python 2.5中引入了一個全新的關鍵字，隨之而來的是一種新的代碼複用方法—— with 聲明。上下文管理的概念在Python中並不是全新引入的（之前它作為標準庫的一部分實現），直到PEP 343被接受，它才成為一種一級的語言結構。可能你已經見過這種寫法了:

**with** open('foo.txt') **as** bar:

*# 使用bar進行某些操作*

當對象使用 with 聲明創建時，上下文管理器允許類做一些設置和清理工作。上下文管理器的行為由下麵兩個魔法方法所定義：

* \_\_enter\_\_(self)  
  定義使用 with 聲明創建的語句塊最開始上下文管理器應該做些什麼。注意 \_\_enter\_\_ 的返回值會賦給 with 聲明的目標，也就是 as 之後的東西。
* \_\_exit\_\_(self, exception\_type, exception\_value, traceback)  
  定義當 with 聲明語句塊執行完畢（或終止）時上下文管理器的行為。它可以用來處理異常，進行清理，或者做其他應該在語句塊結束之後立刻執行的工作。如果語句塊順利執行， exception\_type , exception\_value 和 traceback 會是 None 。否則，你可以選擇處理這個異常或者讓用戶來處理。如果你想處理異常，確保 \_\_exit\_\_ 在完成工作之後返回 True 。如果你不想處理異常，那就讓它發生吧。

對一些具有良好定義的且通用的設置和清理行為的類，\_\_enter\_\_ 和 \_\_exit\_\_會顯得特別有用。你也可以使用這幾個方法來創建通用的上下文管理器，用來包裝其他對象。下麵是一個例子:

**class** **Closer**:

'''一個上下文管理器，可以在with語句中 使用close()自動關閉對象'''

**def** **\_\_init\_\_**(self, obj):

self**.**obj **=** obj

**def** **\_\_enter\_\_**(self, obj):

**return** self**.**obj *# 綁定到目標*

**def** **\_\_exit\_\_**(self, exception\_type, exception\_value, traceback):

**try**:

self**.**obj**.**close()

**except** **AttributeError**: *# obj不是可關閉的*

print 'Not closable.'

**return** **True** *# 成功地處理了異常*

這是一個 Closer 在實際使用中的例子，使用一個FTP連接來演示（一個可關閉的socket):

**>>>** **from** magicmethods **import** Closer**>>>** **from** ftplib **import** FTP**>>>** **with** Closer(FTP('ftp.somesite.com')) **as** conn:**...** conn**.**dir()**...***# 為了簡單，省略了某些輸出***>>>** conn**.**dir()*# 很長的 AttributeError 資訊，不能使用一個已關閉的連接***>>>** **with** Closer(int(5)) **as** i:**...** i **+=** 1**...**Not closable**.>>>** i6

看到我們的包裝器是如何同時優雅地處理正確和不正確的調用了嗎？這就是上下文管理器和魔法方法的力量。Python標準庫包含一個 contextlib 模組，裏面有一個上下文管理器 contextlib.closing() 基本上和我們的包裝器完成的是同樣的事情（但是沒有包含任何當對象沒有close()方法時的處理）。

## 10. 創建描述符對象

描述符是一個類，當使用取值，賦值和刪除 時它可以改變其他對象。描述符不是用來單獨使用的，它們需要被一個擁有者類所包含。描述符可以用來創建面向對象資料庫，以及創建某些屬性之間互相依賴的類。描述符在表現具有不同單位的屬性，或者需要計算的屬性時顯得特別有用（例如表現一個坐標系中的點的類，其中的距離原點的距離這種屬性）。

要想成為一個描述符，一個類必須具有實現 \_\_get\_\_ , \_\_set\_\_ 和 \_\_delete\_\_ 三個方法中至少一個。

讓我們一起來看一看這些魔法方法：

* \_\_get\_\_(self, instance, owner)  
  定義當試圖取出描述符的值時的行為。instance 是擁有者類的實例， owner 是擁有者類本身。
* \_\_set\_\_(self, instance, owner)  
  定義當描述符的值改變時的行為。instance 是擁有者類的實例， value 是要賦給描述符的值。
* \_\_delete\_\_(self, instance, owner)  
  定義當描述符的值被刪除時的行為。instance 是擁有者類的實例

現在，來看一個描述符的有效應用：單位轉換:

**class** **Meter**(object):

'''米的描述符。'''

**def** **\_\_init\_\_**(self, value**=**0.0):

self**.**value **=** float(value)

**def** **\_\_get\_\_**(self, instance, owner):

**return** self**.**value

**def** **\_\_set\_\_**(self, instance, owner):

self**.**value **=** float(value)

**class** **Foot**(object):

'''英尺的描述符。'''

**def** **\_\_get\_\_**(self, instance, owner):

**return** instance**.**meter **\*** 3.2808

**def** **\_\_set\_\_**(self, instance, value):

instance**.**meter **=** float(value) **/** 3.2808

**class** **Distance**(object):

'''用於描述距離的類，包含英尺和米兩個描述符。'''

meter **=** Meter()

foot **=** Foot()

## 11. 拷貝

有些時候，特別是處理可變對象時，你可能想拷貝一個對象，改變這個對象而不影響原有的對象。這時就需要用到Python的 copy 模組了。然而（幸運的是），Python模組並不具有感知能力， 因此我們不用擔心某天基於Linux的機器人崛起。但是我們的確需要告訴Python如何有效率地拷貝對象。

* \_\_copy\_\_(self)  
  定義對類的實例使用 copy.copy() 時的行為。copy.copy() 返回一個對象的淺拷貝，這意味著拷貝出的實例是全新的，然而裏面的數據全都是引用的。也就是說，對象本身是拷貝的，但是它的數據還是引用的（所以淺拷貝中的數據更改會影響原對象）。
* \_\_deepcopy\_\_(self, memodict=)  
  定義對類的實例使用 copy.deepcopy() 時的行為。copy.deepcopy() 返回一個對象的深拷貝，這個對象和它的數據全都被拷貝了一份。memodict 是一個先前拷貝對象的緩存，它優化了拷貝過程，而且可以防止拷貝遞歸數據結構時產生無限遞歸。當你想深拷貝一個單獨的屬性時，在那個屬性上調用 copy.deepcopy() ，使用 memodict 作為第一個參數。

這些魔法方法有什麼用武之地呢？像往常一樣，當你需要比默認行為更加精確的控制時。例如，如果你想拷貝一個對象，其中存儲了一個字典作為緩存（可能會很大），拷貝緩存可能是沒有意義的。如果這個緩存可以在內存中被不同實例共用，那麼它就應該被共用。

## 12. Pickling

如果你和其他的Python愛好者共事過，很可能你已經聽說過Pickling了。Pickling是Python數據結構的序列化過程，當你想存儲一個對象稍後再取出讀取時，Pickling會顯得十分有用。然而它同樣也是擔憂和混淆的主要來源。

Pickling是如此的重要，以至於它不僅僅有自己的模組（ pickle ），還有自己的協議和魔法方法。首先，我們先來簡要的介紹一下如何pickle已存在的對象類型（如果你已經知道了，大可跳過這部分內容）。

### 12.1 小試牛刀

我們一起來pickle吧。假設你有一個字典，你想存儲它，稍後再取出來。你可以把它的內容寫入一個檔，小心翼翼地確保使用了正確地格式，要把它讀取出來，你可以使用 exec() 或處理檔輸入。但是這種方法並不可靠：如果你使用純文本來存儲重要數據，數據很容易以多種方式被破壞或者修改，導致你的程式崩潰，更糟糕的情況下，還可能在你的電腦上運行惡意代碼。因此，我們要pickle它:

**import** pickle

data **=** {'foo': [1,2,3],

'bar': ('Hello', 'world!'),

'baz': **True**}jar **=** open('data.pkl', 'wb')pickle**.**dump(data, jar) *# 將pickle後的數據寫入jar檔*jar**.**close()

過了幾個小時，我們想把它取出來，我們只需要反pickle它:

**import** pickle

pkl\_file **=** open('data.pkl', 'rb') *# 與pickle後的數據連接*data **=** pickle**.**load(pkl\_file) *# 把它加載進一個變數*print datapkl\_file**.**close()

將會發生什麼？正如你期待的，它就是我們之前的 data 。

現在，還需要謹慎地說一句：pickle並不完美。Pickle檔很容易因為事故或被故意的破壞掉。Pickling或許比純文本檔安全一些，但是依然有可能被用來運行惡意代碼。而且它還不支持跨Python版本，所以不要指望分發pickle對象之後所有人都能正確地讀取。然而不管怎麼樣，它依然是一個強有力的工具，可以用於緩存和其他類型的持久化工作。

### 12.2 Pickle你的對象

Pickle不僅僅可以用於內建類型，任何遵守pickle協議的類都可以被pickle。Pickle協議有四個可選方法，可以讓類自定義它們的行為（這和C語言擴展略有不同，那不在我們的討論範圍之內）。

* \_\_getinitargs\_\_(self)  
  如果你想讓你的類在反pickle時調用 \_\_init\_\_ ，你可以定義 \_\_getinitargs\_\_(self) ，它會返回一個參數元組，這個元組會傳遞給 \_\_init\_\_。注意，這個方法只能用於舊式類。
* \_\_getnewargs\_\_(self)  
  對新式類來說，你可以通過這個方法改變類在反pickle時傳遞給 \_\_new\_\_ 的參數。這個方法應該返回一個參數元組。
* \_\_getstate\_\_(self)  
  你可以自定義對象被pickle時被存儲的狀態，而不使用對象的 \_\_dict\_\_ 屬性。這個狀態在對象被反pickle時會被 \_\_setstate\_\_ 使用。
* \_\_setstate\_\_(self)  
  當一個對象被反pickle時，如果定義了 \_\_setstate\_\_ ，對象的狀態會傳遞給這個魔法方法，而不是直接應用到對象的 \_\_dict\_\_ 屬性。這個魔法方法和 \_\_getstate\_\_ 相互依存：當這兩個方法都被定義時，你可以在Pickle時使用任何方法保存對象的任何狀態。
* \_\_reduce\_\_(self)  
  當定義擴展類型時（也就是使用Python的C語言API實現的類型），如果你想pickle它們，你必須告訴Python如何pickle它們。**reduce** 被定義之後，當對象被Pickle時就會被調用。它要麼返回一個代表全局名稱的字串，Pyhton會查找它並pickle，要麼返回一個元組。這個元組包含2到5個元素，其中包括：一個可調用的對象，用於重建對象時調用；一個參數元素，供那個可調用對象使用；被傳遞給 \_\_setstate\_\_ 的狀態（可選）；一個產生被pickle的列表元素的迭代器（可選）；一個產生被pickle的字典元素的迭代器（可選）；
* \_\_reduce\_ex\_\_(self)  
  \_\_reduce\_ex\_\_ 的存在是為了相容性。如果它被定義，在pickle時 \_\_reduce\_ex\_\_ 會代替 \_\_reduce\_\_ 被調用。\_\_reduce\_\_ 也可以被定義，用於不支持 \_\_reduce\_ex\_\_ 的舊版pickle的API調用。

### 12.3 一個例子

我們的例子是 Slate ，它會記住它的值曾經是什麼，以及那些值是什麼時候賦給它的。然而 每次被pickle時它都會變成空白，因為當前的值不會被存儲:

**import** time

**class** **Slate**:

'''存儲一個字串和一個變更日誌的類 每次被pickle都會忘記它當前的值'''

**def** **\_\_init\_\_**(self, value):

self**.**value **=** value

self**.**last\_change **=** time**.**asctime()

self**.**history **=** {}

**def** **change**(self, new\_value):

*# 改變當前值，將上一個值記錄到歷史*

self**.**history[self**.**last\_change] **=** self**.**value

self**.**value **=** new\_value)

self**.**last\_change **=** time**.**asctime()

**def** **print\_change**(self):

print 'Changelog for Slate object:'

**for** k,v **in** self**.**history**.**items():

print '%s\t %s' **%** (k,v)

**def** **\_\_getstate\_\_**(self):

*# 故意不返回self.value或self.last\_change*

*# 我們想在反pickle時得到一個空白的slate*

**return** self**.**history

**def** **\_\_setstate\_\_**(self):

*# 使self.history = slate，last\_change*

*# 和value為未定義*

self**.**history **=** state

self**.**value, self**.**last\_change **=** **None**, **None**

## 魔法方法

如果你已經使用了一段時間Python，那麼一定瞭解或者接觸過魔法方法。

魔法方法是一種以**雙下劃線**開頭和結尾的一種特殊方法，在使用類的時候非常常見，例如，經常會用到的\_\_init\_\_。它的功能是作為構造函數，能夠在類初始化時調用，你可以在初始化方法中定義一些初始化變數、初始化操作，當執行到類內部時，它會首先執行這些方法。

當然，魔法方法遠不至於\_\_init\_\_，為了幫助大家理解Python魔法方法的價值，本文就以一個示例來開始本文的講解。

下麵通過實現一個名為TimePeriod的類，來看一下如何使用Python魔法方法使得代碼更加清晰、可讀性更高。

## 基礎的TimePeriod類

下麵TimePeriod主要實現2個方法：

* 時間的增加
* 時間的比較

基礎的實現方法大多會是下麵這樣：

**class** **TimePeriod**:

**def** \_\_init\_\_(self, hours**=**0, minutes**=**0):

self**.**hours **=** hours

self**.**minutes **=** minutes

**def** **add**(self, other):

minutes **=** self**.**minutes **+** other**.**minutes

hours **=** self**.**hours **+** other**.**hours

**if** minutes **>=** 60:

minutes **-=** 60

hours **+=** 1

**return** TimePeriod(hours, minutes)

**def** **greater\_than**(self, other):

**if** self**.**hours **>** other**.**hours:

returnTrue

**elif** self**.**hours **<** other**.**hours:

returnFalse

**elif** self**.**minutes **>** other**.**minutes:

returnTrue

**else**:

returnFalse

實現add和greater\_than兩個方法，分別用於增加和對比時間大小。

或許，從這段代碼中看不出有任何問題。接下來，我們使用這個類來看一下。

time\_i\_sleep = TimePeriod(9, 0)

time\_i\_work = TimePeriod(0, 30)

print(time\_i\_sleep.greater\_than(time\_i\_work))

# True

這段代碼在執行的時候沒有任何問題，也不會報錯。但是，如果你想要執行更為複雜的操作，例如，2個時間段**加和**再和另外2個時間段的**加和**進行對比，類似於A+B與C+D進行比較，如果使用上述這個類，對比會是這樣的：

time\_i\_sleep.add(time\_i\_watch\_netflix).greater\_than(time\_i\_work.add(time\_i\_do\_chores))

這樣看上去是不是非常複雜？

即便是作為一名聰明的開發人員，把這段代碼拆開執行，也會像下麵這樣複雜：

time\_spent\_unproductively **=** time\_i\_sleep**.**add(time\_i\_watch\_netflix)time\_spent\_productively **=** time\_i\_work**.**add(time\_i\_do\_chores)time\_spent\_unproductively**.**greater\_than(time\_spent\_productively)

## 魔法方法實現方式

其實在Python中，很容易就可以實現上述功能，Python內置的有2個魔方方法\_\_add\_\_和\_\_gt\_\_分別對應於+和>運算。

現在，通過魔法方法來修改一下上面的類：

**class** **TimePeriod**:

**def** \_\_init\_\_(self, hours**=**0, minutes**=**0):

self**.**hours **=** hours

self**.**minutes **=** minutes

**def** \_\_add\_\_(self, other):

minutes **=** self**.**minutes **+** other**.**minutes

hours **=** self**.**hours **+** other**.**hours

**if** minutes **>=** 60:

minutes **-=** 60

hours **+=** 1

**return** TimePeriod(hours, minutes)

**def** \_\_gt\_\_(self, other):

**if** self**.**hours **>** other**.**hours:

returnTrue

**elif** self**.**hours **<** other**.**hours:

returnFalse

**elif** self**.**minutes **>** other**.**minutes:

returnTrue

**else**:

returnFalse

現在，再來進行一下對比運算：

(time\_i\_sleep + time\_i\_watch\_netflix) > (time\_i\_work + time\_i\_do\_chores)

這樣看起來是不是更加容易理解和閱讀了？

除此之外，你還可以加入更多魔法方法，實現更為豐富的功能。

例如，你想比較2個時間是否相等，會用到==運算，這時候你可以使用魔法方法\_\_eq\_\_，具體實現如下：

**def** \_\_eq\_\_(self, other):

**return** self**.**hours **==** other**.**hours **and** self**.**minutes **==** other**.**minutes

Python魔法方法不止有算術運算和和比較運算，還有其他很多豐富的功能。例如，\_\_str\_\_，可以創建易於理解類的字串。

**def** \_\_str\_\_(self):

returnf"{self.hours} hours, {self.minutes} minutes"

如果你需要，還可以通過\_\_getitem\_\_把類轉化成字典：

**def** \_\_getitem\_\_(self, item):

**if** item **==** 'hours':

**return** self**.**hours

**elif** item **==** 'minutes':

**return** self**.**minutes

**else**:

**raise** **KeyError**()

這樣，可以把很多字典的優質特性加入到類中，可以像訪問字典一樣去訪問類的屬性。

## 其他

除了上述提到的一些魔法方法，Python還有很多魔法方法值得使用。本文不再逐一舉例，下面介紹一下一些常用方法的功能，需要的可以在以後編碼中用一下。

* \_\_new\_\_：初始化類的實例時會調用\_\_init\_\_方法，而在實際創建實例時會更早地調用\_\_new\_\_方法。
* \_\_call\_\_：\_\_call\_\_方法允許我們的實例像方法或函數一樣可調用。
* \_\_len\_\_：這允許你自定義Python內置len()函數。
* \_\_repr\_\_：這類似於\_\_str\_\_ 魔法方法，它允許你定義類的字串表示形式。但是，區別在於\_\_str\_\_是針對最終用戶的，它提供了一個更加用戶友好的非正式字串，而\_\_repr\_\_是針對開發人員的，並且可能包含有關類的內部狀態的更複雜的資訊。
* \_\_setitem\_\_：前面示例中我們已經看過\_\_getitem\_\_方法，它主要用於獲取鍵值，而\_\_setitem\_\_則用於設置鍵值。
* \_\_enter\_\_和\_\_exit\_\_：這兩種方法通常一起使用，可以將你的類用作上下文管理器，實現類似Python中with語句的功能。

**\_\_init\_\_.py 的高級用法**

Python 中的 \_\_init\_\_.py 檔是包的核心部分，它用於配置包並定義其行為。除了設置包中繼資料和導入子模組等基本用法之外，\_\_init\_\_.py 檔還可以用於更高級的用途，例如：

**1. 控制包的導入方式**

您可以使用 \_\_init\_\_.py 檔來控制包的導入方式。例如，您可以指定包的默認導入成員或隱藏某些內部模組。

以下示例展示了如何指定包的默認導入成員：

Python

# \_\_init\_\_.py

from .module1 import function1, class1

from .module2 import function2

\_\_all\_\_ = ["function1", "class1", "function2"]

現在，當您導入包時，只會導入指定的成員：

import mypackage

print(mypackage.function1()) # Output: Function 1 called

print(mypackage.class1()) # Output: Class 1 instantiated

print(mypackage.function2()) # Output: Function 2 called

**2. 創建自訂異常**

您可以使用 \_\_init\_\_.py 文件來創建自訂異常類。這可以使您的代碼更加清晰易懂，並簡化異常處理。

以下示例展示了如何創建自訂異常類：

# \_\_init\_\_.py

class MyError(Exception):

pass

class ValidationError(MyError):

pass

class ResourceNotFoundError(MyError):

pass

現在，您可以像使用標準異常一樣使用自訂異常：

try:

# 執行可能引發異常的操作

raise ValidationError("Invalid input")

except MyError as e:

print(f"Error: {e}")

**3. 實現外掛程式系統**

您可以使用 \_\_init\_\_.py 檔來實現外掛程式系統。這允許您將協力廠商代碼集成到您的包中，並擴展其功能。

以下示例展示了如何實現簡單的外掛程式系統：

# \_\_init\_\_.py

from importlib import import\_module

plugins = []

def load\_plugins():

for entry in os.listdir("plugins"):

if entry.endswith(".py"):

module\_name = f"plugins.{entry[:-3]}"

module = import\_module(module\_name)

if hasattr(module, "register\_plugin"):

plugins.append(module.register\_plugin())

def get\_plugins():

return plugins

\_\_all\_\_ = ["load\_plugins", "get\_plugins"]

現在，您可以創建外掛程式模組並在其中定義 register\_plugin 函數：

# plugins/myplugin.py

def register\_plugin():

from . import myplugin\_implementation

return myplugin\_implementation.MyPlugin()

最後，您可以載入外掛程式並使用它們：

Python

import mypackage

mypackage.load\_plugins()

plugins = mypackage.get\_plugins()

for plugin in plugins:

plugin.do\_something()

**4. 自訂包載入行為**

您可以使用 \_\_init\_\_.py 文件來自訂包載入行為。例如，您可以攔截包導入過程並執行自訂操作。

以下示例展示了如何攔截包導入過程並列印導入資訊：

# \_\_init\_\_.py

import importlib

import sys

def import\_module(name, package=None):

original\_import\_module = importlib.\_\_import\_\_

def custom\_import\_module(name, package=None):

module = original\_import\_module(name, package)

print(f"Importing module: {name}")

return module

sys.modules["importlib"] = custom\_import\_module

return original\_import\_module(name, package)

\_\_all\_\_ = ["import\_module"]

現在，當您導入包時，會列印導入資訊：

import mypackage

**5. 集成協力廠商庫**

您可以使用 \_\_init\_\_.py 文件來集成協力廠商庫。這可以簡化協力廠商庫的使用並統一其 API。

以下示例展示了如何集成 requests 庫：

# \_\_init\_\_.py

import requests

def get(url):

response = requests.get(url)

if response.status\_code == 200:

return response.content

else:

raise Exception(f"Request failed: {response.status\_code}")

\_\_all\_\_ = ["get"]

現在，您可以像使用標準庫函數一樣使用 get 函數：

import mypackage

response = mypackage.get("https://www.python

**6. 配置日誌記錄**

您可以使用 \_\_init\_\_.py 檔來配置日誌記錄。這可以説明您記錄有關包行為的資訊並診斷問題。

以下示例展示了如何使用 logging 模組配置日誌記錄：

# \_\_init\_\_.py

import logging

logger = logging.getLogger(\_\_name\_\_)

logger.setLevel(logging.DEBUG)

handler = logging.StreamHandler(sys.stdout)

handler.setLevel(logging.INFO)

formatter = logging.Formatter("%(asctime)s - %(name)s - %(levelname)s - %(message)s")

handler.setFormatter(formatter)

logger.addHandler(handler)

\_\_all\_\_ = ["logger"]

現在，您可以像使用標準日誌記錄函數一樣使用日誌記錄器：

import mypackage

logger = mypackage.logger

logger.debug("This is a debug message")

logger.info("This is an info message")

logger.warning("This is a warning message")

logger.error("This is an error message")

logger.critical("This is a critical message")

**7. 緩存數據**

您可以使用 \_\_init\_\_.py 檔來緩存資料。這可以提高性能並減少對資料庫或其他資料來源的訪問。

以下示例展示了如何使用 memcache 模組緩存資料：

# \_\_init\_\_.py

import memcache

client = memcache.Client(["127.0.0.1:11211"])

def get\_data(key):

data = client.get(key)

if data is None:

# 從資料來源獲取資料

data = load\_data\_from\_source(key)

client.set(key, data, 600) # 緩存資料 10 分鐘

return data

def load\_data\_from\_source(key):

# ... 從資料來源獲取資料 ...

return data

\_\_all\_\_ = ["get\_data"]

現在，您可以像訪問標準資料一樣訪問緩存資料：

Python

import mypackage

data = mypackage.get\_data("mykey")

print(data)

**8. 提供命令列介面**

您可以使用 \_\_init\_\_.py 檔來提供命令列介面 (CLI)。這允許用戶通過命令列交互您的包。

以下示例展示了如何使用 argparse 模組提供 CLI：

# \_\_init\_\_.py

import argparse

def main():

parser = argparse.ArgumentParser(description="My CLI tool")

parser.add\_argument("command", choices=["hello", "goodbye"])

parser.add\_argument("--name", default="World")

args = parser.parse\_args()

if args.command == "hello":

print(f"Hello, {args.name}!")

elif args.command == "goodbye":

print(f"Goodbye, {args.name}!")

if \_\_name\_\_ == "\_\_main\_\_":

main()

現在，您可以像使用標準 CLI 工具一樣使用您的 CLI 工具：

python mypackage hello --name Alice

python mypackage goodbye

**9. 提供 Web 服務**

您可以使用 \_\_init\_\_.py 檔來提供 Web 服務。這允許用戶通過 HTTP 請求與您的包交互。

以下示例展示了如何使用 Flask 框架提供 Web 服務：

# \_\_init\_\_.py

from flask import Flask, request, jsonify

app = Flask(\_\_name\_\_)

@app.route("/hello")

def hello():

name = request.args.get("name", "World")

return jsonify({"message": f"Hello, {name}!"})

if \_\_name\_\_ == "\_\_main\_\_":

app.run(debug=True)

現在，您可以像訪問標準 Web 服務一樣訪問您的 Web 服務：

curl http://localhost:5000/hello?name=Alice

以下是一些有關 Python 中 \_\_init\_\_.py 檔的更多資源：

* Python 文檔 - \_\_init\_\_.py 文件 <https://docs.python.org/>
* PEP 4

#### 來源

1. [github.com/Dokkedal/dcm2reg](https://github.com/Dokkedal/dcm2reg) 取決於授權 (MIT)
2. [whyamisoawkward.com/?p=301](https://whyamisoawkward.com/?p=301)
3. [github.com/m-labs/artiq/blob/master/doc/manual/developing\_a\_ndsp.rst](https://github.com/m-labs/artiq/blob/master/doc/manual/developing_a_ndsp.rst)

**10. 初始化包**

\_\_init\_\_.py檔可以用於執行一些包級別的初始化操作,例如導入子模組、設置包級別的變量或常量等。

*# \_\_init\_\_.py*

*# 導入所有子模組*

from . import module1, module2, module3

*# 設置包級別的常量*

PACKAGE\_CONSTANT = 42

*# 執行一些初始化邏輯*

def initialize():

*# ...*

**11. 重新導出子模組**

\_\_init\_\_.py檔可以用於重新導出子模組的屬性(如函數、類等),這樣可以簡化導入路徑。

*# module1.py*

def foo():

pass

class Bar:

pass

*# \_\_init\_\_.py*

from .module1 import foo, Bar

*# 其他模組可以這樣導入*

from package import foo, Bar

**12. 將包作為單一入口點**

如果將主要代碼放在\_\_init\_\_.py檔中,那麼可以將整個包作為單一入口點,這對於構建命令列工具或框架很有用。

*# \_\_init\_\_.py*

def main():

*# 主要代碼...*

if \_\_name\_\_ == '\_\_main\_\_':

main()

**13. 使用\_\_all\_\_變量控制導出**

在\_\_init\_\_.py檔中定義\_\_all\_\_變量可以控制從包中導出哪些模組或屬性。

*# module1.py*

foo = 1

bar = 2

baz = 3

*# \_\_init\_\_.py*

from .module1 import foo, bar

\_\_all\_\_ = ['foo', 'bar']

*# 其他模組只能導入foo和bar*

from package import foo, bar

**14. 實現外掛程式系統**

利用\_\_init\_\_.py檔,可以實現一個簡單的外掛程式系統,通過動態導入外掛程式模組來擴展包的功能。

*# \_\_init\_\_.py*

import importlib

import os

PLUGINS\_DIR = 'plugins'

def load\_plugins():

for filename in os.listdir(PLUGINS\_DIR):

if filename.endswith('.py'):

module\_name = f'{PLUGINS\_DIR}.{filename[:-3]}'

module = importlib.import\_module(module\_name)

*# 執行外掛程式初始化代碼...*